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The MMX Instruction Set Chapter Eleven

11.1 Chapter Overview

While working on the Pentium and Pentium Pro processors, laiekaigo desloping an instruction set
architecture xtension for multimedia applications. By studyingesal isting multimedia applications,
developing lots of multimedia related algorithms, and through simulation, Intelafeed 57 instructions
that would greatly accelerate theezution of multimedia applicationg.he end result as their multimedia
extensions to the Pentium processor that Intel calls the MiEtinology Instructions.

Prior to the inention of the MMX enhancements, good quality multimedia systems required separate
digital signal processors and special electronics to handle much of the multimedizaef. The introdue
tion of the MMX instruction set alleed later Pentium processors to handle these multimedia tasks without
these gpensve digital signal processors (DSPs), thusddng the cost of multimedia systems. So later
Pentiums, Pentium I, Pentium Ill, and Pentium IV processors adl ttle MMX instruction set. Earlier
Pentiums (and CPUs prior to the Pentium) and the Pentium Pro doveothiese instructionsvailable.
Since the instruction set has beeailable for quite some time, you can probably use the MMX instructions
without worrying about your softere filing on mag machines.

In this chapter we will discuss the MMPechnology instructions and Wwdo use them in your assembly
language programsThe use of MMX instructions, while not completely limited to assembly language, is
one area where assembly language truly shines since most Veglalguages do not malgood use of
MMX instructions e&cept in library routines.Therefore, writing &st code that uses MMX instructions is
mainly the domain of the assembly language programience, it a good idea to learn these instructions
if you're going to write much assembly code.

11.2 Determining if a CPU Supports the MMX Instruction Set

While it's almost a gien that ap modern CPU your softare will run on will support the MMX
extended instruction set, there may be times when yant ¥o write softare that will run on a machine
even in the absence of MMX instruction$here are tw ways to handle this problem — either yide two
versions of the program, one with MMX support and one without (and let the user choose which program
they wish to run), or the program can dynamically determine whether a processor supports the MMX
instruction set and skip the MMX instructions if yrere not aailable.

The frst situation, preiding two different programs, is the easiest solution from a soévdeelop
ment point of vier. You dont actually create tar source fes, of course; what you do is use conditional
compilation statements (i.e., ##ELSE..#ENDIF) to selestly compile MMX or standard instructions
depending on the presence of an idesttifir \alue of a boolean constant in your program. ‘Sanditional
Compilation (Compile-ime Decisions)on page962for more details.

Another solution is to dynamically determine the CPU type at run-time and use program logic to skip
over the MMX instructions andxecute equialent standard code if the CPU doé¢support the MMX
instruction set. If youe expecting the softare to run on an Intel Pentium or later CPU, you can use the
CPUID instruction to determine whether the processor supports the MMX instruction set . If MMX-instruc
tions are wailable, the CPUID instruction will return bit 23 as a one in the featags feturn result.

The following code illustrates o to use the CPUID instructioithis example does not demonstrate
the entire CPUID sequenceaytlshavs the portion used for detection of MMX technology

1. A good example was the Apple Quadra 660AV and 840AV computer systems; they were built around the Motorola 68040
processor rather than a Pentium, but the 68040 was no more capable of handling multimedia applications than the Pentium.
However, an on-board DSP (digital signal processor) CPU allowed the Quadras to easily handle audio applications that the
68040 could not.
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/Il For a perfectly general routine, you should deternine if this
// is a Pentiumor later processor. W'’Il|l assune at |east a Pentium
/1 for now, since nost CSes expect a Pentiumor better processor.

nov( 1, eax ); /1 Request for CPUD feature flags.
CPU () ; I/l Get the feature flags into EDX
test( $80_0000, edx ); [// Is bit 23 set?

j nz HasMVX;

This code assumes at least the presence of a Pentium Prodégsar code needs to run on a 486 or
386 processorou will have to detect that the system is using one of these proce3sa® is tons of code
on the net that detects f@ifent processorsubmost of it will not run under 32-bit OSes since the code typi
cally uses protected (non-useode) instructionsSome operating system pide a system call or ginon-
ment \ariable that will specify the CPUWe'll not go into the details here because 99% of the users out
there that are running modern operating systems haCPU that supports the MMX instruction setabr
least, the CPUID instruction.

11.3 The MMX Programming Environment

The MMX architecturexends the Pentium architecture by adding the ioilg:

*  Eight MMX registers (MMO..MM?7).
» Four MMX data types (packed bytes, packed words, packed double words, and quad word).
e 57 MMX Instructions.

11.3.1 The MMX Registers

The MMX architecture adds eight 64-bigrsters to the Pentiumlhe MMX instructions refer to these
registers aMMO, MM1, MM2, MM3, MM4, MM5, MM6, and MM7. These are strictly datagisters, you
cannot use them to hold addresses nor agesihiéable for calculationswelving addresses.

Although MMO0..MM7 appear as separatgisters in the InteArchitecture, the Pentium processors
alias these gisters with the FP\'ragisters §T0..ST7). Each of the eight MMX 64-bitgisters is pisi-
cally equvalent to the L.O. 64-bits of each of the FRWgisters (sed-igure 11.). The MMX registers
overlay the FPU misters in much the sameawthat the 16-bit general purposgisters oerlay the 32-bit
general purpose gésters.
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Figure 11.1 MMX and FPU Register Aliasing

Because the MMX gsters @erlay the FPU mgisters, you cannot mix FPU and MMX instructions in
the same computation sequen¥eu can bgin executing an MMX instruction sequence aydime; hav-
ever, once you recute an MMX instruction you cannotezute another FPU instruction until yoteeute a
special MMX instructionEMMS (Exit MMX Machine State).This instruction resets the FPU so you may
begin a nev sequence of FPU calculationBhe CPU does not ga the FPU state across theeution of the
MMX instructions; eecuting EMMS clears all the FPUgisters. Becausewag FPU state isery expen
sive, and the EMMS instruction is quite slat’s not a good idea to frequently switch between MMX and
FPU calculations. Instead, you should attempiéezeate the MMX and FPU instructions atfdient times
during your prograns execution.

You're probably vendering wly Intel chose to alias the MMX gesters with the FPU gasters. Intel, in
their literature, brags constantly about what a great idea #isYou see, by aliasing the MMX gisters
with the FPU rgisters, Microsoft and other multitasking O&ndors did not he to write special code to
save the MMX state when the CPU switched from one process to andtherfact that the OS automati
cally saved the FPU state means that the CRuUlld automatically see the MMX state as wellThis meant
that the ner Pentium chips with MMX technology that Intel created were automatically compatible with
Windows 95,Windows NT, and Linux without aynchanges to the operating system code.

Of course, those operating systemsehlng since been upgraded and Microsoft (and Linweldg-
ers) could hee easily pruided a “service pack” to handle theamneggisters (had Intel chosen not to alias the
FPU and MMX rgisters). So while aliasing MMX with the FPU pided a \ery short-lved and temporary
benefi, in retrospect Intel made a big mistakith this decision.They’ve otviously realized their mistak
because as tiive introduced ng “streaming” instructions (the dating point equialent of the MMX
instruction set) théve added ng registers (XMMO0..XMM7) without using this trick. K'too bad the
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dont fix the problem in their current CPUs (there is no technical reasgrnthgp cant create separate
MMX and FPU registers at this point). Oh well, ydljust have to live with the &ct that you cab’execute
interleaved FPU and MMX instructions.

11.3.2 The MMX Data Types

The MMX instruction set supports four fdifent data types: an eight-byte arrayfourword array a
two element double ard array and a quaderd object. Each MMX mgster processes one of these four
data types (seféigure 11.2.
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Figure 11.2 The MMX Data Types

Despite the presence of 64-bigigers, the MMX instruction set does natend the 32-bit Pentium
processor to 64-bits. Instead, after careful study Intel added only those 64-bit instructions that were useful
for multimedia operations. df example, you cannot add or subtracoté4-bit intgers with the MMX
instruction set. Indct, only the logical and shift operations directly manipulate 64 bits.

The MMX instruction set w&s not designed to priole general 64-bit capabilities to the Pentium.
Instead, the MMX instruction set prides the Pentium with the capability of performing multiple eight-,
sixteen-, or thirty-tw bit operations simultaneouslyn other vords, the MMX instructions are generally
SIMD (Single Instruction Multiple Data) instructions (S&®arallel Processirigon page268for an explana
tion of SIMD). For example, a single MMX instruction can add eight separate pairs of alytesvtogether
This is not the same as addingt®4-bit \alues since theverflow from the indvidual bytes does not carry
over into the higher order byteslhis can accelerate a program that needs to add a long string of bytes
together since a single MMX instruction can do tleeknof eight rgular Pentium instructionsThis is hav
the MMX instruction set speeds up multimedia applications — by processing multiple data objects in parallel
with a single instruction. ®@eén the data types the MMX instruction set supports, you can process up to
eight byte objects in parallel, fourond objects in parallel, or vdouble verds in parallel.

11.4

The Purpose of the MMX Instruction Set

The Single Instruction Multiple Data model the MMX architecture supports may not look all that
impressve when vigved with a SISD (Single Instruction, Single Data) bias. Oncesgauastered the basic
integer instructions on the 80x86,sitdifficult to see the application of the MMXSIMD instruction set.
However, the MMX instructions directly address the needs of modern media, communications, and graphics
applications, which often use sophisticated algorithms that perform the same operationg@mantder
of small data types (bytesowds, and double ovds).

For example, most programs use a stream of bytesasdsvto represerdudio andvideo data. The
MMX instructions can operate on eight bytes or foords with a single instruction, thus accelerating the
program by almost attor of four or eight.

One dravback to the MMX instruction set is that it is not general purpose. diregearch that led to
the deelopment of these meinstructions specitally tageted audio, video, graphics, and another muitime
dia applicationsAlthough some of the instructions are applicable inyygemeral programs, ydufind that
mary of the instructions he \ery little application outside their limited domaiAlthough, with a lot of
deep thought, you can probably dream up sonvelnges of manof these instructions that Ve nothing
whatsoger at all to do with multimedia, you shoultiget too frustrated if you cannogtire out wly you
would want to use a particular instruction; that instruction probably has a spraifiose and if yote not
trying to code a solution for that problem, you may not be able to use the instruction.rdfquestioning
why Intel would put such limited instructions in their instruction set, jegfkin mind that although you can
use the instruction(s) for lots of flifent purposes, theare irvaluable for the f@ purposes the are
uniquely suited.
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11.5

Saturation Arithmetic and Wraparound Mode

The MMX instruction set supports saturating arithmetic {&#gn Extension, Zero Extension, Contrac
tion, and Saturatidhon page73). When manipulating standard iger \alues and anverflow occurs, the
standard intger instructions maintain the correct L.O. bits of ta@ig in the intger while truncating an
overflow?. This form of arithmetic is knan aswraparound mode since the L.O. bits wrap back around to
zero. fr example, if you add the tweight-bit alues $02 and $FF you wind up with a carry and the result
$01. The actual sum is $101ubthe operation truncates the ninth bit and the L.O. byte wraps around to $01.

In saturation mode, results of an operation tivatftow or underfbw are clipped (saturated) to some
maximum or minimum &lue depending on the size of the object and whether it is signed or un3igeed.
result of an operation thakeeeds the range of a data-type saturates to the maxiadum of the rangeé
result that is less than the range of a data type saturates to the mirafnerofithe range.

Table 1:

Decimal Hexadecimal
DataType

Lower Limit | Upper Limit | Lower Limit | Upper Limit

Signed Byte | -128 +127 $80 $7f

Unsigned 0 255 0 $if
Byte

SignedWord | -32768 +32767 $8000 $7if

Unsigned 0 65535 0 Sffff

Word

For example, when the resulkeeeds the data range limit for signed bytes, it is saturated to $7f; if a
value is less than the data range limit, it is saturated to $80 for signed bytealutf aeeeds the range for
unsigned bytes, it is saturated td &f $00.

This saturation ééct is \ery useful for audio and video dataorfexample, if you are amplifying an
audio signal by multiplying the evds in the CD-quality 44.1 kHz audio stream by 1.5, clipping #heevat
+32767, while introducing distortion, sounds fetter than alleing the waveform to wrap around to
-32768. Similarlyif you are mixing colors in a 24-bit graphic or video image, saturating to white produces
much more meaningful results than wrap-around.

Since Intel created the MMX architecture to support audio, graphics, and video, it should come as no
surprise that the MMX instruction set supports saturating arithmeticthBse applications that require-sat
urating arithmetic, hang the CPU automatically handle this process (rather thandto eplicitly check
after each calculation) is anotheaywthe MMX architecture speeds up multimedia applications.

11.6

MMX Instruction Operands

Most MMX instructions operate on baoperands, a source and a destination operaArfdw instruc
tions hae three operands with the third operand being a small immediate (conataat) in this section
we'll take a look at the common MMX instruction operands.

2. For some instructions the overflow may appear in another register or the carry flag, but in the destination register the high
order bits are lost.
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The destination operand is almostvays an MMX rgister In fact, the only xceptions are those
instructions that store an MMX gister into memory The MMX instructions aliays leae the result of
MMX calculations in an MMX rgister

The source operand can be an MMXister or a memory locationThe memory location is usually a
quad vord entity but certain instructions operate on doublerdvobjects. Note that, in this coxte‘quad
word” and “double wrd” mean eight or four conseotgi bytes in memory; tlyedo not necessarily imply
that the MMX instruction is operating on a gnd or dword object. Br example, if you add eight bytes
together using theADDB (packed add bytes) instructionABPDB references a gord object in memory
but actually adds together eight separate bytes.

For most MMX instructions, the generic HLA syntax is one of the falg:

mmxl nstr( source, dest );

The specift forms are

mxInstr( mm, i ); /1 i=0..7
mxInstr( nem mm ); /1 i=0..7

MMX instructions access memory using the same addressing modes as the stargirdnsitee
tions. Therefore, an legal 80x86 addressing mode is usable in an MMX instructiar.tiose instructions
that reference a 64-bit memory location, HLA requires that you specify agranoa memory object (e.g.,
“[ebx]” or “[ebp+esi*8+6]") or a qvord variable.

A few instructions require a small immediatdue (or constant). df example, the shift instructions let
you specify a shift count as an immediadéue in the range 0..6Another instruction uses the immediate
value to specify a set of four thfent count alues in the range 0..3 (i.e., fouroalit count alues). These
instructions generally takthe follaving form:

mxlnstr( im8, source, dest );

Note that, in general, MMX instructions do not allgou to specify immediate constants as operands
except for a fev special cases (such as shift counts). In partictiiarsource operand to an MMX instruc
tion has to be a gister or a quad ord variable, it cannot be a 64-bit constafib achiee the same &fct as
specifying a constant as the source operand, you must initialize a qrchthwable in the READONY (or
STATIC) section of your program and specify thésiable as the source operand. Unfortunatéh)A does
not support 64-bit constants, so initializing tleue is going to be a bit of a problermhere are tw solu
tions to this problem: break the constant into smaller pieces (bytess,vor double wrds) and emit the
constant in pieces that HLA can process; or you can write yaunameric cowersion routine(s) using the
HLA compile-time language to allo the emission of a 64-bit constaniVe’ll explore both of those
approaches here.

The frst approach is the one you will most commonly W&y fev MMX instructions actually operate
on 64-bit data operands; insteadythgically operate on a (small) array of bytesras, or double ards.
Since HLA prwoides good support for byte,ond, and double ard constantxressions, specifying a 64-bit
MMX memory operand as a short array of objects is probably the lagstoncreate this data. Since the
MMX instructions that fetch a sourcalue from memoryx@ect a 64-bit operand, you must declare such
objects as qard variables, e.g.,

static
mxVar : gwor d;

The big problem with this declaration is that theogivtype does not allo an initializer (since HLA
cannot handlé4-bit constantxpressions). Since this declaration occurs in th&T8T segment, HLA will
initialize mmxVar with zero; probably not thealue youre interested in supplying here.

There are tw ways to sole this problem.The first way is to attach the @NO®RAGE option to the
MMX variable declarations in the ATIC sggment. The data declarations that immediately fallthe \ari-
able defiition provide the initial data for thatariable. Heres an &ample of such a declaration:

static
mxDVar: gwor d; @ost or age;
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dword $1234 5678, $90ab_cdef ;

Note that the VORD directive above stores the double word constants in successive memory locations.
Therefore, $1234 5678 will appear in the L.O. double word of the 64-bit value and $90ab_cdef will appear
in the H.O. double word of the 64-bit value. Always keep in mind that the L.O. objects come first in the list
following the DWORD (or BYTE, or WORD, or ???) directive; this is opposite of the way you're used to
reading 64-bit values.

The example above used a DWORD directive to provide the initialization constant. However, you can
use any data declaration directive, or even a combination of directives, as long as you allocate at least eight
bytes (64-bits) for each gword constant. The following data declaration, for example, initializes eight
eight-bit constants for an MMX operand; this would be perfect for a PADDB instruction or some other
instruction that operates on eight bytes in parallel:

static
ei ght Bytes: qgword; @ost or age;
byte 0, 1, 2, 3, 4, 5, 6, 7,

Although most MMX instructions operate on small arrays of bytesdsy or double wrds, a fer actu
ally do operate on 64-bit quantities.orFsuch memory operands yowud probably prefer to specify a
64-bit constant rather than break it up into its constituent doutne walues. This way, you dont have to
remember to put the L.O. doubl®sd first and perform other mental adjustments.

Although HLA does not support 64-bit constants in the compile time language, HleAilideflenough
to allowv you to etend the language to handle such declarati®negram 11.Hemonstrates oto write a
macro to accept a 64-bitxedecimal constantThis macro will automatically emit wvDWORD declara
tions containing the L.O. and H.O. components of the 64dhitevyou specify as thgpvord16 (quadvord
constant, base 16) macro parameYau would typically use the@word16 macro as follass:

static
HOOnes: qgword; @ost or age;
qwor d16( $FFFF_FFFF_0000_0000 )
The qword16 macro would emit the following:

dword O;
dwor d $FFFF_FFFF;

Without further ado, here'the macro (and a sample test program):

pr ogr am gqwor dConst Type;
#incl ude( “stdlib.hhf” )

/1 The follow ng macro accepts a 64-bit hexadeci mal constant
// and emts two dword objects in place of the constant.

nmacro gqwordl6( theHexVal ):hs, len, dwal, nplier, curch, didLQ
// Renove whitespace around the nacro paraneter (shouldn’t
// be any, but just in case sonmething weird is going on) and
I/ convert all |ower case characters to upper case.
?hs := @ppercase( @rin{ @tring:theHexVval, 0 ), 0);
/1 1f there is a leading “$” synbol, strip it fromthe string.

#if( @ubstr( hs, 0, 1) ="“9$" )

?hs := @ubstr( hs, 1, 256 );
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#endi f

/'l Process each character in the string fromthe L.Q digit
/1l through to the HQ digit. Add the digit, multiplied by
/1 sone successive power of 16, to the current sumwe’'re
// accumul ating in dwal. Wen we cross a dword boundary,
/l emt the L.Q dword and start over.

?len := @ength( hs ); /1 Nunber of characters to process.
?dwal : dword : = O; /1 Accumul ate val ue here.
?nplier:dword : = 1, /1 Power of 16 to multiply by.

?di dLQ bool ean : = fal se; /1 Checks for overfl ow

#while( len > 0) /1 Repeat for each char in string.

/1 For each character in the string, verify that it is

/1 a legal hexadeci mal character and nerge it in with the

/1l current accunulated value if it is. Print an error nmessage
/1 if we cone across an illegal character.

?len :=1len - 1; /1 Next available char.
?curch := char( @ubstr( hs, len, 1)); // Get the character.
#if( curchin {*0..79}) /1 See if valid decinal digit.

/1 Accumul ate result if decimal digit.

?2dwal := dwal +
(uns8( curch ) - uns8( ‘0 )) * nplier;

#elseif( curchin {'A.."F} ) /1 See if valid hex digit.
/'l Accumul ate result if a hexadecimal digit.

?dwal = dwal +
(uns8( curch ) - uns8( ‘A ) + 10) * nplier;

/1 1gnore underscore characters and report an error for anything
/1 else we find in the string.

#el seif( curch <> *_" )
#error( “lllegal character in 64-bit hexadeci mal constant” )
#print( “Character = ‘", curch, “* Rest of string: ‘", hs, “*" )
#endi f

/1 1f it’s not an underscore character, adjust the multiplier val ue.
/1 1f we cross a dword boundary, emt the L.Q value as a dword

/1 and reset everything for the HQ dword.

#if( curch <> ')

/1 1f the current value fits in 32 bits, process this
// as though it were a dword object.

#if( nplier < $1000_0000 )
?nplier :=nplier * 16;

#elseif( len >0)
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/] Down here we’ve just processed the |ast hex
// digit that will fit into 32 bits. So enit the
/1 L.OQ dword and reset the nplier and dwal constants.
?nplier =1,
dword dwval ;
?2dwal := 0;

/1 If we've been this way before, we’'ve got an
/1 overflow

#if( didLO)
#error( “64-bit overflowin constant” );

#endi f
?di dLO : = true;

#endi f
#endi f
#endwhi | e
/1 Emit the HQ dword here.
dword dwal ;

/1 1f the constant only consurmed 32 bits, we’'ve got to emt a zero
/1l for the HQ dword at this point.

#if( 'didLO)
dword O;
#endi f
endnacr o;
static
X: qwor d; @ost or age;
gwor d16( $1234_5678 90ab_cdef );
gwor d16( 100 );
begi n qwor dConst Type;
stdout. put( “64-bit value of x = $" );
stdout.putq( x );

stdout. new n();

end gwor dConst Type;

Program 11.1 qword16 Macro to Process 64-bit Hexadecimal Constants

Pagell22 © 2001, By Randall Hyde Beta Draft - Do not distribute



The MMX Instruction Set

Although it's a little bit more difcult, you could also write gword10 macro that lets you specify deci
mal constants as the macro operand rather theadbeimal constantsThe implementation afword10 is
left as a programmingxercise at the end of thi®hime.

11.7

MMX Technology Instructions

The following subsections describe each of the MMX instructions in defai oganization is as fel
lows:

» Data Transfer Instructions,

e Conversion Instructions,

e Packed Arithmetic Instructions,
e Comparisons,

* Logical Instructions,

e Shift and Rotate Instructions,
e the EMMS Instruction.

These sections descrildat these instructions do, nbbw you would use them. Later sections will
provide exkamples of hav you can use seral of these instructions.

11.7.1 MMX Data Transfer Instructions

nmovd( regszp, M );
nmovd( nmemyp, MM );
nmovd( MM, regszs );
nmovd( mmi, neny, );

movq( memy, mm o );
movg( mm, ey, );
novg( mm, nm );

The MOVD (move double werd) instruction copies data between a 32-bitgatergister or double
word memory location and an MMX gester If the destination is an MMX ggster this instruction
zero-etends the alue while meing it. If the destination is a 32-bitgister or memory location, this
instruction copies the L.O. 32-bits of the MMXgrster to the destination.

The MOVQ (move quadwerd) instruction copies data betweerntMMX registers or between an MMX
register and memorylf either the source or destination operand is a memory object, it must loedavgir
able or HLA will complain.

11.7.2 MMX Conversion Instructions

packssdw( neng,, nm );
packssdw( nm, mmi );

packsswb( nmemy,, M );
packsswb( mm, i );

packusdw( nemy,, mMm );
packusdw( nmi, nm );
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packuswb( nemy,, MM );
packuswb( nmi, nm );

punpckhbw(
punpckhbw(

punpckhdq(
punpckhdq(

punpckhwd(
punpckhwd(

punpckl bw(
punpckl bw(

punpckl dq(
punpckl dg(

punpckl! wd(
punpckl wd(

meny,, M );

mi, nm );

meny,, M );

mi, mi );

men,, M );

mi, mi );

meny,, M );

m, mi );

meny,, M );

mi, mi );

meny,, M );

mi, nmm );

Volume Four

The ACKSS«x instructions pack and saturate signatlies. They cornvert a sequence of er \alues
to a sequence of smalleslues via saturationThose instructions with thew suffix pack four double wrds
into four words; those with theb sufix saturate and pack eight signedrds into eight signed bytes.

The FACKSSDW instruction taks the tw double vards in the source operand and the ouble
words in the destination operand andeoits these to four signedovds via saturation.The instruction
packs these four evds together and stores the result in the destination Migistee SeeFigure 11.3for
details.

The ACKSSWB instruction tads the four wrds from the source operand and the four signedisv
from the destination operand and verts, via signed saturation, thesdues to eight signed byteJhis
instruction leses the eight bytes in the destination MMXjister SeeFigure 11.4for details.

One application for these pack instructions is toredrNICODE toASCII (ANSI). You can cowert
UNICODE (16-bit) character tANSI (8-bit) character if the H.O. eight bits of each UNICODE character is
zero. The ACKUSWB instruction will tak eight UNICODE characters and pack them into a string that is
eight bytes long with a single instruction. If the H.O. byte gfdNICODE character contains a non-zero
value, then the FLKUSWB instruction will store $FF in the respeetbyte; therefore, you can use $FF as
a corversion error indication.

Another use for the RCKSSWB instruction is to translate a 16-bit audio stream to an eight-bit stream.
Assuming yowe scaled your sixteen-bitlues to produce a sequence afues in the range -128..+127,
you can use theAZKSSWB instruction to corert that sequence of 16-biilues into a pa@d sequence of
eight bit \alues.
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0
Source
0
Destination
0
Destination
Word 3 Word 2 Word 1 Word 0
PACKSSDW Operation
Figure 11.3 PACKSSDW Instruction
Source
Destination
¥ RN RN Destination

Word 3 Word 2 Word 1 Word 0

PACKSSWB Operation

Figure 11.4 PACKSSWB Instruction

The unpack instructions (PUNPCKxxx) pide the cowerse operation to the pack instructiornhe
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unpack instructions taka sequence of smallpacled, \alues and translate them intogar \alues. There is

one problem with this caersion, havever. Unlike the pack instructions, where it tookot@&4-bit operands

to generate a single 64-bit result, the unpack operations will produce a 64-bit result from a single 32-bit
result. Therefore, these instructions cannot operate directly on full 64-bit source opef@andgercome

this limitation, there are twsets of unpack instructions: one set unpacks the data from the L.O. double
word of a 64-bit object, the other set of instructions unpacks the H.O. doaideoiva 64-bit object. By
executing one instruction from each set you can unpack a 64-bit object into a 128-bit object.

The PUNPCKLBW PUNPCKIWD, and PUNPCKLDQ instructions ng (unpack) the L.O. double
words of their source and destination operands and store the 64-bit result into their destination operand.

The PUNPCKLBW instruction unpacks and intevies the lav-order four bytes of the sourcergt)
and destination (second) operands. It places the L.O. four bytes of the destination operanc:atiiyte e
positions in the destination and it places the L.O. four bytes of the source operand in the odd byte positions
of the destination operand.(deigure 11.5.

e

63 0
L /0 /C , , Source
63 S S S ]
// / /. ’ / Destination
L )]
/ : » /4 : K ’ : ’ : Destination

Word 3 Word 2 Word 1 Word 0

PUNPCKLBW Operation

Figure 11.5 UNPCKLBW Instruction

The PUNPCKM/D instruction unpacks and interess the lav-order two words of the source (t)
and destination (second) operands. It places the L@®wbsds of the destination operand at thereword
positions in the destination and it places the L.Ords of the source operand in the odatdvpositions of
the destination operand (seigure 11.9.
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63 0

/. /' Source

63 / / 0
/ /. / q Destination

Destination

DWord 1 DWord 0

PUNPCKLWD Operation

Figure 11.6 The PUNPCKLWD Instruction

The PUNPCKDQ instruction copies the L.O.ahd of the source operand to the L.O.oddvof the des
tination operand and it copies the (original) L.Oodivof the destination operand to the L.Ooddvof the
destination (i.e., it doesnthange the L.O. dovd of the destination, séégure 11.7.

Beta Draft - Do not distribute © 2001, By Randall Hyde Pagell27



Chapter Eleven Volume Four

63 0

/Q Source
63 / 0
/ , Destination

Destination

QWord

PUNPCKLDQ Operation

Figure 11.7 PUNPCKLDQ Instruction

The PUNPCKHBW instruction is quite similar to the PUNPCKLBW instructibhe diference is that
it unpacks and interleas the high-order four bytes of the sourasstfiand destination (second) operands. It
places the H.O. four bytes of the destination operand atvire l®/te positions in the destination and it
places the H.O. four bytes of the source operand in the odd byte positions of the destination operand (see
Figure 11.8.
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63 0
q o 0\ Source
3l N\ N\ O\ 0
g \ '\ \ Destination
63 0
! | 4 ! 'Y : N LN :\ Destination
Word 3 Word 2 Word 1 Word 0
PUNPCKHBW Operation

Figure 11.8 PUNPCKHBW Instruction

The PUNPCKHWD instruction unpacks and inteviesmthe lav-order two words of the source (ft)
and destination (second) operands. It places the L@®wbsds of the destination operand at thereword
positions in the destination and it places the L.Ords of the source operand in the odatdvpositions of
the destination operand (seéigure 11.9
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63 0
Q Source
63 \ 0
.\ \ o Destination
63 0
Destination
DWord 1 DWord 0

PUNPCKHWD Operation

Figure 11.9 PUNPCKHWD Instruction

The PUNPCKHDQ instruction copies the H.O.ahd of the source operand to the H.O.odsvof the
destination operand and it copies the (original) H.Cordvof the destination operand to the L.O odavof
the destination (s€éigure 11.1)
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63 0
Source
63 0
Destination
63 0

Destination

QWord

PUNPCKHDQ Operation

Figure 11.10 PUNPCKDQ Instruction

Since the unpack instructions pide the cowerse operation of the pack instructions, it should come as
no surprise that you can use these instructions to performvidrsénalgorithms of thexamples gien ear
lier for the pack instructions. oF example, if you hee a string of eight-bANSI characters, you can ogart
them to their UNICODE equalents by setting one MMX géster (the source) to all zerogou can covert
each four characters of tA&SI string to UNICODE by loading those four characters into the L.O. double
word of an MMX reister and xecuting the PUNPCKLBW instructionThis will interleave each of the
characters with a zero byte, thus wening them fromANSI to UNICODE.

Of course, the unpack instructions are quileiable ay time you need to interlea data. Br example,
if you hare three separate images containing the blue, red, and green components of a 24-bit image, it is pos
sible to mege these three bytes together using the PUNPCKLBW instrdction

11.7.3 MMX Packed Arithmetic Instructions

paddb( nen64, mm );
paddb( mmi, mm );

paddw( nen64, mm );
paddw( mm, nm );

paddd( nen64, mm );
paddd( mmi, nmm );

paddsb( nen64, mm );
paddsb( nm, nm );

paddsw( men64, mm );
paddsw( mm, mm );

3. Typically you would merge in a fourth byte of zero and then store the resulting double word every three bytes in memory to
overwrite the zeros.
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paddusb( men64, mm );
paddusb( mm, mm );

paddusw( nen64, mm );
paddusw( mi, mm );

psubb( nen64, mm );
psubb( mm, M );

psubw( nen64, mm );
psubw( mm, nm );

psubd( nen64, mm );
psubd( mm, MM );

psubsb( men64, nm );
psubsb( mm, mm );

psubsw( nen64, mm );
psubsw( nmm, nm );

psubusb( nmen64, mm );
psubusb( mm, mm );

psubusw( ment4, mm );
psubusw( mm, mm );

pmul huw( nmen64, mm );
pmul huy( mmi, nm ) ;

prul hw( rmen64, nm );
prul hw( nmmi, mm );

pmul I wW( nen64, mm );
prul IwW( mi, mm );

praddwd( nen64, nmm ) ;
praddwd( mm, mm );

The packd arithmetic instructions operate on a set of bytesdsy or double wrds within a 64-bit
block. For example, the RDDW instruction computes four 16-bit sums obtaperand simultaneously
None of these instructionsfaft the CPUs FLAGS rajister Therefore, there is no indication ofesflow,
underfbw, zero result, rgative result, etc. If you need to test a result after agghakithmetic computation,
you will need to use one of the packcompare instructions (séMMX Comparison Instructiorison
pagell3d).

The ADDB, PADDW, and RDDD instructions add the indidual bytes, wrds, or double wrds in the
two 64-bit operands using a wrap-around (i.e., non-saturating) addiigncarry out of a sum is lost; itis
your responsibility to ensure thatesflow never occurs.As for the intger instructions, these paak add
instructions add thealues in the source operand to the destination operanthdehe sum in the destina
tion operand.These instructions produce correct results for signed or unsigned operands (asseming o
flow/underfbw does not occur).

The ADDSB and RDDSW instructions add the eight eight-bit or four 16-bit operands in the source
and destination locations together using signed saturation arithmitie. ADDUSB and RDDUSW
instructions add their eight eight-bit or four 16-bit operands together using unsigned saturation arithmetic.
Notice that you must use tfent instructions for signed and unsignedlie since saturation arithmetic is
different depending upon whether you are manipulating signed or unsigned opekiudaote that the
instruction set does not support the saturated addition of doobievalues.
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The PSUBB, PSUBWand PSUBD instructionsawk just like their addition counterpartsxaept of
course, thg compute the wrap-around fdifence rather than the sumThese instructions compute
dest=dest-src. L#wise, the PSUBSB, PSUBSWSUBJSB, and PSUBSW instruction compute the dif
ference of the destination and source operands using saturation arithmetic.

While addition and subtraction can produce a one-bit carry ordaomaltiplication of two n-bit oper
ands can produce asdaras a 2*n bit result. Sinceesflow is far more lilely in multiplication than in adéi
tion or subtraction, the MMX paekl multiply instructions wrk a little diferently than their addition and
subtraction counterpart3o successfully multiply tew pacled \alues requires twinstructions - one to com
pute the L.O. component of the result and one to produce the H.O. component of thd hesBMULLW,
PMULHW, and PMULHUW instructions handle this task.

The PMULLW instruction multiplies the four @rds of the source operand by the fowrds of the des
tination operand and stores the four L.@ras of the four double avd results into the destination operand.
This instruction ignores the H.O.onds of the results. Used by itself, this instruction computes the
wrap-around product of an unsigned or signed set of operands; this is also therid®ofihe four prod
ucts.

The PMULHW and PMULHUW instructions complete the calculatiokfter computing the L.O.
words of the four products with the PMUWLinstruction, you use either the PMULHW or PMULHUW
instruction to compute the H.O.onds of the productsThese tw instruction multiply the four wrds in the
source by the four @rds in the destination and then store the H.@rdw of the results in the destination
MMX register The diference between the ows that you use PMULHW for signed operands and PMUL
HUW for unsigned operands. If you compute the full product by using a PMUahd a PMULHW (or
PMULHUW) instruction pair then there is noverflow possible, hence you damave to worry about
wrap-around or saturation arithmetic.

The PMADDWD instruction multiplies the four @rds in the source operand by the fourds in the
destination operand to produce four doubtedvproducts.Then it adds the tavL.O. double wrds together
and stores the result in the L.O. doublardvof the destination MMX gaster; it also adds together theotw
H.O. double werds and stores their sum in the H.@revof the destination MMX gaster

11.7.4 MMX Logic Instructions

pand( nent4, mm );
pand( mi, mm );

pandn( nen64, mm );
pandn( nmm, nmm );

por( men64, mm );
por( mm, nmm );

pxor ( men64, mm );
pxor ( mm, mm );

The packd logic instructions are somgaenples of MMX instructions that actually operate on 64-bit
values. There are no paekl byte, paokd word, or packd double wrd \ersions of these instructions. Of
course, there is no need for special byterdy or double wrd versions of these instructions sinceythe
would all be equialent to the 64-bit logic instruction. Hence, if yoanw to logicallyAND eight bytes
together in parallel, you use thAND instruction; likewise, if you want to logicallyAND four words or
two double vards togetheryou just use theAND instruction.

The AND, POR, and PXOR instructions do the same thing as their 32-lgemitestruction counter
parts (AND, OR, XOR) xcept, of course, tlyeoperate on tev 64-bit MMX operands. Hence, no further
discussion of these instructions is really necessary figreFANDN (AND NOT) instruction is a n& logic
instruction, so it bears a little bit of a discussidiie FANDN instruction computes the follding result:

dest := dest and (not source);
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As you may recall from the chapter on Introduction to Digital Design, this islifigtion function. If the
destination operand is B and the source operand is A, this function computes B = BBo(dean Fune

tions and Truth Tables” on pag85for details of the inhibition function). If you're wondering why Intel

chose to include such a weird function in the MMX instruction set, well, this instruction has one very useful
property: it forces bits to zero in the destination operand everywhere there is a one bit in the source operand.
This is an extremely useful function for merging to 64-bit quantities together. The following code sequence
demonstrates this:

readonl y
Al ternateN bbl es: qgword; nostorage;
gwor d16( $FOFO_FOFO_FOFO_FOFO ); // Note: needs gwordl6é nacro!

/1 Oreate a 64-bit value in MW containing the Qdd ni bbles from ML and
/1 the even nibbles from WD:

pandn( A ternateN bbles, m0 ); /1 dear the odd nunbered nibbl es.
pand( Al ternateN bbles, ml ); // Qdear the even nunbered nibbl es.
por( mrl, MmO ); /'l Merge the two.

The FANDN operation is also useful for compute the seflediéince of tw character setsYou could
implement thecs.difference function using only six MMX instructions:

/| Conpute csdest := csdest - cssrc;

novg( (type gword csdest), m0 );
pandn( (type gword cssrc), mmoO );
novg( mmO, (type gqword csdest ));
novqg( (type gqword csdest[8]), mMD );
pandn( (type qword cssrc[8]), mD );
nmovg( MmO, (type qword csdest[8] ));

Of course, if you want to impree the performance of the HLA Standard Library character set functions,
you can use the MMX logic instructions throughout that module. Examples of such code appear later in this
chapter

11.7.5 MMX Comparison Instructions

pcnpegb( men64, nmi ) ;
pcnpegb( mm, MM ) ;

pcrpeqw( mené4, mm );
pcrpeqw( mmi, M ) ;

pcnpeqd( nen64, mm ) ;
pcnpeqd( nmi, i );

pcnpgt b( men64, nm ) ;
pcnpgtb( mm, mm );

penpgtw( nend4, mm ) ;
penpgtw( mmi, i );

pcnpgt d( men64, nm ) ;
pcnpgtd( mm, mm );

Pagell34 © 2001, By Randall Hyde Beta Draft - Do not distribute



The MMX Instruction Set

The paclkd comparison instructions compare the destination (second) operand to the set)ropéfi
and to test for equality or greater thaithese instructions compare eight pairs of bytes (PCMPEQB,
PCMPGTB), four pairs of rds (PCMPEQWPCMPGTW), or tw pairs of double ards (PCMPEQD,
PCMPGTD).

The frst big diference to notice about these pagdlcomparison instructions is that fheompare the
second operand to thesi operand This is exactly opposite of the standard CMP instruction (that compares
the frst operand to the second operantihe reason for this will become clear in a momentyever, you
do have to keep in mind when using these instructions that the operands are opposite whatigbnor
mally expect. If this ordering bothers you, you can create macroséoseethe operands; we wiltpdore
this possibility a little later in this section.

The second big diérence between the pazkcomparisons and the standardgatecomparison is that
these instructions test for a spexifbndition (equality or greater than) rather than doing a generic cempari
son. This is because these instructionsg ltke other MMX instructions, do notfedt ary condition code
bits in the FLAGs rajister This may seem contradictogfter all the whole purpose of the CMP instruction
is to set the condition code bits. \Mever, keep in mind that these instructions simultaneously compare tw
four, or eight operands; that implies that yoouwd need tw, four, or eight sets of condition code bits to
hold the results of the comparisons. Since the@G& Agjister maintains only one set of condition code bits,
it is not possible to redtct the comparison status in the KR\ This is wty the packd comparison instrac
tions test a specificondition - so thecan return true omfse to indicate the result of their comparison.

Okay, so where do these instructions return their truealsefalues? In the destination operand, of
course. This is the third big dference between the paak comparisons and the standardgateCMP
instruction — the padd comparisons modify their destination operand. Spealifi the PCMPEQB and
PCMPGTB instruction compare each pair of bytes in tleedperands and writaise ($00) or true ($FF) to
the corresponding byte in the destination operand, depending on the result of the comparieampte,
the instruction “pcmpgtb( MM1, MMO );” compares the L.O. byte of MMO (A) with the L.O. byte of MM1
(B) and writes $00 to the L.O. byte of MMQAfis not greater than B. It writes $FF to the L.O. byte of MMO
if A is greater than B (sddégure 11.11

63 0

Source

63 0

Destination

63 Y Y Y Y v v v Vo

$00 / $FF | $00 / $FF| $00 / $FF| $00/ $FF| $00/$FF| $00/$FF| $00/$FF| $00/$FF| Destination

PCMPEQB/PCMPGTB Operation

Figure 11.11 PCMPEQB and PCMPGTB Instructions

The PCMPEQWPCMPGTW PCMPEQD, and PCMPGTD instructionsk in an analogousghion
except, of course, tlyecompare wrds and double erds rather than bytes (s€egure 11.12and Figure
11.13.
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63 0
Source
63 0
Destination
63 \i Y Y Y 0
$0000 / $FFFF $0000 / $FFFF $0000 / $FFFF $0000 / $FFFF | Destination
PCMPEQW/PCMPGTW Operation
Figure 11.12 PCMPEQW and PCMPGTW Instructions
63 0
Source
63 0
Destination
63 \ Y 0
$0000_0000 / $FFFF_FFFF $0000_0000 / $FFFF_FFFF Destination

PCMPEQD/PCMPGTD Operation

Figure 11.13 PCMPEQD and PCMPGTD Instructions

You've probably already noticed that there isnset ofPCMPLTx instructions. Intel chose not to pro
vide these instructions because you can simulate them with the PCMPGTx instructiousréingethe
operands.That is,A>B implies B<A. Therefore, if you \ant to do a concurrent comparison of multiple
operands for less than, you can use the PCMPGTX instructions to do this by siraingethe operands.
The only time this ist’directly possible is if your source operand is a memory operand; since the-destina
tion operand of the paell comparison instructions has to be an MMgister you would hare to mae the
memory operand into an MMX gester before comparing them.

In addition to the lack of a pae# less than comparison, ymialso missing the not equals, less than or
equal, and greater than or equal comparisdfost can easily synthesize these comparisonxeguting a
PXOR or POR instruction after the packcomparison.

To simulate a PCMPNEX instruction, all yae’'got to do is ivert all the bits in the destination operand
after xecuting a PCMPEQX instruction, e.g.,
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pcnpegb( mrl, MmO );
pxor( Al Cnes, Mo ); /1 Assunption: AllCnes is a gqword variabl e
/1 containing $FFFF_FFFF_FFFF_FFFF.

Of course, you can gathe PXOR instruction by testing for zeros in the destination operand rather than
ones (that is, use your program’s logic to invert the result rather than actually computing the inverse).

To simulate the PCMPGEXx and PCMPLEX instructions, you must do two comparisons, one for equality
and one for greater than or less than, and then logically OR the results. Here’'s an example that computes

MMO <= MM1.:
novg( mmil, mm? ); /1 Need a copy of destination operand.
pcnpgt b( MmO, mrl ); /! Renenber: A<B is equal to B>A so we're
pcnpegb( mMd, MR ); /'l MWO<MVL and MVD=MML here.
por( m®, mrl ); /1 Leaves boolean results in M.

If it really bothers you to hee to rererse the operands, you can create macros to createwoUr@Vi
PLTx instructions. The folloving example demonstrates wdo create the PCMHAIB macro:

#macro penpl tb( mpl, M2 );
pcnpgt b( Mmp2, mmpl );
#endnmacr o

Of course, you mustdep in mind that there are dwery big diferences between this PCMF&
“instruction” and a true PCMHIB instruction. First, this form leas the result in therfit operand, not the
second operand, hence the semantics of this “instruction” deeedif than the other pastt comparisons.
Second, the ifst operand has to be an MMXgister while the second operand can be an MMfster or a
guad vord variable; agin, just the opposite of the other padknstructions.The fact that this instructios’
operands bela differently than the PCMPGTB instruction may create some problems. So youwiticha
carefully consider whether you reallyant to use this scheme to create a PCMBtinstruction” for use in
your programs. If you decide to do this, ibwid help tremendously if youwsays commented eachvioca
tion of the macro to point out that thesfioperand is the destination operand, e.g.,

pcnpltb( m®O, nml ); // Conputes mmO : = nmril<nmmO!

If the fact that the pa@d comparison instructionoperands areversed bothers you, you can also use
macros to sap those operandsThe folloving example demonstrates Wwato write such macros for the
PEQB (PCMPEQB), PGTB (PCMPGTB), andT®_(pacled less than, byte) instructions.

#macro peqgb( leftQp, right® );
pcnpegb( rightQ, leftQ );

#endnmacr o

#macro pgtb( leftQp, right® );
pcnpgt b( rightQo, leftQ );

#endnmacr o

#macro pltb( leftQ, right® );
pcnpgtb( leftQ, right );

#endnmacr o

Note that these macros dobsblve the PIB problem of haing the wrong operand as the destination.
However, these macros do compare thstfioperand to the second operand, jus titke standard CMP
instruction.
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Of course, once you obtain a boolean result in an MMjister you'll probably want to test the results
at one point or anothetUnfortunatelythe MMX instructions only prdde a couple of ays to mee com
parison information in and out of the MMX processor — you can store an Miyixtee\alue into memory
or you can cop 32-bits of an MMX rgister to a general-purpose igé reyister Since the comparison
instructions produce a 64-bit result, writing the destination of a comparison to memory is the egsiest w
gain access to the comparison results in your progiypically, you'd use an instruction sequenceelike

following:
pcrpegb( M, O ); /] Conpare 8 bytes in mrl to mmo.
novg( mmO, gwordVar ); /1 Wite conparison results to nenory.

if((type bool ean gqwordVar )) then
<< do this if byte #0 contai ned true ($FF, which is non-zero). >>

endif;
if((type bool ean gwordVar[1])) then

<< do this if byte #1 contai ned true. >>

endi f;
etc.

11.7.6 MMX Shift Instructions

pslIw( mi, mi );
pslIw im8, mm );

psl1d( mm, mm )
psld( inmm8, nmm );

psliq( mm, mmi );
psllqg( inmm8, mm );
pslrw( mm, mm );
pslrw( im8, mm );
psrid( mm, mi );
psrlid( im8, mm );
pslrg( mMm, mm )

pslrg( inm8, nmm );
psraw( mm, mi );
psraw( im8, mm );
psrad( nmm, mm );

psrad( imm8, mm );

The MMX shift, like the arithmetic instructions, alloyou to simultaneously shift geral diferent \al-
ues in parallel.The PSLLx instructions perform a packshift left logical operation, the PSLRx instructions
do a packd logical shift right operation, and the PSRAX instruction do agubakthmetic shift right opera
tion. These instructions operate ownd, double wrd, and quad wrd operands. Note that Intel does not
provide a \ersion of these instructions that operate on bytes.

The first operand to these instructions spesifa shift countThis should be an unsigned ig&s \alue
in the range 0..15 forovd shifts, 0..31 for doubleavd operands, and 0..63 for quamd operands. If the
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shift count is outside these ranges, then these instructions set their destination operands to all zeros. If the
count (frst) operand is not an immediate constant, then it must be an Mgitene

The PSLIW instruction simultaneously shifts the fouomds in the destination MMX gister to the left
the number of bit positions speeifi by the source operandhe instruction shifts zero into the L.O. bit of
each vord and the bit shifted out of the H.O. bit of eadravis lost. There is no carry from oneord to the
other (since that uld imply a lager shift operation)This instruction, lile all the other MMX instructions,
does not déct the FLAGs raister (including the carrydb).

The PSLLD instruction simultaneously shifts thetdouble verds in the destination MMX ggster to
the left one bit position. Léthe PSLWV instruction, this instruction shifts zeros into the L.O. bits aryd an
bits shifted out of the H.O. positions are lost.

The PSLLQ is one of the ieMMX instructions that operates on 64-bit quantitiéhis instruction
shifts the entire 64-bit destinatiorgister to the left the number of bits speadfiby the count (source) oper
and. In addition to alleing you to manipulate 64-bit irger quantities, this instruction is especially useful
for moving data around in MMX igisters so you can pack or unpack data as needed.

Although there is no PSLLB instruction to shift bits, you can simulate this instruction using 8VPSLL
and a RNDN instruction. After shifting the verd values to the left the spe@fl number of bits, all youe
got to do is clear the L.On bits of each byte, wheneis the shift count. & example, to shift the bytes in
MMO to the left three positions you could use the felitg two instructions:

static
ThreeBi tsZero: byte; @ostorage;
byte $F8, $F8, $F8, $F8, $F8, $F8, $F8, $FS;

pslIw( 3, mD );
pandn( ThreeBitsZero, Mo );

The PSLRV, PSLRD, and PSLRQ instructionork just like their left shift counterpartxeept that
these instructions shift their operands to the right rather than to thél'tedy. shift zeros into theacated
H.O. positions of the destinatiomlues and bits tlyeshift out of the L.O. bits are losAs with the shift left
instructions, there is no PSLRB instructiom lyou can easily simulate this with a PSIRnd a RNDN
instruction.

The PSRAV and PSRAD instructions do an arithmetic shift right operation on trdsaor double
words in the destination MMX gister Note that there isha PSRA) instruction. While shifting data to
the right, these instructions replicate the H.O. bit of eamid wdouble wrd, or quad wrd rather than shit
ing in zeros.As for the logical shift right instructions, bits that these instructions shift out of the L.O. bits
are lost foreer.

The PSLLQ and PSLRQ instructions piae a comenient vay to shift a quad ard to the left or right.
However, the MMX shift instructions are not generally useful fateeded precision shifts since all data
shifted out of the operands is lost. If you need to doxéended precision shift other than 64 bits, you
should stick with the SHLD and SHRD instructionShe MMX shift instructions are mainly useful for
shifting seeral \alues in parallel or (PSLLQ and PSLRQ) repositioning data in an MIgiste

11.8 The EMMS Instruction
ems() ;
The EMMS (Empty MMX Machine State) instruction restores the FPU status on the CPU so that it can
begin processing FPU instructionsaig after an MMX instruction sequencéou should aliays eecute the

EMMS instruction once you complete some MMX sequencailufé to do so may causeyafollowing
floating point instructions tail.
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When an MMX instructionxecutes, the dlating point tag wrd is marlked \alid (00s). Subsequenbéit
ing-point instructions that will bexecuted may produce uxpected results because traafing-point stack
seems to containalid data.The EMMS instruction marks theofiting point tag wrd as emptyThis must
occur before thexecution of ag following floating point instructions.

Of course, you dob’have to eecute the EMMS instruction immediately after an MMX sequence if
you're going to gecute some additional MMX instructions prior teeuting ag FPU instructions, ltt you
must tale care to xecute this instruction if

* You call any library routines or OS APIs (that might possibly use the FPU).
* You switch tasks in a cooperative fashion (for example, see the chapter on Coroutines in the
Volume on Advanced Procedures).
* You execute any FPU instructions.
If the EMMS instruction is not used when trying to execute a floating-point instruction, the following
may occur:

» Depending on the exception mask bits of the floating-point control word, a floating point
exception event may be generated.

* A “soft exception” may occur. In this case floating-point code continues to execute, but gener
ates incorrect results.

The EMMS instruction is rather slow, so you don’t want to unnecessarily execute it, but it is critical that
you execute it at the appropriate times. Of course, better safe that sorry; if you're not sure you're going to
execute more MMX instructions before any FPU instructions, then go ahead and execute the EMMS instruc-
tion to clear the state.

11.9

The MMX Programming Paradigm

In general, you dohlearn scalar (non-MMX) 80x86 assembly language programming and then use that
same mindset when writing programs using the MMX instruction B#tile it is possible to directly use
various MMX instructions the sameay you wuld the general purpose iger instructions, one phrase
comes to mind whenavking with MMX: think parallel. This text has spent marhundreds of pages up to
this point attempting to get you to think in assembly language; to think that this small section can teach you
how to design optimal MMX sequenceould be ludicrous. Nonetheless, af@mple &amples are useful
to help start you thinking aboutWwao use the MMX instructions to your benefi your programs.This
section will bgin by presenting somaifly olbvious uses for the MMX instruction set, and then it will
attempt to present somraenples thatxgloit the inherent parallelism of the MMX instructions.

Since the MMX rgisters are 64-hits wide, you can double the speed of certain de¢aent opera
tions by using MMX rgisters rather than the 32-bit general purpogésters. Br example, consider the
following code from the HLA Standard Library that copies one character set object to another:

procedure cs.cpy( src:cset; var dest:cset ); nodisplay;
begi n cpy;

push( eax );

push( ebx );

nov( dest, ebx );

nov( (type dword src), eax );
nov( eax, [ebx] );

nmov( (type dword src[4]), eax );
nov( eax, [ebx+4] );

nmov( (type dword src[8]), eax )
nov( eax, [ebx+8] );
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nov( (type dword src[12]), eax );
nov( eax, [ebx+12] );

pop( ebx );

pop( eax );

end cpy;

Program 11.2 HLA Standard Library cs.cpy Routine

This is a relatiely simple code sequence. Indeedaiadmount of thexecution time is spent cgjng
the parameters (20 bytes) onto the stack, calling the routine, and returning from the rohisnentire
sequence can be reduced to the falhg four MMX instructions:

novqg( (type gword src), m );
movq( (type gword src[8]), mmi );
nmovg( MmO, (type gword dest));
novg( nml, (type gqword dest[8]));

Of course, this sequence assumesttiings: (1) it5 okay to wipe out thealues in MMO and MM1, and
(2) youll execute the EMMS instruction a little later on after tlrecaition of some other MMX instruc
tions. If eitheror both, of these assumptions is incorrect, the performance of this seqoartdeevquite as
good (though probabily still better than dspy routine). Havever, if these tvo assumptions do hold, then
it's relatvely easy to implement thes.cpy routine as an in-line function (i.e., a macro) angehiarun much
faster If you really need this operation to occur inside a procedure and you need toepites@mi X rey-
isters, and you dohknaow if any MMX instructions will execute shortly thereafter (i.e., ytluieed to &e-
cute EMMS), then i8 doubtful that using the MMX instructions will help here. weéeer, in those cases
when you can put the code in-line, using the MMX instructions wilblsesf

Warning: dont get too carriedwaay with the MMX MOVQ instruction. Seeral programmers ka
gone to greabdremes to use this instruction as part of a high performancé3@0eplacement. Hwever,
except in \ery special cases orery well designed systems, the limitirarcfor for a block mee is the speed
of memory Since Intel has optimized the operation of the\MBD instruction, youe best df using the
MOVSD instructions when nuing blocks of memory around.

Earlier, this chapter used thos.difference function as anxample when discussing thAIRDN instruc
tion. Heres the original HLA Standard Library implementation of this function:

procedure cs.difference( src:cset; var dest:cset ); nodisplay;
begi n difference

push( eax );

push( ebx );

nov( dest, ebx );

nov( (type dword src), eax );
not ( eax );

and( eax, [ebx] );

nmov( (type dword src[4]), eax );
not ( eax );

and( eax, [ebx+4] );

nov( (type dword src[8]), eax );
not ( eax );

and( eax, [ebx+8] );

nmov( (type dword src[12]), eax );
not ( eax );

and( eax, [ebx+12] );

pop( ebx );
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pop( eax );

end di fference;

Program 11.3 HLA Standard Library cs.difference Routine

Once agin, the high-leel nature of HLA is hiding theatt that calling this function is sombkat expen
sive. A typical call tocs.difference emits five or more instructions just to push the parameters @stédur
32-bit PUSH instructions to pass t&re character set because it isaue parameter). If yoté willing to
wipe out the glues in MMO and MM1, and you ddmieed to gkecute an EMMS instruction rightvay, it's
possible to compute the setfdience with only six instructions — theibout the same number of instruc
tions (and often f@er) than are needed to call this routine, much less do the acitkal iHere are those six
instructions:

novqg( dest, mO );
novqg( dest[8], ml );
pandn( src, mm0 );
pandn( src[8], mrl );
movq( mMmO, dest );
nmovg( mmi, dest[8] );

These six instructions replace 12 of the instructions in the body of the funttiensequence is gisf
ciently short that is reasonable to code it in-line rather than in a functionvever, were you to bry this
code in the cs.dérence routine, you needed to preseMMO and MMZ, and you needed toxecute
EMMS aftervards, this wuld cost more than g'worth. As an in-line macro, heever, it is going to be sig
nificantly faster since itwids passing parameters and the call/return sequence.

If you want to compute the intersection ofatwharacter sets, the instruction sequence is identical to the
abore except you substituteAND for PANDN. Similarly, if you want to compute the union of twcharae
ter sets, use the code sequencevatsoibstituting POR forANDN. Again, both approaches payf bhnd
somely if you insert the code in-line rather thamying it in a procedure and you domeed to preseev
MMX registers or recute EMMS afterards.

We can continue with thiscercise of vorking our vay through the HLA Standard Library character set
(and other) routines substituting MMX instructions in place of standargkiniestructions.As long as we
don’t need to preseevthe MMX machine state (i.e. gisters) and we dohhave to execute EMMS, most of
the character set operations will be short enough to code in-line. Unfortumetedynot luying that much
over code the standard implementations of these functions in-line from a performance poimt(tfough
the code wuld be quite a bit shorter)The problem here is that we’not “thinking in MMX” We’re still
thinking in scalar (non-parallel mode) and tletfthat the MMX instruction set requires a lot of set-up
(well, “teardown” actually) ngates many of the adentages of using MMX instructions in our programs.

The MMX instructions are most appropriate when you compute multiple results in pafakeprob
lem with the character setamples abee is that wae not @en processing a whole data object with a single
instruction; we'e actually only processing a half of a character set with a sequence of three MMX instruc
tions (i.e., it requires six instructions to compute the intersection, unionferedite of tw character sets).
At best, we can onlyxg@ect the code to run about twice astfsince wee processing 64 bits at a time
instead of 32 hits. Ecuting EMMS (and, God help usMiag to presere MMX registers) ngates much of
what we might gin by using the MMX instructionsAgain, wete only going to see a speed impgment if
we process multiple objects with a single MMX instructi®e’re not going to do that manipulatingdar
objects lile character sets.

One data type that will let us easily manipulate up to eight objects at one time is a characténetring.
can speed up mgrcharacter string operations by operating on eight characters in the string at one time.
Consider the HLA Standard Librasir.uppercase procedure.This function steps through each character of

4. Actually, the code could be rewritten easily enough to use only one MMX register.
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a string, tests to see ifsta laver case characteand if so, coverts the laver case character to upper case.
good question to ask is “can we process eight characters at a time using the MMX instruclibas?”
answer turns out to be yes and the MMX implementation of this functiempeoan interesting perspeeti
on writing MMX code.

At first glance it might seem impractical to use the MMX instructions to testver lcase characters
and cowert them to upper case. Consider the typical scalar approach that testsvants eosingle charac
ter at a time:

<< Get character to convert into the AL register >>

cnp( al, "a );

j b noConver si on;

cnp( al, ‘z' );

j @ noConver si on;

sub( $20, al ); /1 Could al so use AND($5f, al); here.
noConver si on:

This code fist checks the value in AL to see if it's actually a lower case character (that’'s the CMP and Jcc
instructions in the code above). If the character is outside the range ‘a’..’z’' then this code skips over the con
version (the SUB instruction); however, if the code is in the specified range, then the sequence above drops
through to the SUB instruction and converts the lower case character to upper case by subtracting $20 from
the lower case character's ASCII code (since lower case characters always have bit #5 set, subtracting $20
always clears this bit).

Any attempt to convert this code directly to an MMX sequence is going to fail. Comparing and branch-
ing around the conversion instruction only works if you're converting one value at a time. When operating
on eight characters simultaneously, any mixture of the eight characters may or may not require conversion
from lower case to upper case. Hence, we need to be able to perform some calculation that is benign if the
character is not lower case (i.e., doesn'’t affect the character’s value) while converting the character to upper
case if it was lower case to begin with. Worse, we have to do this with pure computation since flow of con-
trol isn’t going to be particularly effective here (if we test each individual result in our MMX register we
won't really save anything over the scalar approach). To save you some suspense, yes, such a calculation
does exist.

Consider the following algorithm that converts lower case characters to upper case:

<< et character to test into AL >>

cnp( al, ‘a’ );

setae( bl ); /[l bl :=al >="'&

cnp( al, "z’ );

setbe( bh ); // bh:=al <=7

and( bh, bl ); /1 bl :=(al >="'a'") & (al <="'2" );
dec( bl ); /1 bl := $FF/$00 if fal se/true.

not( bl ); /1 bl := $FF/$00 if true/false.

and( $20, bl ); // bl := $20/$00 if true/fal se.

sub( bl, al ); /] subtract $20 if al was | owercase.

This code sequence iiffly straight-forvard up until the DEC instruction abm It computes truedise
in BL depending on wheth@iL is in the range ‘a”z’. At the point of the DEC instruction, BL contains one
if AL is a lower case charactgt contains zero iAL’s value is not laver case. After the DEC instruction,
BL contains $FF fordlse (AL is not laver case) and $00 for true (AL isnercase).The code is going to
use this as a mask a little Iatbut it really needs true to be $FF amdse $00, hence the NOnstruction
that follows. The (secondAND instruction abwe corverts true to $20 andilse to $00 and thenfll SUB
instruction subtracts $204fL contained laver case, it subtracts $00 frakh if AL did not contain a lver
case character (subtracting $20 fromwdocase character will ceert it to upper case).

Whew! This sequence probably isvery eficient when compared to the simpler codeegiprei-
ously Certainly there are more instructions in thession (nearly twice as mgn Whether this code with
out ary branches runsaéter or slwer than the earlier code with dwbranches is a good questiofhe
important thing to note here, though, is that wevedied the laver case characters to upper caseviepn
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other characters unchanged) using only a calculation; no prograrodjic is necessaryThis means that
the code sequence alois a good candidate for a@rsion to MMX. Een if the code sequence abds
slower than the prgous algorithm when coerting one character at a time to upper case pibsitvely
going to scream when it ceerts eight characters at a shot (since yamly need to gecute the sequence
one-eighth as martimes).

The folloving is the code sequence that will gert the eight characters starting at location [EDI] in
memory to upper case:

static
A gword; @ost or age;
byte $60, $60, $60, $60, $60, $60, $60, $60; // Note: $60 = ‘a’ -1.
Z:qwor d; @ost or age;
byte $7B, $7B, $7B, $7B, $7B, $7B, $7B, $7B; // Note: $7B = ‘'z’ + 1.
ConvFact or: qwor d; @ost or age;
byte $20, $20, $20, $20, $20, $20, $20, $20; // Magic value for |c->UC

novg( ConvFactor, mmd ); // E ght copies of conversion val ue.

movg( A MR ); // Put eight “a” characters in m?.

nmovg( Z, M8 ); /1 Put eight “z” characters in mm8.

movg( [edi], nmmO ); /1 Get next eight characters of our string.
movg( MmO, mi ); /1 W& need two copi es.

pcnpgtb( m®2, mnl ); // Generate 1's in MML everywhere chars >= "a
pcnpgtb( MmO, mMB ); // Generate 1's in MVB everywhere chars <= 'Z'

pand( m8, mi ); // Generate 1's in MML when 'a' <=chars<='2z'
pand( m%, mi ); /1 CGenerates $20 in each spot we have a |.c. char
psubb( nml, mMm0 ); /1 Convert |.c. chars to U C by adding $20.

novg( MmO, [edi]);

Note that this code compares the characters that [EDI] points at to ‘a’-1 and ‘z’+1 because wgeoaly ha
greater than comparison rather than a greater or equal comparison (this saves a few extra instructions).
Other than setting up the MMX registers and taking advantage of the fact that the PCMPGTB instructions
automatically produce $FF for true and $00 for false, this is a faithful reproduction of the previous algorithm
except it operates on eight bytes simultaneously. So if we put this code in a loop and execute it once for each
eight characters in the string, there will be one-eighth the iterations of a similar loop using the scalar instruc
tions.

Of course, there is one problem with this code. Not all strings have lengths that are an even multiple of
eight bytes. Therefore, we've got to put some special case code into our algorithm to handle strings that are
less than eight characters long and handle strings whose length is not an even multiple of eight characters. In
the following program, thenmxupper function simply borrars the scalar code from the HLA Standard
Library’s str.upper procedure to handle the lefer characters.The folloving example program prades
both an MMX and a scalar solution with a main program that compares the running time of bothrelf you’
wondering, the MMX wersion is about three timeaster (on a Pentium Ill) for strings around 35 characters
long, containing mostly lwer case (mostly lwer casedvors the scalar algorithm sincener branches are
taken with lover case characters; longer stringsof the MMX algorithm since it spends more time in the
MMX code compared to the scalar code at the end).

progr am Upper Case;
#incl ude( “stdlib.hhf” )

/1 The followi ng code was stolen fromthe

/1 HLA Standard Library’ s str.upper function.

// 1t is not optimzed, but then none of this

/1 code is optimzed other than to use the MWK
I/ instruction set (later).
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procedure strupper( dest: string ); @odisplay;
begi n strupper;

push( edi );
push( eax );

nov( dest, edi );
if( edi =0) then

rai se( ex.Attenpt ToDeref NULL );
endif;

/1 Until we encounter a zero byte, convert any |ower
/] case characters to upper case.

f orever

mov( [edi], al );
breakif( al =0);

/1 1f a lower case character, convert it to upper case
/1 and store the result back into the destination string.

if
(#
cnp( al, ‘a’ );
jb fal se;
cnp( al, "z’ );
ja fal se;
}#) then
and( $5f, al ); /1 Magic |c->UC translation.
mov( al, [edi] ); // Save result.
endi f;

/1 Move on to the next character.
inc( edi );
endfor;

pop( edi );
pop( eax );

end strupper;

procedure mrxupper( dest: string ); @uodisplay;

const
zCh:char :=char( uns8( ‘z') +1);
ath:char := char( uns8( ‘a') - 1);
static

I/l Oreate eight copies of the A-1 and Z+1 characters
// so we can conpare ei ght characters at once:
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A gwor d; @ost or age;
byte aCh, aCh, aCh, aCh, aCh, aCh, aCh, atCh;

Z: gqwor d; @ost or age;
byte zCh, zCh, zCh, zCh, zCh, zCh, zCh, zCh;

/1 Conversion factor: UC:= LC - $20.

ConvFact or: qword; @ostorage;
byte $20, $20, $20, $20, $20, $20, $20, $20;

begi n mxupper ;

push( edi );
push( eax );

nov( dest, edi );
if( edi =0) then

rai se( ex.Attenpt ToDeref NULL );
endi f;

// Sone invariant operations (things that don't
/'l change on each iteration of the |oop):

movg( A 2 );
novq( ConvFactor, nmd );

I/l Get the string length fromthe length field:

nmov( (type str.strRec [edi]).length, eax );

/1 Process the string in bl ocks of eight characters:

while( (type int32 eax) >= 8 ) do
movg( [edi], nmmO ); // Get next eight characters of our string.
movg( MmO, ml ); /1 W need two copi es.
movg( Z, mB ); /1 Need to refresh on each | oop.

pcnpgtb( M2, mnl ); // Generate 1's in MML everywhere chars >= ‘a
pcnpgtb( MmO, mMB ); // Generate 1's in MVB everywhere chars <= ‘7’

pand( m8, mi ); /!l Generate 1's in MML when ‘a’ <=chars<='z’
pand( m%, mi ); /1l CGenerates $20 in each spot we have a |.c. char
psubb( nml, MmO ); /1 Convert |.c. chars to U C by adding $20.

movg( mmO, (type gword [edi]));
/1 Move on to the next eight characters in the string.

sub( 8, eax );
add( 8, edi );

endwhi | e;

/1 If we're processing | ess than eight characters, do it the ol d-fashi oned
/1 way (one character at a tinme). This also handles the last 1..7 chars
[l if the nunber of characters is not an even multiple of eight. This

/1 code was swi ped directly fromthe H.A str.upper function (above).

if( eax '=0) then
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f or ever

mov( [edi], al );
breakif( al = 0); /1 Qit when we find a zero byte.

/1 1f a lower case character, convert it to upper case
/1 and store the result back into the destination string.

if

(#
cnp( al, "a );
jb fal se;
cnp( al, “z' );
ja fal se;
}#) then
and( $5f, al ); /1 Magic | c->UC transl ation.
mov( al, [edi] ); // Save result.
endif;

/1 Move on to the next character.
inc( edi );
endf or;
endi f;
emms(); // dean up M state.
pop( edi );
pop( eax );

end nmxupper ;

static
M/Str: string := “Hello There, MWK Uppercase Routine!”;
dest Str:string;
mxCycl es: qwor d;
strCycl es: qwor d;

begi n Upper Case;

/1 Charge up the cache (prefetch the code and data
// to avoid cache msses |later).

nmov( str.a cpy( M/Str ), destStr );

mmxupper ( destStr ) ;

strupper( destStr );

/1 Ckay, tinme the execution of the MW version:
nmov( str.a cpy( M/Str ), destStr );

rdtsc();

nov( eax, (type dword mmxCycles));
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nov( edx, (type dword mmxCycles[4]));
mmxupper ( dest Str ) ;

rdtsc();

sub( (type dword mmxCycl es), eax );
sbb( (type dword mmxCycl es[4]), edx );
nov( eax, (type dword mmxCycles));
nov( edx, (type dword mmxCycles[4]));

stdout.put( “Dest String = ‘", destStr, “*", nl );

I/l Ckay, tine the execution of the HLA version:
nov( str.a cpy( M/Str ), destStr );

rdtsc();

nov( eax, (type dword strCycles));
nov( edx, (type dword strCycles[4]));
strupper( destStr );

rdtsc();

sub( (type dword strCycles), eax );
sbb( (type dword strCycles[4]), edx );
nov( eax, (type dword strCycles));
nov( edx, (type dword strCycles[4]));

stdout.put( “Dest String(2) = ‘", destStr, “‘", nl );

stdout. put( “MW cycles:” );
stdout . puti 64( mxCycles );
stdout. put( nl “HLA cycles: “ );
stdout. puti 64( strCycles );
stdout. new n();

end Upper Case;

Program 11.4 MMX Implementation of the HLA Standard Library str.upper Procedure

Other string functions, l&a case insensié string comparison, can greatly beniém the use of par
allel computation via the MMX instruction set. Implementation of other string functions is left asran e
cise to the reader; interested readers should considegrting string functions that vielve calculations
and tests on each imitilual characters in a string as candidates for optimization via MMX.

11.10

Putting It All Together

Intel's MMX enhancements to the basic Pentium instruction set #fle acceleration of certain algo
rithms. Unfortunatelythe MMX instruction set ish'generally applicable to a wide range of problefise
MMX instructions, with their SIMD orientation, are generally useful for manipulatingge lamount of
data oganized as byte, ovd, or double wrd arrays where the MMX instructions can calculateis \al-
ues in parallel. Learning tofettively use the MMX instruction set requires a paradigm shift on the part of
the programmer You dont apply the same rules for scalar 80x86 instructions to the MMX instructions.
However, if you tale the time to master parallel programming techniques with the MMX instructions, then
you will be able to accelerate myaof your applications.
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