Questions, Projects, and Laboratory Exercises

Questions, Projects, and Labs Chapter Thirteen

13.1 Questions

1)
2)

3)

4)

5)

6)
7)

8)
9)
10)

11)
12)

13)
14)

15)

What is the purpose of the UNPROTECTED section in a TRY..ENDTRY statement?

Once a TRY..ENDTRY statement has handled an exception, how can it tell the system to let a nesting
TRY..ENDTRY statement also handle that (same) exception?

What is the difference between static and dynamic nesting (e.g., with respect to the TRY..ENDTFRY state
ment)?

How you can you handle any exception that occurs without having to write an explicit EXCEPTION han
dler for each possible exception?

What HLA high level statement could you use immediately return from a procedure without jumping to
the end of the procedure’s body?

What is the difference between the CONTINUE and BREAK statements?

Explain how you could use the EXIT statement to break out of two nested loops (from inside the inner
most loop). Provide an example.

The EXIT statement translates into a single 80x86 machine instruction. What is that instruction?
What is the algorithm for converting a conditional jump instruction to its opposite form?

Discuss how you could use the JF instruction and a label to simulate an HLA IF..ENDIF statement and a
WHILE loop.

Which form requires the most instructions: complete boolean evaluation or short circuit evaluation?

Translate the following C/C++ statements into “pure” assembly language and complete boolean evalua
tion:

a) if( (eax >= 0) && (ebx < eax) || (ebx < 0)) ebx = ebx + 2;
b) while( (ebx !=0) && ( *ebx != 0)) { *ebx = ‘a’; ++ebx; }
c)if(al=='c’||al=="d"|| bl==al ) al = ‘a’;

d) if( al >=‘a’ && al <='7") al = al & Ox5f;

Repeat questiori?) using short circuit boolean evaluation.
Convert the following Pascal CASE statement to assembly language:

CASE | CF
0. 1 :=5;
1. J .= J+1;
2: K:=14J;
3 K:=1-7;
CGherwise | := 0;
END;

Which implementation method for the CASE statement (jump table or IF form) produces the least amount
of code (including the jump table, if used) for the following Pascal CASE statements?

a)

CASE | CF
0:stnt;
100: st nt ;
1000: st ;

END;
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b)

CASE | CF
sstnt;
stnt;
stnt;
stnt;
sstnt;

RrwdbdRO

END,

16) For question 15), which form produces the fastest code?

17) Implement the CASE statements in problem three using 80x86 assembly language.

18) What three components compose a loop?

19) What is the major difference between the WHILE, REPEAT..UNTIL, and FOREVER..ENDFOR loops?
20) What is a loop control variable?

21)  Convert the following C/C++ WHILE loops to pure assembly language: (Note: don’t optimize these
loops, stick exactly to the WHILE loop format)

a) I=0;
while (I < 100)
I=1+1;
b) CH="%
while (CH <> *.")
{
CH := getch();
putch(CH);
}

22)  Convert the following Pascal REPEAT..UNTIL loops into pure assembly language: (Stick exactly to the
REPEAT..UNTIL loop format)

a) |:=0;
REPEAT
l:=1+1;
UNTIL | >=100;

b) REPEAT
CH := GETC;
PUTC(CH);
UNTIL CH = *;

23) What are the differences, if any, between the loops in probihar(d @2)? Do they perform the same
operations? Which versions are most efficient?

24) By simply adding a JMP instruction, convert the two loops in protdirirto REPEAT..UNTIL loops.
25) By simply adding a JMP instruction, convert the two loops in proti@ytq WHILE loops.

26)  Convert the following C/C++ FOR loops into pure assembly language (Note: feel free to use any of the
routines provided in the HLA Standard Library package):

a) for(i=0; i< 100; ++i ) cout << “i =“ << i << endl;
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b) for(i=0;i<8;++)
for(j=0;j<8; ++j)
k=k=(i-j);
C) for( k= 255; k >=16; --k )

A [K] := A[240-K]-k;
How does moving the loop termination test to the end of the loop improve the performance of that loop?
What is a loop invariant computation?
How does executing a loop backwards improve the performance of the loop?
What does unraveling a loop mean?
How does unraveling a loop improve the loop’s performance?
Give an example of a loop that cannot be unraveled.
Give an example of a loop that can be but shouldn’t be unraveled.
What is the difference between unstructured and destructured code?
What is the principle difference between a state machine and a SWITCH statement?
What is the effect of the NODISPLAY procedure option?
What is the effect of the NOFRAME procedure option?
What is the effect of the NOSTKALIGN procedure option?

Why don’t you normally use the RET instruction in a procedure that does not have the NOFRAME
option?

What does the operand to the RET(n) instruction specify?

What is an activation record?

What part of the activation record doesdhber construct?

What part of the activation record doesdhkee (the procedure) construct?
Provide a generic definition for “The Standard Entry Sequence.”

What four instructions are typically found in an HLA Standard Entry Sequence?

Which instruction in the Standard Entry Sequence will Hlofgenerate if you specify the NOALIGN
STK option in the procedure?

Which instruction is the Standard Entry Sequence is optional if there are no automatic variables?
Provide a generic definition for “The Standard Exit Sequence.”

What three instructions are typically found in an HLA Standard Exit Sequence?

What data in the activation record is probably being accessed by an address of the form “[ebp-16]"?
What data in the activation record is probably being accessed by an address of the form “[ebp+16]"?
What does thevars_constant tell you?

What is the big advantage to using automatic variables in a procedure?

What is the difference between pass by reference parameters and pass by value parameters?
Name three different placedereyou can pass parameters.

Which parameter passing mechanism uses pointers?
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57) For each of the following procedure prototypes and corresponding high level syntax procedure €alls, pro
vide an equivalent sequence of low-level assembly language statements. Assume all varigi8ss are
objects unless otherwise specified. If the procedure call is illegal, simply state that fact and don't attempt
to write any code for the call. Assume that you are passing all parameters on the stack.

a) procedure procl(i:int32); forward;
al) proc1(10);
a2) procl(j);
a3) procl( eax);
a4) procl( [eax]);

b) procedure proc2( var v:int32); forward,
bl) proc2( 10 );
b2) proc2(j);
b3) proc2( eax);
b4) proc2( [eax]);

58) When passing parameters in the code stream, where do you find the pointer to the parameter data?

59)  When passing parameter data immediately after a CALL instruction, how do you prevent the procedure
call from attempting to execute the parameter data upon immediate return from the procedure?

60) Draw a picture of the activation record for each of the following procedure fragments. Be sure to label the
size of each item in the activation record.

a)

procedure P1( val i:intl16; var j:intl1l6 ); nodisplay;
var

c: char;

k: uns32;

W, Wor d;
begi n P1;

end P1;

b)

procedure P2( r:real 64; val b:boolean; var c:char ); nodisplay;
begi n P2;

end P2;

c)

procedure P3; nodi spl ay;
var

i :uns32;

j:char;

k: bool ean;

W, wor d;

r:real 64;
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begi n P3;

end P3;

61) Fill in the pseudo-code (in comments) for the following procedures:
a)

procedure P4( val v:uns32 ); nodisplay;
var

w. dwor d;
begi n P4;

/] w=v;
Il print w

end P4;

b)

procedure P5( var v:uns32 ); nodisplay;
var

w. dwor d;
begi n P5;

/] w=v;
Il print w

end P5;

62) Given the procedures defined in questi®h) @bove, provide the low-level code for each of the following
(pseudo-code) calls to P4 and P5. You may assume that you can use any registers you need for temporary
calculations. You may also assume that all variablesra®2objects.

a) P4(i);

b) P4(10);

c) P4(eax+10);

d) P5(i);

e) P5(i[eax*4]);

f) P5([eax+ebx*4]);

63) This question also uses the procedure declarations for P4 and P5 in q@dstioNrite the low-level
code for the statements in the P6 procedure below:

procedure p6( val v:uns32; var r:uns32 ); nodisplay;
begi n P6;

end P®6;

64) Describe the HLA hybrid parameter passing syntax and explain why you might want to use it over the
low-level and high-level procedure call syntax provided by HLA.
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30)What is a procedure variable? Give some examples.

When you pass a procedure variable by value to a procedure, what do we typically call such a parameter?
How does an iterator return success? How does it return failure?

What does thgield() procedure do?

Why shouldn’t you break out of a FOREACH..ENDFOR loop?

An extended precision ADD operation will set the carry flag, the overflow flag, and the sign flag properly.
It does not set the zero flag properly. Explain how you can check to see if an extended precision ADD
operation produces a zero result.

Since SUB and CMP are so closely related, why can’t you use the SUB/SBB sequence to perform an
extended precision compare? (hint: this has nothing to do with the fact that SUB/SBB actually compute a
difference of their two operands.)

Provide the code to add together two 48-bit values, storing the sum in a third 48-bit variable. This should
only take six instructions.

For 64-bit multiprecision operations, why is it more convenient to declare an uns64 variable as "uns32[2]"
rather than as@word?

The 80x86 INTMUL instruction provides an n x n bit (n=16 or 32) multiplication producing an n-bit
result (ignoring any overflow). Provide a variant of the MUL64 routine in this chapter that produces a
64-bit result, ignoring any overflow (hint: mostly this involves removing instructions from the existing
code).

When computing an extended precision NEG operation using the "subtract from zero" algorithm, does the
algorithm work from the H.O. double word down to the L.O. double word, or from the L.O. double word
to the H.O. double word?

When computing an extended precision logical operation (AND, OR, XOR, or NOT), does it matter what
order you compute the result (H.O.->L.O. or L.O.->H.0.)? Explain.

Since the extended precision shift operations employ the rotate instructions, you cannot check the sign or
zero flags after an extended precision shift (since the rotate instructions do not affect these flags). Explain
how you could check the result of an extended precision shift for zero or a negative result.

Which of the two data operands does the SHRD and SHLD instructions leave unchanged?
What is the maximum number of digits a 128-bit unsigned integer will produce on output?
What is the purpose of the conv.getDelimiters function in the HLA Standard Library?

Why do the extended precision input routine always union in the EOS (#0) character into the HLA Stan
dard Library delimiter characters when HLA, by default, already includes this character?

Suppose you have a 32-bit signed integer and a 32-bit unsigned integer, and both can contain an arbitrary
value. Explain why an extended precision addition may be necessary to add these two values together.

Provide the code to add a 32-bit signed integer together with a 32-bit unsigned integer, producing a 64-bit
result.

Why is binary representation more efficient than decimal (packed BCD) representation?
What is the one big advantage of decimal representation over binary representation?
How do you represent BCD literal constants in an HLA program?

What data type do you use to hold packed BCD values for use by the FPU?

How many significant BCD digits does the FPU support?

How does the FPU represent BCD values in memory? While inside the CPU/FPU?
Why are decimal operations so slow on the 80x86 architecture?

What are the repeat prefixes used for?

Which string prefixes are used with the following instructions?
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a) MOVS b) CMPS c) STOS d) SCAS
Why aren’t the repeat prefixes normally used with the LODS instruction?

What happens to the ESI, DDI, and DCX registers when the MOVSB instruction is executed (without a
repeat prefix) and:

a) the direction flag is set. b) the direction flag is clear.

Explain how the MOVSB and MOVSW instructions work. Describe how they affect memory and regis
ters with and without the repeat prefix. Describe what happens when the direction flag is set and clear.

How do you preserve the value of the direction flag across a procedure call?

How can you ensure that the direction flag always contains a proper value before a string instruetion with
out saving it inside a procedure?

What is the difference between the “MOVSB”, “MOVSW”, and “MOVS oprnd1,oprnd2” instructions?
Consider the following Pascal array definition:
a:array [0..31] of record
a,b,c:char;
i,j,k:integer;
end;

Assuming A[0] has been initialized to some value, explain how you can use the MOVS instruction to ini
tialize the remaining elements of A to the same value as A[0O].

Give an example of a MOVS operation which requires the direction flag to be:

a) clear b) set

How does the CMPS instruction operate? (what does it do, how does it affect the registers and flags, etc.)
Which segment contains the source string? The destination string?

What is the SCAS instruction used for?

How would you quickly initialize an array to all zeros?

How are the LODS and STOS instructions used to build complex string operations?

Write a short loop which multiplies each element of a single dimensional array by 10. Use the string
instructions to fetch and store each array element.

Explain how to perform an extended precision integer comparison using CMPS

Explain the difference in execution time between compile-time programs and execution-time programs.
What is the difference between gtdout.putand the #PRINBtatements?

What is the purpose of the #ERROR statement?

In what declaration section do you declare compile-time constants?

In what declaration section do you declare run-time constants?

Where do you declare compile-time variables?

Where do you declare run-time variables?
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115)

Explain the difference between the following two computations (assume appropriate declarations for each
symbol in these two examples:

a) ?i:=j+k'm;

b) mov(k, eax);

116)
117)
118)
119)

120)

121)
122)

123)
124)
125)

126)
127)
128)
129)
130)
131)
132)

133)

134)
135)
136)
137)
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intmul( m, eax );

add( j, eax);

mov( eax, i );
What is the purpose of the compile-time conversion functions?
What is the difference between @sin(x) and fsin()? Where would you use @sin?
What is the difference between the #IF and the IF statement?

Explain the benefit of using conditional compilation statements in your program to control the emission
of debugging code in the run-time program.

Describe how you can use conditional compilation to configure a program for different run-time-environ
ments.

What compile-time statement could you use to fill in the entries in a read-only table?

The HLA compile-time language does not support a #switch statement. Explain how you could achieve
the same result as a #switch statement using existing compile-time statements.

What HLA compile-time object corresponds to a compile-time procedure declaration?
What HLA compile-time language facility provides a looping construct?

HLA TEXT constants let you perform simple textual substitution at compile time. What other HLA lan
guage facility provides textual substitution capabilities?

Because HLAs compile-time language provides looping capabilities, there is the possibility of creating
an infinite loop in the compile-time language. Explain how the system would behave if you create a com
pile-time infinite loop.

Explain how to create an HLA macro that allows a variable number of parameters.

What is the difference between a macro and a (run-time) procedure? (Assume both constructs produce
some result at run-time.)

When declaring macro that allows a variable number of parameters, HLA treats those "extra" (variable)
parameters differently than it does the fixed parameters. Explain the difference between these two types
of macro parameters in an HLA program.

How do you declare local symbols in an HLA macro?

What is a multipart macro? What three components appear in a multipart macro? Which part is optional?
How do you invoke multipart macros?

Explain how you could use the #WHILE statement to unroll (or unravel) a loop.

The #ERROR statement allows only a single string operation. Explain (and provide an example) how you
can display the values of compile-time variable and constant expressions along with text in a #ERROR
statement.

Explain how to create a Domain Specific Embedded Language (DSEL) within HLA.
Explain how you could use the #WHILE statement to unroll (or unravel) a loop.
What is lexical analysis?

Explain how to use HLA compile-time functions like @OneOrMoreCSet and @OneCset to accomplish
lexical analysis/scanning.
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The #ERROR statement allows only a single string operation. Explain (and provide an example) how you
can display the values of compile-time variable and constant expressions along with text in a #ERROR
statement.

What are some differences between a RECORD declaration and a CLASS declaration?
What declaration section may not appear within a class definition?

What is the difference between a class and an object?

What is inheritance?

What is polymorphism?

What is the purpose of the OVERRIDE prefix on procedures, methods, and iterators?

What is the difference between a virtual and a static routine in a class? How do you declare virtual rou
tines in HLA? How do you declare static routines in HLA?

Are class iterators virtual or static in HLA?

What is the purpose of the virtual method table (VMT)?

Why do you implement constructors in HLA using procedures rather than methods?
Can destructors be procedures? Can they be methods? Which is preferable?
What are the two common activities that every class constructor should accomplish?

Although HLA programs do not automatically call constructors for an object when you declare the object,
there is an easy work-around you can use to automate calling constructors. Explain how this works and
give an example.

When writing a constructor for a derived class, you will often want to call the corresponding constructor
for the base class within the derived class’ constructor. Describe how to do this.

When writing overridden methods for a derived class, once in a great while you may need to call the base
class’ method that you're overriding. Explain how to do this. What are some limitations to doing this
(versus calling class procedures)?

What is an abstract method? What is the purpose of an abstract method?

Explain why you would need Run-Time Type Information (RTTI) in a program. Describe how to access
this information in your code.

13.2 Programming Problems

1)

Note: unless otherwise speeifi you may not use the HLA high level language statements
(e.g., if..elseif..else..endif) in the following programming projects. One exception is the
TRY..ENDTRY statement. If necessary, you may use TRY..ENDTRY in any of these pro
grams.

Solve the following problem using only “pure” assembly language instructions (i.e., no high level state
ments).

Write a procedure, PrintArray( var ary:int32; NumRows:uns32; NumCols:uns32 ), that will print a
two-dimensional array in matrix form. Note that calls to the PrintArray function will need to coerce the
actual array to an int32. Assume that the array is always an array of INT32 values. Write the procedure
as part of a UNIT with an appropriate header file. Also write a sample main program to test the PrintAr
ray function. Include a makefile that will compile and run the program. Here is an example of a typical
call to PrintArray:

static

M/Array: int32[4, 5];
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7
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9)
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PrintArray( (type int32 MArray), 4, 5);

Solve problem2) using HLA's hybrid control structures.

Solve the following problem using pure assembly language instructions (i.e., no high level language state
ments):

Write a program that inputs a set of grades for courses a student takes in a given quarter. The program
should then compute the GPA for that student for the quarter. Assume the following grade points for each
of the following possible letter grades:

e A+ 4.0
e A 4.0
e A- 3.7
e B+ 3.3
e B 3.0
e B- 2.7
e C+ 2.3
- C 2.0
« C- 1.7
e D+ 1.3
e D 1.0
e D- 0.7
e F 0

Solve problem3) using HLA's hybrid control structures (see the description above).

Write a “number guessing” program that attempts to guess the number a user has chosen. The number
should be limited to the range 0..100. A well designed program should be able to guess the answer with
seven or fewer guesses. Use only pure assembly language statements for this assignment.

Write a “calendar generation” program. The program should accept a month and a year from the user.
Then it should print a calendar for the specific month. You should use the date.IsValid library routine to
verify that the user’s input date is valid (supply a day value of one). You can also use date.dateOfWeek(
m, d, y ); to determine whether a day is Monday, Tuesday, Wednesday, etc. Print the name of the month
and the year above the calendar for that month. As usual, use only low-level “pure” machine instructions
for this assignment.

A video producer needs a calculator to compute “time frame” values. Time on video tape is marked as
HH:MM:SS:FF where HH is the hours (0..99), MM represents minutes (0..59), SS represents seconds
(0..59), and FF represents frames (0..29). This producer needs to be able to add and subtract two time val
ues. Write a pair of procedures that accept these four parameters and return their sum or difference in the
following registers:

HH: DH
MM: DL
SS: AH
FF: AL

The main program for this project should ask the user to input two time values (a separate input for each
component of these values is okay) and then ask whether the user wants to add these numbers or subtract
them. After the inputs, the program should display the sum or difference, as appropriate, of these two
times. Write this program using HLA's hybrid control structures.

Rewrite the code in problerd)(using only low-level, pure machine language instructions.

Write a program that reads an 80x25 block of characters from the screen (using console.getRect, see
“Bonus Section: The HLA Standard Library CONSOLE Module” on fegfefor details) and then
“scrolls” the characters up one line in the 80x25 array of characters you've copied the data into. Once the
scrolling is complete (in the memory array), write the data back to the screen using the console.putRect
routine. In your main program, write several lines of (different) text to the screen and call the scroll pro
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cedure seeral times in a row to test the program. As usual, use only low level machine language instruc
tions in this assignment.

10)  Write a program that reads an 80x25 block of characters from the screen (using console.getRect; see the
previous problem) and horizontally “flips” the characters on the screen. That is, on each row of the screen
swap the characters at positions zero and 79, positions one and 78, etc. After swapping the characters,
write the buffer back to the display using the console.putRect procedure. Use only low level machine lan
guage statements for this exercise.

Note: Your instructor may require that you use all low-level control structures (except for
TRY..ENDTRY and FOREVER..ENDFOR) in the following assignments. Check with
your instructor to find out if this is the case. Of course, where explicitly stated, always use
low level or high level code.

11)  Write a Blackjack/21 card game. You may utilize the code from the iterator laboratory exerciser{see
ator Exercises” on pade234). The game should play “21” with two hands: one for the house and one for
the player. The play should be given an account with $5,000 U.S. at the beginning of the game. Before
each hand, the player can bet any amount in multiples of $5. If the dealer wins, the players loses the bet;
if the player wins, the player is credited twice the amount of the bet. The player is initially dealt two
cards. Each card has the following value:

2-10: Face value of card

J,Q,K: 10

A: 1 or 11. Whichever is larger and does not cause the player’s score to exceed 21.
The game should deal out the first four cards as follows:

1st: to the player.

2nd: to the dealer.

3rd: to the player

4th: to the dealer.

The game should let the player see the dealer’s first card but it should not display the dealer’s second
card.

After dealing the cards and displaying the user’s cards and the dealer’s first card, the game should
allow the user to request additional cards. The user can request as many additional cards as desired as
long as the user’s total does not exceed 21. If the player’s total is exactly 21, the player automatically
wins, regardless of the dealer’s hand. If the player’s total exceeds 21, the player automatically loses.

Once the player decides to stop accepting cards, the dealer must deal itself cards as long as the
dealer’s point total is less than 17. Once the dealer’s total exceeds 17, the game ends. Whomever has the
larger value that does not exceed 21 wins the hand. In the event of a tie, the player wins.

Do not reshuffle the deck after each hand. Place used cards in a storage array and reshuffle those
once the card deck is exhausted. Complete the hand by dealing from the reshuffled deck. Once this hand
is complete, reshuffle the entire deck and start over.

At the end of each hand, as the player if they want to “cash out” (quit) or continue. The game auto
matically ends if the player “goes broke” (that is, the cash account goes to zero). The house has an unlim
ited budget and never goes broke.

12)  Modify program 1) to allow more than one card deck in play at a time. Let the player specify the num
ber of card decks when the program first starts.

13) Modify program 12) to allow more than one player in the game. Let the initial user specify the number
of players when the program first starts (hint: use HLA's dynamic arrays for this). Any player may “cash
out” and exit the game at any time; in such a case the game continues as long as there is at least one
remaining player. If a player goes broke, that particular player automatically exits the game.
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15)

16)

17)

18)

19)

20)

Modify the “Outer Product” sample program (s€ater Product Computation with Procedural Parame
ters” on pagé48) to support division (“/"), logical AND (“&”), logical OR (“|"), logical XOR (“*"), and
remainder (“%").

Modify project (4)to use theins32values 0..7 to select the function to select the operation rather than a
single character. Use a CALL-based SWITCH statement to call the actual functior@esdural
Parameter Exercise” on pa@@31for details on a CALL-based SWITCH statement) rather than the cur
rent if..elseif implementation.

Generally, it is not a good idea to break out of a FOREACH..ENDFOR loop because of the extra data that
the iterator pushes onto the stack (that it doesn’t clean up until the iterator fails). While it is possible to
pass information back to the iterator from the FOREACH loop body (remember, the loop body-is essen
tially a procedure that the iterator calls) and you can use this return information to force the iterator to fail,
this technique is cumbersome. The program would be more readable if you could simply break out of a
FOREACH loop as you could any other loop. One solution to this problem is to save the stack pointer’s
value before executing the FOREACH statement and restoring this value to ESP immediately after the
ENDFOR statement (you should keep the saved ESP value in a local, automatic, variable). Modify the
Fibonacci number generation program in the Sample Programs sectid@ésegating the Fibonacci
Sequence Using an lterator” on p&g#6) and eliminate the parameter to the iterator. Have the iterator
return an infinite sequence of fibonacci numbers (that is, the iterator should never return failure unless
there is an unsigned arithmetic overflow during the fibonacci computation). In the main program, prompt
the user to enter the maximum value to allow in the sequence and let the FOREACH loop run until the
iterator returns a value greater than the user-specified maximum value (or an unsigned overflow occurs).
Be sure to clean up the stack after leaving the FOREACH loop.

Write a “Craps” game. Craps is played with two six-sidetlatiel the rules are the folling:

A player rolls a pair of dice and sums up the total of the two die. If the sumis 7 or 11, the playerautomat
ically wins. If the sum is 2, 3, or 12 then the player automatically loses (“craps out”). If the total is any

other value, this becomes the player’s “point.” The player continues to throw the die until rolling either a

seven or the player’s point. If the player rolls a seven, the player loses. If the player rolls their point, they
win. If the player rolls any other value, play continues with another roll of the die.

Write a function “dice” that simulates a roll of one dice (hint: take a look at the HLA Standard Library
rand.rangefunction). Call this function twice for each roll of the two die. In your program, display the
value on each dice and their sum for each roll until the game is over. To make the game slightly more
interesting, pause for user input (e.g., stdin.ReadLn) after each roll.

Modify program 17)to allow wagering. Initialize the player’s balance at $5,000 U.S. For each game, let
the user choose how much they wish to wager (up to the amount in their account balance). If the player
wins, increase their account by the amount of the wager. If the player loses, decrease their account by the
amount of the wager. The whole game ends when the player’s account drops to zero or the player chooses
to “cash out” of the game.

Modify program 18) to allow multiple players. In a multi-player craps game only one player throws the
dice. The other players take “sides” with the player or the house. Their wager is matched (and-their indi
vidual account is credited accordingly) if they side with the winner. Their account is deducted by the
amount of their wager if they side with the loser. When the program first begins execution, request the
total number of players from the user and dynamically allocate storage for each of the players. After each
game, rotate the player who “throws” the dice.

The “greatest common divisor” of two integer values A and B is the largest integer that evenly divides
(that is, has a remainder of zero) both A and B. This function has the following recursive definition:

If either A or B is zero, then gcd( A, B) is equal to the non-zero value (or zero if they are both zero.

If A and B are not zero, then gcd( A, B) is equal to gcd( B, A mod B ) where “mod” is the remainder of A
divided by B.

Write a program that inputs two unsigned values A and B from the user and computes the greatest com

1. “Die” is the plural of “dice” in case yo® wondering.
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mon dvisor of these two values.

21)  Write a program that reads a string from the user and counts the number of characters belonging to a
user-specified class. Use the HLA Standard Library character classification routines (chars.isAlpha,
chars.isLower, chars.isAlpha, chars.isAlphaNum, chars.isDigit, chars.isXDigit, chars.isGraphic,
chars.isSpace, chars.isASCII, and chars.isCtrl) to classify each character in the string. Let the-user spec
ify which character classification routine they wish to use when processing their input string. Use a single
CALL instruction to call the appropriate chars.XXXX procedure (i.e., use a CALL table and a
CALL-based switch statement, s&rocedural Parameter Exercise” on pag81for more details).

22) The HLA Standard Library arrays module (“array.hhf”) includesiaay.elemeniterator that returns
each element from an array (in row major order) and fails after returning the last element of the array.
Write a program that demonstrates the use of this iterator when processing elements of a single dimension
dynamic array.

23) The HLA Standard Librararray.elemeniterator (see 42) above) has one serious limitation. It only
returns sequential elements from an array; it ignores the shape of the array. That is, it treats two-dimen
sional (and higher dimensional) matrices as though they were a single dimensional array. Write a pair of
iterators specifically designed to process elements of a two-dimensionakewhlyandelementinRow.

The prototypes for these two iterators should be the following:

type
matrix: dArray( uns32, 2 );

iterator rowln( mmatrix );
iterator elementlnRow( mmatrix; row uns32 );

Therowln iterator returns success for each row in the matrix. It also returns a row number in the EAX
register (On-1 wheren is the number of rows in the matrix). TekementinRoviterator returns success

m times wheram is the number of columns in the matrix. Note thatuhs32value m.dopeVector[0]
specifies the number of rows and thms32valuem.dopeVector[4kpecifies the number of columns in the
matrix (see the HLA Standard Library documentation for more details). elEmeentinRowterator

should return the value of each successive element in the specified row on each iteration of-the corre
sponding FOREACH loop.

Write a program to test your iterators that reads the sizes for the dimensions from the user, dynamically
allocates the storage for the matrix (using array.daAlloc), inputs the data for the matrix, and then uses the
two iterators (in a pair of nested FOREACH loops) to display the data.

24)  The sample program in the chapter on advanced arithmetic (BCDi&asrple Program” on padi®?3
"cheats" on decimal output by converting the output value to a signed 64-bit quantity and thestdalling
out.puti64to do the actual output. You can use this same trick for input (i.estdiallgeti4and convert
the input integer to BCD) if you check for BCD overflow (18 digits) prior to the conversion. Modify the
sample program to use this technique to input BCD values. Be sure that your program properly handles
18 digits of '9’ characters on input but properly reports an error if the value is 19 digits or longer.

25)  Write a procedure that multiplies two signed 64-bit integer values producing a 128-bit signed integer
result. The procedure’s prototype should be the following:

type
int64: dword[2];
int128: dword[4];

procedure imul 64( ntand:int64; nplier:int64; var product:int128 );

The procedure should computeand*mplierand leave the result product Create a UNIT that contains
this library module and write a main program (in a separate source file) that calls and tests your division rou
tine.
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26) Write an extended precision unsigned division procedure that divides a 128-bit unsigned integer by a
32-bit unsigned integer divisor. (hint: use the extended precision algorithm involving the DIV-instruc
tion.) The procedure’s prototype should be the following:

type
uns128: dword[ 4];

procedure div128

(
di vi dend: uns128;
di vi sor: dword
var quot i ent : uns128;
var r emai nder : dwor d

)

27)  Write an extended precision signed division procedure that dividestd28 object by anotheint128
object. Place this procedure in a UNIT and write a main program (in a separate module) that calls this
routine in order to test it. Be sure to handle a division by zero error (raise the ex.DivideError exception if
a division by zero occurs).

The procedure’s prototype should be the following:
type
int128: dword[4];

procedure idiv128

(
di vi dend: i nt 128;
di visor:intl128;
var quotient:int 128;
var renai nder: i nt 128
)

28) Extend the idiv128 procedure frord7)to use the fast division algorithm if the H.O. 96 bits of the divisor
are all zero (the fast algorithm uses the DIV instruction). If the H.O. 96 bits are not all zero, fall back to
the algorithm you wrote for probleraq).

29) Write a procedure, shr128, that shifts the bits in a 128-bit operand to the right n bit positions. Use the
SHRD instruction to implement the shift. The procedure’s prototype should be the following:

type
uns128: dword[ 4];

procedure shr128( var operand: uns128; n:uns32 );

The function should lee the result in theperandvariable and the carry flag should contain the value of the
last bit the procedure shifts out of thigerandparameter.

30) Write an extended precision ROR procedure, rorl28, that does a ROR operation on a 128-bit operand.
The prototype for the procedure is

type
uns128: dword[ 4];

procedure ror128( var operand: uns128; n:uns32 );

The function should le@ the result in th@perandvariable and the carry flag should contain the value of
the last bit the procedure shifts out of bit zero ofdperandparameter.
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31) Write an extended precision ROL procedure, ror128, that does a ROR operation on a 128-bit operand.
The prototype for the procedure is

type
uns128: dword[ 4];

procedure rol 128( var operand: uns128; n:uns32 );

The function should le@ the result in the@perandvariable and the carry flag should contain the value of
the last bit the procedure shifts out of bit 63 ofdperandparameter.

32) Write a 256-bit unsigned integer extended precision output routine (putu256). Place the procedure in a

UNIT (10256) and write a main program that calls the procedure to test it. The procedure prototype
should be the following:

type
uns256: dword[ 8] ;

procedur e put u256( operand: uns256 );

33) Extend the 256-bit output UNIT by adding a "puti256" procedure that prints 256-bit signed integer values.
The procedure prototype should be the following:

type
i nt 256: dword[ 8] ;

procedure puti256( operand:int256 );

34) A 256-bit integer (signed or unsigned) value requires a maximum of approximately 80 to 100 digits to
represent (this value was approximated by noting that every ten binary bits is roughly equivalent to three
or four decimal digits). Write a pair of routines (and add them to the 10256 UNIT) that will calculate the
number of print positions for ams2560r int256 object (don’t forget to count the minus sign if the Aum

ber is negative). These functions should return the result in the EAX register and they have the following
procedure prototypes:

type
uns256: dword[ 8] ;
i nt 256: dword[ 8]

procedure isize256( operand:int256 );
procedur e usi ze256( operand: uns256 );

Probably the bestay to determine how many digits the number will consume is to repeatedly divide the
value by 10 (incrementing a digit counter) until the result is zero. Don’t forget to negate negative numbers
(isize256 prior to this process.

35) Extend the 10256 UNIT by writinguti256Sizeand putu256Size These procedures should print the
value of their parameter to the standard output device adding padding characters as appropriate for the
parameter’s value and the number of specified print positions. The function prototypes should be the fol
lowing:
procedure puti256Si ze( nunber:int256; wdth:int32; fill:char );
procedur e put u256Si ze( nunber:uns256; width:int32; fill:char );

See the HLA Standard Library documentation for staout.puti32Sizand stdout.putu32Sizeoutine for
more information about the parameters.
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Extend the 10256 UNIT by writing amns256input routine getu256 The procedure should use the fol
lowing prototype:

type

uns256: dword[ 8] ;
procedure get u256( var operand: uns256 );

Add ageti256input routine to the 10256 UNIT. This procedure should read 256-bit signed integer values
from the standard input device and store the two’s complement representation in the variable the caller
passes by reference. Don't forget to handle the leading minus sign on input. The prototype should be

type

int256: dword[ 8];
procedure geti256( var operand:int256 );

Write a procedure that multiplies two four-digit unpacked decimal values utilizing the MUL and AAM
instructions. Note that the result may require as many as eight decimal digits.

Modify Program 8.8y changing the "PUT32" macro to handle 8, 16, and 32-bit integers, unsigned inte
ger, or hex (byte, word, and dword) variables.

Modify Program 8.®y changing th@uti32macro to handle 8, 16, and 32-bit integers, unsigned integers,
and hexadecimal (byte, word, dword) values. (rename the mapui & that the name is a little more
appropriate). Of course, you should still handle multiple parameters (qauli{{Xsizéf more than one
parameter.

Write a SubStr function that extracts a substring from a zero terminated string. Pass a pointer to the string
in esi, a pointer to the destination string in edi, the starting position in the string in eax, and the length of
the substring in ecx. Be sure to handle degenerate conditions.

Write a wordterator to which you pass a string (by reference, on the stack). Each each iteration of the
corresponding FOREACH loop should extract a word from this sstngallocsufficient storage for this

string on the heap, copy that word (substring) to the malloc’d location, and return a pointer to the word.
Write a main program that calls the iterator with various strings to test it.

Write astrncpyroutine that behaves like str.cpy except it copies a maximumalwdracters (including the
zero terminating byte). Pass the source string’s address in edi, the destination string’s address in esi, and
the maximum length in ecx.

The MOVSB instruction may not work properly if the source and destination blocks overldphsee
MOVS Instruction” on pag838. Write a procedurécopyto which you pass the address of a source
block, the address of a destination block, and a length, that will properly copy the data even if the source
and destination blocks overlap. Do this by checking to see if the blocks overlap and adjusting the source
pointer, destination pointer, and direction flag if necessary.

As you will discover in the lab experiments, the MOVSD instruction can move a block of data much
faster than MOVSB or MOVSW can move that same block. Unfortunately, it can only move a block that
contains an even multiple of four bytes. Write a “fastcopy” routine that uses the MOVSD instruction to
copy all but the last one to three bytes of a source block to the destination block and then manually copies
the remaining bytes between the blocks. Write a main program with several boundary test cases to verify
correct operation. Compare the performance of your fastcopy procedure against the use of the MOVSB
instruction.

Write a macro that computes the absolute value of an integer or floating point parameter. It sheuld gener
ate the appropriate code based on the type of the macro parameter.

Write a program that implements and tests the _repeat.._until( expr ) statement using HLAs multi-part
macros. The macros should expand into JT or JF statements (i.e., don’t simply expand these into HLA'S
repeat..until statement).

Write a program that implements and tests the _begin.. exit.._exitif.._end statements using HLAs
multi-part macros. Your macros should expand into JMP, JT, and/or JF instructions; do not expand the
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text to HLA's BEGIN..EXIT..EXITIF..END statement. Note: you do not have to handle procedure or
program exits in this assignment.

The HLA #PRINT statement does not provide numeric formatting facilities. If you specify a constant
integer expression as an operand, for example, it will simply print that integer using the minimum number
of print positions the integer output requires. If you wish to display columns of numbers in-a com
pile-time program, this can be a problem. Write a mdontnt( integer, size,) that accepts an integer
expression as its first operand and a field width as its second operand and returns a string with the integer
representation of that constant right justified in a field whose width the second parameter specifies. Note
that you can use the @string function to convert the integer to a string and then you can use the-string con
catenation operator and the @strset function to build the formatted string. Test your macro thoroughly;
make sure it works properly with the specified size is less than the size the integer requires.

Write a function and a macro that compute signum (Signum(i): -1 if i < 0, 0 if i=0, +1 if i>0). Write a
short main program that invokes the macro three times within the body of a FOR loop: once with the
value -10, once with the value zero, and once with the value +10. Adjust the loop control variable so the
program requires approximately ten seconds to execute. Next, add a second loop to the main program
that executes the same number of iterations as the first loop; in that loop body, however, place a call to
signum function you've written. Compare the execution times of the two loops.

Add a remainder (modulo) operatoifmgram 9.7 Use "\" as the symbol for the mod operator (for you
"C" programmers out there, "%" is already in use for binary numbers in this program). The mod operator
should have the same precedence and associativity as the multiplication and division operators.

Modify Program 9.7(or the program in problenb{), above) to support signed integers rather than
unsigned integers.

Modify Program 13.21n the lab exercises to add _break and _continue statements to the _for.._endfor
and _while.._endwhile loops. Of course, your new control structures must provide the same tracing facil
ities asProgram 13.2Turrently provides.

Modify Program 13.210 include an _if.._elseif.._else.._endif statement with the tracing facilties.

Modify Program 13.210 include _repeat.._until and _forever.._endfor loops. Be sure to provide _break
and _continue macros for each of these loops. Of course, your new control structures must provide the
same tracing facilities th&rogram 13.2turrently provides.

Modify Program 13.210 include an _switch.._case.._default.._endswitch statement with tracing facilties.
The trace output (if engaged) should display entry into the _switch statement, display the particular _case
(or _default) the statement executes, and the display an appropriate message upon exit (i.e., executing
_endswitch).

Add a “triangle” class to the shapes class in the Classes chapter's sample program. The object should
draw images that look like the following:

I\

/\
I\
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The minimum width and height of a triangle object should be Zk2. object itself will always have a width

that is equal to ( height - 1) * 2.

See thaliamondclass implementation to get a good idea how to draw a triangle. Don't forget to handle filled
and unfilled shapes (based on the value ofilildapefield).

Modify the main program to draw several triangles in addition to the other shapes (demonstrate the correct
operation of filled and unfilled triangles in your output).

58) Add a “parallelogram” class to the Classes chapter's sample program. The parallelogram class should
draw images that look like the following:

The width of a parallelogram will\ahys be equal to the width of the base plus the height minus one (e.g., in
the example above, the base width is eight and the height is four, so the overall width is 8+(4-1) = 11).

59) Modify the parallelogram class from the project above to include a boolean dasslaftRightthat
draws the above parallelogram if true and draws the following if false:

Don't forget to initialize theslantRightfield (to true) inside the constructor.

60) Add a “Tab” class to the Class chapter's sample program. The tab class should introduce a new boolean
data fieldup, and draw the following images based on the value aiptield.

up=f al se: up=t r ue:

Note that the width mustwahys be an even value (just like diamonds and triangles). The height should
always be at least width-2. If the height is greater than this, extend the size of the tab by drawing additional
vertical bar sections.

5) (Term project) Add a mouse-based user interface to the ASClldraw drawing program (the sample program in
the Classes chapter). See the HLA console library module for information about reading the mouse position
and other console related routines you can use.

13.3 Laboratory Exercises

Accomparying this tet is a signiftant amount of softare. The softvare can be found in the
AoA_Software directory Inside this directory is a set of directories with namesMid3 andVol4, each
containing additional subdirectoriesdihO6andCh07, with the names afiously corresponding to chap
ters in this tetbook. All the source code to thexample programs in this chapter can be found in the
Vol4\Ch08 subdirectoryPlease see this directory for more details.
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13.3.1 Dynamically Nested TRY..ENDTRY Statements

In
ments

this laboratory xperiment you will gplore the dect of dynamically nestingRY..ENDTRY state
in an HLA programThis lab eercise uses the folling program:

program DynNest Try;
#i ncl ude( “stdlib.hhf” );

Il
Il
Il
11
11
11

Nest edl NTO-

This routine reads two hexadeci mal val ues from
the user, adds themtogether (checking for
signed integer overflow), and then displays their
sumif there was no overflow

procedur e Nestedl NTQ
begi n Nest edl NTQ

try
stdout. put ( “Enter two hexadeci nal val ues: “ );
stdin.get( al, ah);
add( ah, al );
into();
stdout.put( “Their sumwas $", al, nl );
exception( ex.Val ueQut C Range )
stdout. put ( “The val ues nust be in the range $0..$FF" nl );
exception( ex.ConversionError )

stdout. put ( “There was a conversion error during input” nl );

endtry;

end Nest edl NTQ

begi n DynNest Try;
/1 The follow ng code calls Nestedl NTOto read and add
// two hexadeci mal values. [If an overflow occurs during
// the addition, an INTOinstruction triggers the follow ng
/] exception.
try

stdout.put( “Calling Nestedl NTO' nl );
Nest edl NTQ() ;
stdout. put ( “Returned from Nestedl NTO' nl );

/*

exception( ex.Intolnstr );
*/

AnyExcepti on

stdout. put ( “INTO detected an integer overflow nl );
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endtry;
stdout. put( “After ENDTRY" nl );

end DynNest Try;

Program 13.1 Dynamically Nested TRY..ENDTRY Statements

ExerciseA: Compile and run this program. Supply as input themiues “12” and “34”. Describe the
output, and wi you got this particular output in your lab report.

Exercise B: Supply the twwvalues “7F” and “10” as input to this program. Include the output from the
program in your lab report andpmain the results.

Exercise C: Supply the mwalues AT” and “XY” as input to this program. Include the output from the
program in your lab report andmain the results.

Exercise D: Supply the twvalues “1234” and “100” as input to this program. Include the output from
the program in your lab report anxpéain the results.

Explain the diference between a statically nested control structure and a dynamically nested control
structure in your lab reportAlso explain why the TRY..ENDTRY statements in this program are dynami
cally nested.

13.3.2 The TRY..ENDTRY Unprotected Section

In this laboratory xercise you will &plore what happens if you attempt to break out of a
TRY..ENDTRY statement in an inappropriateshion. This exercise ma&s use of the folleing program:

progr am Unpr ot ect edd ause;
#include( “stdlib.hhf” );

begi n Unpr ot ect edd ause;
/1 The followi ng |oop forces the user to enter
I/l a pair of valid eight-bit hexadeci nal val ues.
/1 Note that the “unprotected” clause is conmented
/1l out (this is a defect in the code). Follow the
/1 directions in the | ab exercise concerning this
/] statenent.
forever

try

stdout. put( “Enter two hexadeci mal val ues: “ );
stdin.get( al, ah);

/I unpr ot ect ed
br eak;
exception( ex.Val ueQut & Range )
stdout. put ( “The val ues nust be in the range $0..$FF" nl );

exception( ex.ConversionError )
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stdout. put ( “There was a conversion error during input” nl );
endtry;
endf or;
add( ah, al );
stdout.put( “Their sumwas $’, al, nl );
stdout. put ( “Enter another hexadeci nal value: “ );
stdin.get( al );
stdout. put ( “The val ue you entered was $", al, nl );

end Unpr ot ect edd ause;

Program 13.2 The TRY..ENDTRY Unprotected Section

ExerciseA: Compile and run this programiVhen it asks for te hexadecimal alues enter thealues
“12” and “34”. When this program asks for a thirdxaeecimal alue, enter the % “xy”. Include the out
put of this program in your lab report angkin what happened.

Exercise B:The UNPROTECTED statement in this program is commented out. Rentloe tvo
slashes before the UNRRECTED keyword and repeatxerciseA. Explain the diference in output
between the tev executions of this program.

Exercise C: Put @RY..ENDTRY block around the second stdin.get call in this program (it must handle
the ex.ConversionError gception). Remee the UNPRTECTED clause (i.e., comment it outadg) in the
first TRY..ENDTRY block. RepeatxerciseA. Include the source code and output of the program in your
lab report. Explain the dédrence in gecution betweenxercisesA, B, and C in your lab report.

13.3.3 Performance of SWITCH Statement

In this laboratory xercise you will get an opportunity tamore the diference in performance between
the jump table implementation of a SWITCH statememsws the IFELSEIF implementation of a switch.
Note that this code relies upon the Pentium RDTSC instruction. If you dovegbeess to a CPU that
supports this instruction you will 1a to skip this xercise or rerite the code to use timing loops to approx
imate the running time (sédiming VariousArithmetic Instructionson page712to see ha you can use
loops to increase the running time to the point you can measureftrertie between the twalgorithms
using a stopwatch).

program sw tchStnt;
#incl ude( “stdlib.hhf” );

static
Cycl es: qword,;

JnpThbl : dwor d[ 11] : =

&CaseDef aul t, /10

&casel23, /11
&casel23, /12
&casel?3, /113
&case4, /114

&CaseDef aul t, /15
&CaseDef aul t, /16
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&case78, 117
&case78, /18
&case9, /19
&casell /110

begi n switchStnt;

stdout.put( “Switch vs. IF/ ELSEH F deno” nl nl );

st dout . put

(
“Counting the cycles for 10 invocations of the SWTCH stnt:”
nl
nl

)

/1l Start tinming the nunber of cycles required by the follow ng
/1 Toop. Note that this code requires a Pentiumor conpatible
/] processor that supports the RDISC instruction.

rdtsc();
push( edx );
push( eax );

/1 The follow ng | oop cycles through the values 0..15
/1l in order to ensure that we hit all the cases and
I/ then sone (not accounted for in the junp table).

nmov( 15, esi );
xor( edi, edi );

Rpt 16Ti nesA:
cnp( esi, 10 ); /1 Cases beyond 10 go to the default I abel
ja CaseDefaul t; /1 ‘cause we only have 11 entries in the thl.

jop( JInpTbl [ esi*4 ] ); // Junp to the specified case handl er.

casel23: /! Handls cases 1, 2, and 3.
j np EndCase;
case4: /1 Handl es case ESI = 4.
j np EndCase;
case78: /! Handl es cases ESI = 7 or 8.
j np EndCase;
case9: // Handl e case ESI = 9.
j np EndCase;
caselO: /] Handl es case ESI = 10.
j np EndCase;
CaseDefaul t: // Handles cases ESI =0, 5, 6, and >=11.
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EndCase:
dec( esi );
jns Rpt 16Ti mesA;

// Calculate the nunber of cycles required by the code above:
/1 Note: This requires a Pentium processor (or other CPU that
/1 has a ROTSC instruction).

rdtsc();

pop( ebx );

sub( ebx, eax );

nov( eax, (type dword Cycles[0] ));

pop( eax );

sub( eax, edx );

nov( edx, (type dword Cycles[4] ));
stdout.put( “Cycles for SWTCH stnm: “ );
stdout . put ué4( Cycles );

st dout . put
(
nl
nl
“Counting the cycles for 10 invocations of the |F ELSEl F sequence:”
nl
nl
)

/1 Begin counting the nunber of cycles required by the |F. .ELSH F
// inplermentation of the SWTCH statenent.

rdtsc();
push( edx );
push( eax );

nmov( 15, esi );
xor( edi, edi );

Rpt 16Ti nesB:
cnp( esi, 1);
jb Try4;
cnp( esi, 3);
ja Try4;
jnp EndEl sel f;
Try4:
cnp( esi, 4);
jne Try78;
jnp EndEl sel f;
Try78:
cnp( esi, 7);
je 1s78;
cnp( esi, 8);
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jne Try9;

|1 s78:
jnp EndH sel f;

Try9:

cnp( esi, 9);
jne Tryl0;

jnp EndH sel f;

Tryl0:
cnp( esi, 10 );
jne Defaul tH sel f;

jnp EndH sel f;

Def aul t Bl sel f:

EndHE sel f:
dec( esi );
j ns Rpt 16Ti nesB;

/1 Ckay, conpute the nunber of cycles required
/1l by the |F..ELSE F version of the SWTCH
rdtsc();

pop( ebx );

sub( ebx, eax );

nov( eax, (type dword Cycles[0Q] ));

pop( eax );

sub( eax, edx );

nov( edx, (type dword Cycles[4] ));

stdout. put( “Cycles for IF/ELSEIF stm: “ );
stdout . putué4( Cycles );

end switchStnt;

Program 13.3 Performance of SWITCH Statement.

ExerciseA: Compile and run this programvezal times andwerage theycles times for the tavdiffer-
ent implementations. Include the results in your lab report and discussehendié in timings.

Exercise B: Remee the cases (from both implementations) one at a time until the running time-is iden
tical for both implementations. Momary cases is the break«n point for using a jump table? Include the
source code of the modifi program in your lab report.

Exercise C: One feature of this particular program is that the loop coatrable gcles through all the
possible casealues (and then some). Modify both loops so that ¢ti# repeat sixteen timesubthey do
not use the loop controlviable as thealue to select the particular case. Insteadih# case so that it
aways uses thealue one rather than thelue of the loop controlariable. Rerun thexperiment and
describe your fidings.
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Exercise D: Repeatercise C, rcept fk the case alue at 15 rather than zero. Report yoodifigs in
your lab report.

13.3.4 Complete Versus Short Circuit Boolean Evaluation

In this laboratory xercise you will measure thexecution time of tw instruction sequence. One
sequence computes a boolean result using complete boeédaatien; the other uses short circuit boolean
evaluation. Lile the preious eercises, the code for thizercise uses the Pentium RDTSC instructigou
will need to modify this code if you intend to run it on a processor that does not support RDTSC.

pr ogr am bool eanEval uati on;
#include( “stdlib.hhf” );

static
Cycl es: gwor d;
theRsl t: string;

Fal seCBE: string :
Tr ueCBE string :

“Conpl et e Bool ean Eval uation result was true”;
“Conpl et e Bool ean Eval uation result was fal se”;

Fal seSC string := “Short CGrcuit Evaluation result was true”;

TrueSC string := “Short Grcuit Evaluation result was fal se”;
i nput : int8;

a: bool ean;

b: bool ean;

c: bool ean;

d: bool ean;

begi n bool eanEval uati on;
I/ Get sone input fromthe user that
/1 we can use to initialize our bool ean
[l varibles with:
f orever
try
stdout.put( “Enter an eight-bit signed integer value: “ );
stdin.get( input );
unpr ot ect ed br eak;
exception( ex.ConversionError )
stdout. put ( “Input contained illegal characters” );
exception( ex.Val ueQut Cf Range )

stdout. put ( “Val ue nust be between -128 and +127" );

endtry;
stdout.put( “, please reenter” nl );
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endf or;

/'l Ckay, set our bool ean variables to the follow ng

/'l val ues:

/1

/1 a:=input < O0;
/Il b :=input >= -10;
/[l ¢ :=input <= 10;
/1 d:=input = 0;
cnp( input, 0);
setl( a);

cnp( input, -10);
setge( b );

cnp( input, 10 );
setle( ¢ );

cnp( input, 0);
sete( d);

/1 Now conpute (not a) & (b || ¢) || d
Il

/1 (1) using Conpl ete Bool ean Eval uati on.
/1 (2) using Short QGrcuit Evaluation.

[l Start timng the nunber of cycles required by the follow ng
// code. Note that this code requires a Pentiumor conpatible
/'l processor that supports the RDTSC instruction.

rdtsc();
push( edx );
push( eax );

nov( a, al );

xor( 1, al ); // not a

mov( b, bl );

or (¢, bl);

and( bl, al );

or (d al);

j z CBEwasFal se;
nmov( Fal seCBE, theRslt );
j mp EndCBE;

CBEwnasFal se:

nov( TrueCBE, theRslt );
EndCBE:

/1 Cal culate the nunber of cycles required by the code above:
/1 Note: This requires a Pentium processor (or other CPU that
/1 has a ROTSC instruction).

rdtsc();

pop( ebx );
sub( ebx, eax );
nov( eax, (type dword Cycles[0Q] ));
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pop( eax );

sub( eax, edx );

nmov( edx, (type dword Cycles[4] ));

stdout. put ( “Cycles for Conplete Bool ean Eval uation: * );
stdout . putu64( Cycles );

stdout.put( nl nl, theRslt, nl );

// Start timng the nunber of cycles required by short circuit eval uation.

rdtsc();
push( edx );
push( eax );

cnp( d, true);
j e SOnasTr ue;
cnp( a, true );
j e SOnasFal se;
cnp( b, true );
j e SCnasTr ue;
cnp( ¢, true);
je SOnasTr ue;
SOnasFal se:

nmov( Fal seSC, theRslt );
j mp EndSC,

SOnasTr ue:
mov( TrueSC, theRslt );
EndSC.

/1 Cal cul ate the nunber of cycles required by the code above:
/1 Note: This requires a Pentium processor (or other CPU that
/1 has a RDTSC instruction).

rdtsc();

pop( ebx );

sub( ebx, eax );

nov( eax, (type dword Cycles[0] ));

pop( eax );

sub( eax, edx );

mov( edx, (type dword Cycles[4] ));

stdout. put( “Cycles for Short Grcuit Bool ean Eval uation: “ );
stdout . put ué4( Cycles );

stdout.put( nl nl, theRslt, nl );

end bool eanEval uati on;

Program 13.4 Complete vs. Short Circuit Boolean Evaluation
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ExerciseA: Compile and run this program. Run the programess times in a @ and compute the
average recution time, in ycles, for each of the vmethods. Be sure to specify the inpalire you use
(use the samealue for each run) in your lab report.

Exercise B: RepeatxerciseA for each of the follwing input \alues: -100, -10, -5, 0, 5, 10, 100. Pro
vide a graph of thevarage gecution times for Complete Booleandhvation and Short Circuit Boolean
evaluation in your laboratory report.

13.3.5 Conversion of High Level Language Statements to Pure Assembly

For this eercise you will write a short demonstration program that uses theviiogjd1LA statements:
if..elseif..else..endif, switch..case..delt..endswitch (from the HLA Standard Library hll.hhf module),
while..endwhile, repeat..until, forer..breakif..endfarfor..endfor and bgin..&it..end (the program doesn’
have to do amthing particularly useful, though the bodies of these statements should not be empty).

ExerciseA: Write, compile, run, and test your program. Describe what the program does in your lab
report. Include a cgpof the program in your lab report.

Exercise B: Cowert the if..elseif..else..endif, while..endwhile, and repeat..until statements tgbtie h
control statements that HLA pridles (se€ Hybrid Control Structures in HLAon page802). Rerun the
program with appropriate inputs anerify that its beh@or is the same as the original program. Describe
the changes yowe made and include the source code in your lab report.

Exercise C: Create aweversion of the program you created kereiseA, this time comert the control
structures to their l@-level, pure assembly language form. Include the source code with your laboratory
report. Comment on the readability of the three programs.

13.3.6 Activation Record Exercises

In this laboratory xercise you will construct andamine procedure agttion records.This eercise
involves letting HLA automatically construct the &ation record for you as well as manual construction of
activation records and manually accessing data in theatiot record.

13.3.6.1 Automatic Activation Record Generation and Access

The following program calls a procedure and returns tilees of EBP and ESP from the procedure
after it has constructed the aetiion record. The main program then computes the size of theadicn
record by subtracting the tifence between ESP before the call and ESP during the call.

/1 This program conputes and di spl ays the size of
// a procedure’s activation record at run-tine.
/1 This code relies on HLA's high | evel syntax

// and code generation to automatically construct
// the activation record

program Act RecSi ze;
#i ncl ude( “stdlib.hhf” )

type
rec:record

u: uns32;
i:int32
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r:real 64;

endr ecor d;

/1 The follow ng procedure allocates storage for the activation

I/ record on the stack and then returns the pointer to the bottom
/1 of the activation record (ESP) in the EAX register. It also

/'l returns the pointer to the activation record s base address (EBP)
/1 in the EBX register.

procedure R nARptr( first:uns32; second:real 64; var third:rec ); @odi splay;
var

b: byt e;

c: char;

W, wor d;

d: dwor d;

a:real 32[4];

r.rec[4];

begin R nARptr;

nmov( esp, eax );
nov( ebp, ebx );

end R nARptr;

var
PassToRt nARpt r: rec;

begi n Act RecSi ze;

/1 Begin by saving the ESP and EBP regi ster values in
// ECX and EDX (respectively) so we can display their
/'l values and conpute the size of RnARptr’s activation
I/ record after the call to RnARptr.

nmov( esp, ecx );
nov( ebp, edx );
R nARptr( 1, 2.0, PassToR nARptr );

I/ Display ESP/ EBP val ue bhefore and after the call to RnARptr:

nmov( esp, edi );
stdout.put( “ESP before call: $', ecx, “ ESP after call: $", edi, nl );

nov( ebp, edi );
stdout.put( “EBP before call: $', edx, “ EBP after call: $", edi, nl );

/1 Display the activation record information:

stdout. put( “EBP value within RnARptr: $", ebx, nl );
stdout. put( “ESP value within RnARptr: $', eax, nl );
sub( eax, ecx );
st dout . put
(

“Size of RnARptr’s activation record: “,

(type uns32 ecx),

nl
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end Act RecSi ze;

Program 13.5 Computing the Size of a Procedure’s Activation Record

ExerciseA: Execute this program and discuss the results in your lab reponv @ssack diagram of
RtnARptts actvation record that carefully stws the position of each nameariable in theRtnARptmproce
dure.

Exercise B: Change the parametteird from pass by reference to pass lajue. Recompile and rerun
this program. Discuss the fdifences between the results fromeEiseA and the results in thiscercise.
Provide a stack diagram that describes thevatitin record for thisersion of the program.

13.3.6.2 The _vars_and parms_ Constants

Wheneer the HLA compiler encounters a procedure declaration, it automaticalhesldfio local
uns32constants, vars_and_parms, in the procedureThe _vars_constant spec#s the number of bytes
of local (automatic) ariables the procedure declar@he_parms_constant speciis the number of bytes of
parameters the caller passes to the procedtre follonving program displays thesedwalues for a typical
procedure.

/1 This program denonstrates the use of the _vars_
/1 and _parns_ constants in an HLA procedure.

pr ogr am Var sPar nsDeno;
#i ncl ude( “stdlib.hhf” )

type
rec:record

u: uns32;
i:int32
r:real 64;

endr ecor d;

/1 The follow ng procedure allocates storage for the activation
/'l record and then displays the values of the _vars_ and _parns_
/1l constants that HLA automatically creates for the procedure.
/'l This procedure also returns the ESP/ EBP val ues in the EAX

/1 and EBX regi sters (respectively).

pr ocedur e Var sAndPar ns

(

first:uns32;
second: r eal 64;
var third:rec
);  @odispl ay;

var
b: byt e;
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c: char;

W, wor d;

d: dwor d;
a:real 32[4];
r:rec[4];

begi n Var sAndPar ns;

st dout . put

(
“_vars_ =",
_vars_,
nl

)

st dout . put

(
“_parns_ =,
_parns_,
nl

)s

nmov( esp, eax );
nov( ebp, ebx );

end Var sAndPar ns;

var
PassToProc: rec;

begi n Var sPar nsDenv;

/1 Begin by saving the ESP and EBP regi ster values in
// ECX and EDX (respectively) so we can display their
/'l values and conpute the size of RnARptr’s activation
I/ record after the call to RnARptr.

nmov( esp, ecx );
nov( ebp, edx );
Var sAndParns( 2, 3.1, PassToProc );

I/ Display ESP/ EBP val ue bhefore and after the call to RnARptr:

nmov( esp, edi );
stdout.put( “ESP before call: $', ecx, “ ESP after call: $", edi, nl );

nov( ebp, edi );
stdout.put( “EBP before call: $', edx, “ EBP after call: $", edi, nl );

/1 Display the activation record information:

stdout. put ( “EBP value within VarsAndParns: $”, ebx, nl );
stdout. put ( “ESP val ue within VarsAndParns: $”", eax, nl );
sub( eax, ecx );

st dout . put

(

“Size of VarsAndParnms’'s activation record: “,
(type uns32 ecx),
nl
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end Var sPar nsDeno;

Program 13.6 Demonstration of the _vars_and _parms_ Constants

ExerciseA: Run this program and describe the output you obtain in your lab report. Explaithevh
sum of the tw constants vars_and_parms_does not equal the size of the aatiion record.

Exercise B: Comment out the “c:char;” declaration inti,sAndRarmsprocedure. Recompile and run
the program. Note the output of the programwNomment out the “d:derd;” declaration in th¥arsAnd
Parmsprocedure. In your lab reportmain why eliminating the fist declaration did not produceyadif-
ference while commenting out the second declaration did (hint! ®ee Standard Entry Sequeham
page813).

13.3.6.3 Manually Constructing an Activation Record

The_vars_and_parms_constants come in real handy if you decide to construct and ylasti@tion
records manuallyThe_vars_constant specis hav mary bytes of local &riables you must allocate in the
standard entry sequence and tlpgarms_constant specils hav mary bytes of parameters you need to
remove from the stack in the standardtesequenceThe folloving program demonstrates the manual-con
struction and destruction of a procedsrattvation record using these constants.

pr ogr am ManAct Recor d;
#incl ude( “stdlib.hhf” )

type
rec:record

u: uns32;
i:int32;
r:real 64;

endr ecor d;

/1 The following procedure nanual |y allocates storage for the activation
I/ record. This procedure also returns the ESP/EBP val ues in the EAX
/1 and EBX regi sters (respectively).

procedur e Var sAndPar ns
(
first:uns32
second: r eal 64;
var third:rec
); @odispl ay; @ofrane;

var
b: byt e;
c: char;
W, wor d;
d: dwor d;
a:real 32[4];
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/1 The standard entry sequence.

/1 Note that the stack alignment instruction is
/1 commented out because we know that the stack
/1l is properly dword aligned whenever the program

/1 calls this procedure.

push( ebp );
nov( esp, ebp );
sub( _vars_, esp);

/land( $FFFF_FFFC, esp );

st dout . put
( nl

“Var sAndPar ns al | ocates “

_vars_,
“ bytes of |ocal

_parns_,

/1 The standard entry sequence.

/1 Allocate storage for local variables.

/1 Dword-align ESP.

’

variables and “ nl
“automatical |y renoves

‘ paraneter bytes on return.” nl

nl
)
nmov( esp,
nmov( ebp,

eax );
ebx );

/1 Standard exit sequence:
nov( ebp, esp );
pop( ebp );

ret( _parns_ );

end Var sAndPar ns;

static
PassToProc: rec;
FourPt2: real 64 := 4.2;

begi n ManAct Recor d;

/1 Renoves paraneters from stack.

/1 Begin by saving the ESP and EBP register values in
/1 ECX and EDX (respectively) so we can display their
/1 values and conpute the size of RnARptr’s activation

/1 record after the call

nov( esp, ecx );
nov( ebp, edx );

/'l Though not really necessary for this exanpl e,

to RnARptr.

t he

/1 follow ng code manual |y constructs the paraneters
// portion of the activation record by pushing the

/] data onto the stack.
/1 the H.A high I evel

pushd( 3 );

push((type dword FourPt2[4]));
push((type dword FourPt2[0]));
pushd( &PassToProc );

cal | VarsAndPar s;
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Thi s program coul d have used
syntax for the code as wel|.

// Push value of “first”
/1 Push val ue of “second”

par anet er .
par anet er .

/1 Push address of record item
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/1 Display ESP/EBP val ue before and after the call to RnARptr:

nov( esp, edi );
stdout.put( “ESP before call: $', ecx, “ ESP after call: $", edi, nl );

nov( ebp, edi );
stdout.put( “EBP before call: $', edx, “ EBP after call: $", edi, nl );

/1 Display the activation record information:

stdout. put ( “EBP val ue within VarsAndParns: $", ebx, nl );
stdout. put ( “ESP val ue within VarsAndParns: $", eax, nl );
sub( eax, ecx );
st dout . put
(

“Size of VarsAndParnms’'s activation record: “,

(type uns32 ecx),

nl

)

end ManAct Recor d;

Program 13.7 Manual Construction and Destruction of an Activation Record

ExerciseA: Compile and run this program. Discuss the output in your lab report. Especially note the
values of ESP and EBP before and after the call to the procedure. Does the procedure properly restore all
values?

Exercise B: Change thbird parameter from pass by reference to passahyevYou will also need to
change the call tgarsAndRarmsso that you pass the record @jue (the easiestay to do this is to use the
HLA high level procedure call syntax and let HLA generate the code that copies the record; if you manually
write this code, be sure to push 16 bytes on the stack fdhitdgoarameter). Recompile and run the-pro
gram. Describe the results in your lab manual.

Exercise CAdd several additional local (automaticariables to th&arsAndRirmsprocedure. Recom
pile and run the program. Explain whsing the vars_and_parms_constants when manually constructing
the actvation record isdr better than specifying literal constants in the “sub( xxx, esp);” and “ret( yyy );”
instructions in the standard entry amxit sequences.

13.3.7 Reference Parameter Exercise

In this laboratory xercise you will &plore the behdor of pass by referencesksus pass byale
parameters.This program passes a pair of global statéidables by alue and by reference to some proce
dures that modify their formal parameterBhe program prints the result of the mazhtions before and
after the procedure calls (and the actual meodglifons). This program also demonstrates passing formal
value parameters by reference and passing formal reference parametduzby v

// This program denonstrates pass by reference
// and pass by val ue paraneters.

pr ogr am PassByVal Ref ;
#i ncl ude( “stdlib.hhf” )
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static
d obal V: uns32;
d obal R uns32;

/1 Val Parm
/1
/1 Denonstrates imutability of actual val ue paraneters.

procedure Val Parn{ v:uns32 );
begi n Val Parm

stdout. new n();

stdout. put( “Val Parm v(before) =*“, v, nl );
mv( 1, v );
stdout.put( “Val Parm v(after) =*“, v, nl );
stdout.put( “ValParm QobalV =%, dobalV, nl );
end Val Parm
I/ RefParm

/1

/] Denonstrates how to access the value of a pass by

Il reference parameter. Al so denonstrates the nutability

/1 of an actual paraneter when passed by reference.

Il

// Note that on all calls in this program “r” and “d obal R’
/1 are aliases of one another.

procedure Ref Parn{ var r:uns32 );
begi n Ref Parm

push( eax );
push( ebx );

/1 D splay the address and val ue of the reference paraneter
/1 “r” prior to making any changes to that val ue.

mov( r, ebx ); /1 Cet address of value into EBX
nov( [ebx], eax ); /] Fetch the value into EAX
stdout. new n();

stdout. put ( “Ref Parm Before assignment:” nl nl );
stdout. put( “r(address)= $", ebx, nl );

stdout.put( “r( value )= *“, (type uns32 eax), nl );

/1 D splay the address and val ue of the Q@ obal R vari abl e
/1 so we can conpare it against the “r” paraneter.

nmov( &3 obal R eax );

stdout. put ( “d obal R(address) =$", ebx, nl );
stdout.put( “Aobal R value ) =*“, @obalR nl );

/1 Ckay, change the value of “r” fromits current
/1 value to “1” and redisplay everything.

st dout . new n();
stdout.put( “RefParm after assignment:” nl nl );
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nmov( 1, (type uns32 [ebx]) );
nmov( [ebx], eax );
stdout. put( “r(address)= $", ebx, nl );

stdout.put( “r( value )= *“, (type uns32 eax), nl );

nov( &3 obal R eax );
stdout. put ( “d obal R(address) =$", ebx, nl );

stdout.put( “Aobal R value ) =*“, AobalR nl );
pop( ebx );
pop( eax );

end Ref Parm

/1 Val AndRef -

/1

I/ This procedure has a pass by reference paraneter and a pass
/1 by value paraneter. It denonstrates what happens when you

/1l pass formal paraneters in one procedure as actual paraneters
/1 to another procedure.

procedure Val AndRef ( v:uns32; var r:uns32 );
begi n Val AndRef ;

push( eax );
push( ebx );

/1 Reset the global objects to sone val ue ot her
/1 than one and then print the val ues and addresses
/1 of the local and gl obal objects.

nov( 25, QobalV);
mov( 52, v );
nmov( 75, QobalR);

stdout.put( nl nl “Val AndRef: “ nl );

lea( eax, v );

stdout.put( “v's address is $", eax, nl );

lea( eax, r );

stdout.put( “r’'s address is $', eax, nl );
stdout.put( “r’s value is $", (type dword r), nl );
mov( r, ebx );

mov( [ebx], eax );

stdout.put( “r points at “, (type uns32 eax), nl nl );

/1 Pass val ue by value and reference by reference to
/1 the Val Parm and Ref Par m procedur es.

Val Parn( v );
Ref Parn( r );

st dout . put
(

nl
“Inside Val AndRef after passing v by value, v=",
v,
nl

Pagel230 © 2001, By Randall Hyde Beta Draft - Do not distribute



Questions, Projects, and Laboratory Exercises

/1 Reset the global paraneter values and then pass
/1 the reference paraneter by val ue and pass the
/1 val ue paramneter by reference.

nmov( 67, QobalV);
mov( 76, v );
nmov( 89, dobalR);
Val Parn( r );
Ref Parn( v );

/1 Dsplay v's value before we | eave.

st dout . put
(

nl
“Inside Val AndRef after passing v by reference, v=",
v,
nl

)

pop( ebx );
pop( eax );

end Val AndRef ;

begi n PassByVal Ref;
nov( 123435, Qobal V);
nov( 67890, QobalR);
Val Parm{ d obal V );
Ref Parn{ @ obal R);

Val AndRef ( G obal V, G obalR);

end PassByVal Ref;

Program 13.8 Parameter Passing Demonstration

ExerciseA: Compile and run this program. Include the program output in your lab réporatate the
output and xplain the results it produces.

Exercise B: Modify the main program in thisaanple to manually cafalParm, RefRrm, andvalAn-
dRef using the M-level syntax rather than the highvéd syntax (i.e., you must write the code to push the
parameters onto the stackjerify that you get the same results as before the matidn.

13.3.8 Procedural Parameter Exercise

This eercise demonstrates an interesting feature of assembly language: the ability to create a
SWITCH-like control structure that directly calls one ofesal functions rather than simply jumping to a
statement via a jump tablelhis example taks adantage of thedtct that the CALL instruction supports
memory indirect forms, just l&kJMR that allavs an indged addressing modd&.he same logic youeuld
use to simulate a SWITCH statement with an indirect JMP ‘(S&ITCH..CASE..DERULT..END-
SWITCH’ on page747) applies to the indirect CALL as well.
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This program requests danputs from the useiThe frst is a alue in the range ‘1’4’ that the program
uses to select one of four féifent procedures to callThe second input is an arbitrary unsignedgate
input that the program passes as a parameter to the procedure the user selects.

/1 This program denonstrates a CALL-based SWTCH st at enent.

program cal | Swi t ch;
#incl ude( “stdlib.hhf” )

type
tProcPtr: procedure( i:uns32 );
tProcPtrArray: tProcPtr[4];

// Here is a set of procedure that we will
I/ call indirectly (One, Two, Three, and Four).

procedure One( i:uns32 ); @odi spl ay;
begi n One;

stdout.put( “One: “, i, nl );
end QOne;

procedure Two( i:uns32 ); @odispl ay;
begi n Two;

stdout.put( “Two: “, i, nl );
end Two;

procedure Three( i:uns32 ); @odi spl ay;
begi n Three;

stdout.put( “Three: “, i, nl );
end Three;

procedure Four( i:uns32 ); @odi spl ay;

begi n Four;
stdout.put( “Four: “, i, nl );
end Four;
static
Userl n: uns32;

// CallThl is an array of pointers that this program uses
I/l to create a “switch” statement that does a call rather
// than a junp.

Cal | Tbl : tProcPtrArray :=[ &Me, &Two, &Three, &Four ];
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begi n cal | Swi t ch;

stdout.put( “Call-based Switch Statenent Deno: “ nl nl );
r epeat

stdout.put( “Enter a value in the range 1..4: “ );
stdin. flushlnput();

stdin.getc();

if( al not in*1..”4 ) then

stdout.put( “Illegal value, please reenter” nl );
endi f;
until ( al in*21..74 );
and( $f, al ); // Convert ‘1'..’4 to 1..4.
dec( al ); /1 Convert 1..4 to 0..3.
novzx( al, eax ); /1 Need a 32-bit value for use as index.

/] Get a user input value for use as the paraneter.

push( eax ); /1 Preserve in case there’s an exception.
forever
try
stdout.put( “Enter a paraneter value: “ );

stdin.get( Wserlin);
unpr ot ect ed br eak;

exception( ex.Val ueQut Cf Range )
stdout. put ( “Val ue was out of range, please reenter” nl );

exception( ex.ConversionError )

st dout . put
(
“Input contained illegal characters, please reenter”
nl
);
endtry;
endf or;
pop( eax ); /1l Restore index into “call table”.

/1 Using an indirect call rather than an indirect junp,

/1 SWTCH off to the appropriate subroutine based on

I/ the user’s input.

Cal I Tbl[ eax*4 ]( Userln ); // Call the specified routine.

end cal | Switch;
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Program 13.9 A CALL-based SWITCH Statement

ExerciseA: Compile and run this program four times. Select proceduresT@oeThree, and &ur on
each success run of the program (you may supplyarser input you desire). Include the progoit
put in your lab report.

Exercise B: Modify the program to print a short message immediately aft€atiiél procedure call.
Recompile the program and enfy that it really does return immediately after the
“CallTbl[ eax*4]( Userln);” statement.

Exercise C:Add procedureSix, Eight, Nine, andDefaultPioc to this program. Modify the program so
that it lets the user input ams32value rather than a single character to select the procedure to call. If the
user inputs aalue other than 1, 2, 3, 4, 6, 8, or 9, call BlefaultPioc procedure. Be sure to test yourpro
gram with input wlues zero and aues bgond nine (e.g.,, 10234 ). See
“SWITCH..CASE..DERULT..ENDSWITCH on pager47 for details if you dort’remember he to prop
erly encode a SWITCH statement. Include the source code and the output of a sample run in your lab
report. Explain her you designed the CALL/SWITCH statement.

13.3.9 lterator Exercises

The HLA Standard Library includes\szal iterators. One such iterator appears in the random number
generators package (“rand.hhf"yherand.dealiterator tales a single ingger parameterlt returns success
the number of times sped@f by this parameter and thexil$ (e.g., rand.deal(10) will succeed ten times and
fail on the eleenth iteration). On each iteration of the corresponding FGEHEWOp, therand.dealterator
will return a randomizedalue between zero and one less than the paranadtey; vhavever, rand.dealwill
return each &lue only once.That is, “rand.deal(n)” will return thealues in the range 0..n-1 in a random
order This iterator vas gven the namedealbecause it simulates dealing a set of cards from #estiafeck.
of cards (indeed, if you iterateer “rand.deal(52)” you can deal out all 52 possible cafdes from a stan
dard playing card deck)The folloving program uses theand.dealfunction to shufe a deck of standard
playing cards and it displays four hands eéftard dealt from this sHigd deck.

/1 This program denonstrates the use of the
// rand.deal iterator.

pr ogr am deal Denv;

#i ncl ude( “stdlib. hhf” )

type
card: record

f ace: string;
suite: char;

endr ecor d;

deck: card[52];

readonl y
CardVal ue: string[13] :=
[“A, “27, %3, "4, B sEr, s7r. wgr wgr w107, 3, *Q, “K ]
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CardGoup: char[4] :=
[
#3, |/ Synbol for hearts
#4, |/ Synbol for dianonds
#5, [/ Synbol for clubs
#6 [/ Synbol for spades

I

procedure shuffle( var theDeck: deck ); @odisplay;
begi n shuffle;

push( eax );
push( ebx );
push( ecx );
push( edx );

nov( theDeck, ecx );
foreach rand.deal ( 52 ) do

cdq(); /'l Zero extend EAX into EDX EAX
div( 13, edx:eax ); // Dvide into suites.

/1 EAX contains the suite index (0..3) and EDX contai ns
/1 the face index (0..12).

/1

// Get the suite character and store it away into the
/1l suite field of the current card.

nmov( CardGoup[ eax ], bl );
mov( bl, (type card [ecx]).suite );

/1 Get the face value and store it away into the
/1l face field of the current card in the deck.

nov( CardVal ue[ edx*4 ], edx );
nmov( edx, (type card [ecx]).face );

/] Move on to the next card in the deck.
add( @ize( card ), ecx );

endf or;

pop( edx );

pop( ecx );

pop( ebx );

pop( eax );

end shuffle;

static
Deckl: deck;
Hands: card[4, 5];
begi n deal Denv;

/] Call the random ze function so we don't deal out the sane
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/1 hands each tine this programruns.
rand. random ze();
I/ Oeate a shuffled deck and deal out four hands of five cards each.
/1 Note that the outer |oop selects which card a particul ar player

Il receives while the inner |oop alternates between the players.

shuf fl e( Deckl );
nmov( O, edx ); // EDX selects a card from Deckl.

for( nov( 0, ebx ); ebx < 5; inc( ebx )) do
for( nmov( O, ecx ); ecx < 4; inc( ecx )) do

/1 Conpute rownajor order into Hands to
/1 select Hands[ ecx, ebx ]

intmul ( 5, ecx, edi );
add( ebx, edi );
intmul ( @ize( card ), edi );

/1 Copy the next available card in Deckl (sel ected by
/1 EDX) to the current player:

nov( Deckl.face[ edx ], eax );

nmov( eax, Hands.face[ edi ] );

mov( Deckl.suite[ edx ], al );

mov( al, Hands.suite[ edi ] );

/1 Move on to the next card in Deckl.
add( @ize( card ), edx );

endf or;
endf or;

/1 Ckay, display the hands dealt to each pl ayer:

stdout. new n();
for( nov( O, ecx ); ecx < 4; inc( ecx )) do //Pl ayer |oop.

lea( eax, [ecx+1]); /1 EAX = ECX+1

StdOUt.pUt( “Pl ayer “, (type uns32 eax), weow );
for( mov( 0, ebx ); ebx < 5; inc( ebx )) do //Card I oop.

/1 Conpute row najor order into Hands to
/'l select Hands[ ecx, ebx ]

intmul ( 5, ecx, edi );

add( ebx, edi );

intnul ( @ize( card ), edi );

// Display the current card for the current player.

stdout. put ( Hands.face[ edi ]:2, Hands.suite[ edi ], * ' );

endf or;
stdout. new n();
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endfor;

end deal Deno;

Program 13.10 Card Shuffle/Deal Program that uses the rand.deal Iterator

ExerciseA: Compile and run this programwazal times. Include the program output in your lab report.
Verify that you get a diérent set of hands on eacteeution of the program.

Exercise B: Comment out the call to rand.randomize in the main program. Recompile and run the pro
gram seeral times. Discuss the output of this prograrsus the output from ExciseA.

Exercise C: Using the console.setOutputAttr function, modify this program so that it prints thesplayer’
hands with a white background. Cards from the hearts and diamonds suites shewaldédthforground
color and cards from the spades and clubs suites shaxrddhtidack forground color

13.3.10 Performance of Multiprecision Multiplication and Division Operations

The tended precision multiplication andvdiion routines appearing in the chapter Asvanced
Arithmetic can be found in thelds "div128.hla", "dv128hhla”, and "mul64.hla" in the appropriate subdi
rectory These sample programs contain a main program thatpsoa brief test of each of these functions.
Extract the multiplication anddsions procedures (andyaneeded support routines) and place these proce
dure in a n& program. In the main program, write some code that timexéuweition of the calls to these
three procedures using the RDTSC instruction (see the laboraengises at the end of Chapter Six for
details). If you are using a CPU that doésapport the RDTSC instruction, then put the calls in a loop and
measure their time using a stageh. Also include code in the main program that times the single precision
32-bit MUL, IMUL, DIV, and IDIV instructions.

ExerciseA: Run the program and report the running times of kteneled precision and standard eper
ations in your lab report.

Exercise B:The multiplication and dision operations taka \arying amount of time depending on the
values of their operands (both thdended precision procedures and the machine instructibrilsitethis
behaior). Modify the program to generate a pair of random operands for these operations. Repeatedly call
the procedures (oxecute the machine instructions) and report tlegae gecution time for these opera
tions. Note: be sure to check fovidion by zero and gnother illegal operations that can occur when using
random numbers. Use the random number generaiiditiés of the HLA Standard Library as your source
of random numbersyou should measure about a 1,000 calls to the procedures (or 1feténtlikecutions
of the machine instructions).

13.3.11 Performance of the Extended Precision NEG Operation

Write a program that uses the RDTSC instruction to time xkeution of a 64-bit, a 128-bit and a
256-bit NEG operation using the avdifferent algorithms presented in this chapter (NEG/SBB and subtract
from zero).

ExerciseA: Run the programs and report the timings for the different forms in your lab reporflso
point out which ersion is smaller in your lab report.

Exercise B:You can also perform anxtended precision igation operation by applying the dafion
of the two’s complement operation to axtended precisionalue (i.e., inert all the bits and add onej\dd
the code to implement this third form oftended precision igation to your program and report the results
in your lab reportAlso discuss the size of this thirdgagion algorithm.
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13.3.12 Testing the Extended Precision Input Routines

The fie "uin128.hla" preides an input procedure to read 128-bit unsignedyéngefrom the standard
input device. It is not uncommon for such routines, during initialedigoment to contain defects. \&e a
set of tests to helpevify that the getu128 procedure is operating prop&fty tests should check the range
of possible alues, properly processing of delimiter characters, proper rejectiongal itlearacters, proper
overflow handling, and so on. Describe the tests, and the programs output with your test data, in your lab
report.

13.3.13 lllegal Decimal Operations

The DAA, DAS, AAA, AAS, AAM, and AAD instructions generally assume thatyttege adjusting for
the result of some operation whose operands wgaéBLD \alues. Br example, DAA adjusts the &lue in
theAL register after an addition assuming that the pddRCD \alues added together wergdeéBCD \al-
ues. In this laboratoryxercise, you will force the use of ijal BCD \alues just to see what happens.

ExerciseA: Add together tw illegal decimal ®alues (e.g., $1F and $A2) and felltheir addition with
the ecution of the BA instruction. Repeat this forgeral pairs of illgal BCD walues. Include the results
in your lab report.Try to explain the results in your lab report.

Exercise B: Repeat ExciseA using the SUB and BS instructions.
Exercise C: Repeat ExciseA using theADD andAAA instructions.
Exercise D: Repeat Excise B using the SUB aid\S instructions.

13.3.14 MOQVS Performance Exercise #1

The masb, masw, and mesd instructions operate at féifent speeds,yven when meing around the
same number of bytes. In general, thevswo instruction is twice asa$t as mesb when muing the same
number of bytes. Liéwise, masd is about twice ag$t as mesw (and about four times aast as mesb)
when meing the same number of bytes. Ex15 1.asm is a short program that demonstrades. THigs f
program consists of three sections thatyca@48 bytes from oneuiffer to another 100,000 timeBhe three
sections repeat this operation using thessho masw, and maesd instructions. Run this program and time
each phased-or your lab report: present the timings on your machine. Be sure to list processor type and
clock frequeng in your lab report. Discuss withe timings are diérent between the three phases of this
program. Explain the ditulty with using the mesd (\ersus mesw or masb) instruction in aynprogram
on an 80386 or later processdthy is it not a general replacement forwvab, for &ample? Hav can you
get around this problem?

pr ogr am MovsDeno;
#i ncl ude( “stdlib. hhf” )

static

Buf fer1: byte[ 2048];
Buf fer2: byt e[ 2048] ;

begi n MovsDeno;
/! Deno of the novsb, novsw, and novsd instructions
st dout . put

(
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“The following code noves a bl ock of 2,048 bytes “
“around 10, 000, 000 tirmes.”

n

“The first phase does this using the nmovsb instruction; the second”
n

“phase does this using the novsw instruction; the third phase does”
n

“this using the nmovsd instruction.”

n

nl

“Press RETURN to begi n phase one:”
)
stdin. readbLn();

for( nov( 10_000_000, edx ); edx > 0; dec( edx )) do

lea( esi, Bufferl );
lea( edi, Buffer2);

cld();
nmov( 2048, ecx );
rep. movsh();
endf or;
st dout . put
(
“Phase one conpl et e”
nl nl
“Press any key to begin phase two:”
)

stdin. readbLn();

for( nov( 10_000_000, edx ); edx > 0; dec( edx )) do

lea( esi, Bufferl );
lea( edi, Buffer2);
cld();

nmov( 1024, ecx );
rep. movsw) ;

endf or;

st dout . put
(
“Phase two conpl et e”
nl nl
“Press any key to begin phase two:”
)
stdin. readbLn();

for( nov( 10_000_000, edx ); edx > 0; dec( edx )) do
lea( esi, Bufferl );
lea( edi, Buffer2);
cld();
mov( 512, ecx );

rep. novsd();

endfor;
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stdout. put ( “Phase Three Done!” nl );

end MbvsDeno;

Program 13.11 MOVS Demonstration Program

13.3.15 MOVS Performance Exercise #2

In this eercise you will once agn time the computer ming around blocks of 2,048 bytes. kik
Ex15 1.asmin the py®us eercise, Ex15 2.asm contains three phases;rdi@fiase mees data using the
movsb instruction; the second phasevemthe data around using the lodsb and stosb instructions; the third
phase uses a loop with simple vwriastructions. Run this program and time the three ph&ses/our lab
report: include the timings and a description of your machine (CPU, clock speed, etc.). Discuss the timings
and eplain the results (consuppendix D as necessary).

pr ogr am MovsDeno2;
#include( “stdlib.hhf” )

static

Buf fer1: byte[2048];
Buf fer2: byt e[ 2048] ;

begi n MovsDeno2;
[/ Dermo of the novsb, novsw, and novsd instructions

st dout . put
(
“The following code noves a bl ock of 2,048 bytes “
“around 1, 000, 000 tines.”
nl
“The first phase does this using the nmovsb instruction; the second”
nl
“phase does this using the | odsb/stosb instructions;
“the third phase does”
nl
“this using the nmovsb instruction in a |oop.”
nl
nl
“Press RETURN to begi n phase one:”
)
stdin. readbLn();

for( nov( 1_000_000, edx ); edx > 0; dec( edx )) do

lea( esi, Bufferl );
lea( edi, Buffer2);
cld();

nmov( 2048, ecx );
rep. movsh();
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endf or;

st dout . put
(

“Phase one conpl et e”

nl nl

“Press any key to begi n phase two:”
)
stdin. readlLn();

for( nov( 1 000 000, edx ); edx > 0; dec( edx )) do

lea( esi, Bufferl );
lea( edi, Buffer2);
chd();

nmov( 2048, ecx );

r epeat

| odsb();
stosb();
dec( ecx );

until ( @ );
endf or;

st dout . put
(

“Phase two conpl ete”
nl nl
“Press any key to begin phase two:”

)

stdin. readbLn();

for( nov( 1_000_000, edx ); edx > 0; dec( edx )) do
lea( esi, Bufferl );
lea( edi, Buffer2);
chd();

nov( 2048, ecx );
r epeat

movsh();
dec( ecx );

until ( @ );
endf or;

stdout. put ( “Phase Three Done!” nl );

end MovsDeno2;

Program 13.12 MOVS Demonstration Program #2
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13.3.16 Memory Performance Exercise

In the preious two exercises, the programs accessed a maximum of 4K of data. Since most modern
on-chip CPU caches are at least this big, most of thatgdtok place directly on the CPU (which isry
fast).The folloving exercise is a slight moddation that mees the array data in such ayas to destso
cache performance. Run this program and time the reBaftyour lab report: based on what you learned
about the 80x86’cache mechanism in Chaptdree, &plain the performance diérences.

pr ogr am MovsDeno3;
#include( “stdlib.hhf” )

var

Buf fer 1: byt e[ 256*1024] ;
Buf f er 2: byt e[ 256*1024] ;

begi n MovsDeno3;
/] Dermo of the novsb, novsw, and novsd instructions

st dout . put
(
“The following code noves a bl ock of 256K bytes “
“around 10,000 tines.”
n
“The first phase does this using the nmovsb instruction; the second”
n
“phase does this using the | odsb/stosb instructions;
“the third phase does”
n
“this using the nmovsb instruction in a |oop.”
n
n
“Press RETURN to begi n phase one:”

stdin. readbLn();
for( nov( 10_000, edx ); edx > O; dec( edx )) do
lea( esi, Bufferl);
lea( edi, Buffer2);
cld();
nov( 256*1024, ecx );
rep. movsh();
endf or;
st dout . put
(

“Phase one conpl et e”
nl nl
“Press any key to begin phase two:”

stdin. readbLn();

for( nov( 10_000, edx ); edx > O; dec( edx )) do
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lea( esi, Bufferl );
lea( edi, Buffer2);
cld();
mov( 256*1024, ecx );
r epeat

| odsh();
stosbh();
dec( ecx );

until ( @ );
endfor;

st dout . put
(

“Phase two conpl ete”

nl nl

“Press any key to begin phase three:”
)
stdin. readbLn();

for( nov( 10_000, edx ); edx > 0; dec( edx )) do
| ea( esi, Bufferl );
lea( edi, Buffer2);
chd();
nmov( 256*1024, ecx );

r epeat

nmovsh();
dec( ecx );

until ( @ );
endfor;

stdout. put ( “Phase Three Done!” nl );

end MvsDeno3;

Program 13.13 MOVS Demonstration Program #3

13.3.17 The Performance of Length-Prefixed vs. Zero-Terminated Strings

The folloving program (Ex15_4.asm on the companion GDMR executes tw million string opera
tions. During the fist phase ofyecution, this codexecutes a sequence of length-peedi string operations
1,000,000 times. During the second phase it does a comparable set of operation on zero terminated strings.
Measure the>ecution time of each phadeor your lab report: report the difierences inxecution times
and comment on the rehai eficieng/ of length prefied vs. zero terminated strings. Note that the wati
performances of these sequences waltyvdepending upon the processor you use. Based on what you
learned in Chaptefhree and theycle timings inAppendix D, &plain some possible reasons for refati
performance dferences between these sequences amofegetif processors.
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program Stri ngConpari sons;
#incl ude( “stdlib.hhf” )

static
LStri: byte := 17,
byte “This is a string.”;
LResul t: byt e[ 256] ;
ZStrl: byte; @ost orage;
byte “This is a string”, O;
ZResul t: byt e[ 256] ;
/1 LStrQpy: Copies a length prefixed string pointed at by Sl to
11 the length prefixed string pointed at by D .
procedure LStrQpy( var src:byte; var dest:byte ); @odi splay;
begi n LStrQpy;
push( ecx );
push( edi );
push( esi );
pushfd();
cld();

Pagel244

mov( src, esi );
nmov( dest, edi );

novzx( (type byte [esi]), ecx ); /1 Get length of string in ECX
inc( ecx ); /1 Include length byte in cnt.
rep. movsh(); /1 Copy the string.

popf d() ;

pop( esi );
pop( edi );
pop( ecx );

end LStrQpy;

/1l LStrCat- Concatenates the string pointed at by SI to the end
/1 of the string pointed at by D using |length
[l prefixed strings.

procedure LStrCat( var src:byte; var dest:byte ); @odisplay;
begin LStrCat;

push( ecx );
push( edi );
push( esi );
pushf d();
cld();

mov( src, esi );
nmov( dest, edi );

/1 Conpute the final length of the concatenated string
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mov( [edi], cl ); /1 Get dest |ength.
mov( [esi], ch); /1 Get source Length.
add( ch, [edi] ); /1 Conpute new | ength.

/1 Move Sl to the first byte beyond the end of the dest string.

nmovzx( cl, ecx ); Il Zero extend orig len.
add( ecx, edi ); /1 Skip past str.
inc( edi ); /1 Skip past |ength byte.

/1 Concatenate the source string (ESI) to the end of
/1 the Destination string (ED)

rep. movsh(); /1 Copy 2nd to end of orig.

popf d() ;

pop( esi );
pop( edi );
pop( ecx );

end LStrCat;

/] LStrOmp- String conparison using two length prefixed strings.
/1 ESI points at the first string, ED points at the
[/l string to conpare it against.

procedure LStrCp( var src:byte; var dest:byte ); @odisplay;
/1 Nask to clear condition code bits in FLAGS:

const QOmask: word := !9%000_1000_1101_0101 & $FFFF;

begi n LStrOnp;

push( ecx );
push( edi );
push( esi );
pushfd();
chd();

nmov( src, esi );
nov( dest, edi );

/1 When conparing the strings, we need to conpare the strings
/1l up to the length of the shorter string. The follow ng code
/1 conputes the mninmumlength of the two strings.

mov( [esi], cl ); //Get the mininumof the two | engths
mov( [edi], ch);
cnp( cl, ch);

if( @b ) then

nmov( ch, cl );

endi f;
movzx( cl, ecx );

repe. cnpshb(); /1 Conpare the two strings.
if( @e ) then
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// VW need to set the condition code bits in the FLAGS
/1 value we’ve saved without affecting any of the other
/!l bits, here’s the code to do that:

pop( ecx ); /1 Retrieve original flags.
pushfd(); /1 Push condition codes.
and( COnask, (type word [esp] ));

and( COnask, cx );

or( cx, [esp] );

popf d() ;
pop( esi );
pop( edi );
pop( ecx );
exit LStrQCmp;

endi f;

/1 1f the strings are equal through the length of the shorter string,
/1 we need to conpare their |engths

mov( [esi], cl );
cnp( cl, [edi] );

pop( ecx ); /1 See comments above regarding flags
pushfd(); /1 restoration.

and( COrask, (type word [esp] ));

and( COrask, cx );

or( cx, [esp] );

pop( esi );
pop( edi );
pop( ecx );

end LStrQmp;

/1 ZStrCpy- Copies the zero ternminated string pointed at by Sl
11 to the zero termnated string pointed at by D .

procedure ZStrQpy( var src:byte; var dest:byte ); @odisplay;
begi n ZStr Qpy;

push( ecx );
push( edi );
push( esi );
push( eax );
pushfd();
chd();

nov( src, esi );
nov( dest, edi );

r epeat
mov( [esi], al );

nov( al, [esi] );
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inc( esi
inc( edi
cnp( al,

o~

until ( @ );

popf d() ;

pop( eax );
pop( esi );
pop( edi );
pop( ecx );

end ZStr Qpy;
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[l ZStrCat- Concatenates the string pointed at by SI to the end
// of the string pointed at by D using zero termnated

Il strings.

procedure ZStrCat( var src:byte; var dest:byte ); @odisplay;

begin ZStrCat;

push( ecx );
push( edi );
push( esi );
push( eax );
pushfd();
chd();

nov( src, esi );
nov( dest, edi );

/1 Find the end of the destination string:

nmov( $FFFF_FFFF, ecx );

nmov( 0, al );
repne. scash();

/1 Search for arbitrary |ength.
/'l Look for zero byte.
/1 Points ED beyond zero byte.

/1 Copy the source string to the end of the destination string:

r epeat

nmov( [esi], al );
mov( al, [edi] );
inc( esi );

inc( edi );

cnp( al, 0);

until ( @ );

popf d() ;

pop( eax );
pop( esi );
pop( edi );
pop( ecx );

end ZStrCat;
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Il ZStr Qmp- Conpares two zero termnated strings.
11l This is actually easier than the | ength
/1 prefixed conpari son.

procedure ZStrCp( var src:byte; var dest:byte ); @odisplay;
/1 NMask to clear condition code bits in FLAGS:

const COmask: word := !9%000_1000_1101_0101 & $FFFF;

begi n ZStr Op;

push( ecx );
push( edi );
push( esi );
push( eax );
pushfd();
cld();

nmov( src, esi );
nov( dest, edi );

/1 Conpare the two strings until they are not equal
/1 or until we encounter a zero byte. They are equal
/1 if we encounter a zero byte after conparing the
/1l two characters fromthe strings.

r epeat

mov( [esi], al );
inc( esi );

cnp( al, [edi] );
breaki f( @e );

inc( edi );
cnp( al, 0);
until ( @ );

/1l Restore the flags saved on the stack while keeping
/1l the current condition code bits.

pop( ecx ); I/l Retrieve original flags.
pushfd(); /1 Push condition codes.
and( COrask, (type word [esp] ));

and( COrask, cx );

or( cx, [esp] );

popf d();

pop( eax );
pop( esi );
pop( edi );
pop( ecx );

end ZStr Qmp;

begi n Stri ngConpari sons;
st dout . put

(
“The foll owing code does 10, 000, 000 string “
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“operations using”

nl

“l'ength prefixed strings. Measure the amount
“of time this code”

nl

“takes to run.”

nl nl

“Press ENTER to begin:”

);
stdin. readbLn();

for( nov( 10_000 000, edx ); EDX <> 0; dec( edx )) do

LStrQoy( LStrl1, LResult );
LStrCat( LStr1, LResult );
LStrOmp( LStrl1, LResult );

endf or;

st dout . put
(
“The foll owi ng code does 10, 000, 000 string “
“operations using”
nl
“zero ternmnated strings. Masure the anount
“of time this code”
nl
“takes to run.”
nl nl
“Press ENTER to begin:”

);
stdin. readbLn();

for( nov( 10_000 000, edx ); EDX <> 0; dec( edx )) do
ZStrQoy( LStrl, LResult );
ZStrCat( LStrl, LResult );
ZStrQm( LStrl, LResult );

endf or;

stdout.put( nl “Al Done!” nl );

end StringConparisons;

Program 13.14 Performance Evaluation of String Formats

13.3.18 Introduction to Compile-Time Programs
In this laboratory xercise you will run a sample compile-time program that has no run-time component.

This compile-time program demonstrates the use of the #while and #print statements as well as the declara
tion and use of compile-time constants aadables (ML objects).
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/1 Denonstration of a sinple conpile-tinme program

pr ogr am ct PgnDeno;
const
Maxl t erations: = 10;

val
i:int32;

#print( “Conpile-time |oop:” );
#while( i < Maxlterations )

#print( “i=", i );
?2i =0 0+ 1;

#endwhi | e
#print( “End of conpile-tinme progrant );

begi n ct PgnDeno;
end ct PgnDeno;

Program 13.15 A Simple Compile-Time Program

ExerciseA. Compile this program. Describe its output during compilation in your lab report.

Exercise B.Although this source contains only a compile-time program, its compilation also produces
a run-time programAfter compiling the code,xecute the corresponding EXBefthis program produces.
Explain the result ofx@cuting this program in your lab report.

Exercise C.What happens if you mve the compile-time program from its current location (in the dec
laration section) to the body of the main program (i.e., between the BEGIN and END clauses)? Do this and
repeat gercisesA and B. Include the source code amglain the results in your lab report.

13.3.19 Conditional Compilation and Debug Code

Although the conditional compilation statements (#fELSE, etc.) are quite useful for nyatasks, a
principle use for these compile-time statements is to control the emissionugfgdeb code. By using a
single constant (e.g., "dey") declared asue or falseat the bginning of your program, you can easily eon
trol the compilation of statements that should only appear in the run-time code dutggidghruns.The
following program has a subtledp (you will get the opportunity to diseer this problem for yourself)The
use of debgging statements makocating this problem much easi&fou can easily enable or disable the
delugging statements by changing ttedue of thedehug variable (betweetrue andfalsé.

/1 Denonstration of conditional conpilation:

pr ogr am condConpi | eDeno;
#include( “stdlib.hhf” );

/1 The follow ng constant declaration controls the automatic
/1 conpilation of debug code in the program Set “debug” to
// true in order to enable the conpilation of the debuggi ng
// code; set this constant to false to disable the debug code.
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const debug := fal se;
/1 Normal variables and constants this program uses:

const
MaxE enents : = 10;

static
uArray: uns32[ MaxH enents ];
LoopCont rol Vari abl e: uns32;
begi n condConpi | eDeno;
try
for

(

nov( MaxEl enments-1, LoopControl Variable );
LoopControl Vari abl e >= 0;
dec( LoopControl Vari abl e )
) do
#i f( debug )
stdout. put ( “LoopControl Variable = “, LoopControl Variable, nl );
#endi f
mov( LoopControl Vari abl e, ebx );
mov( O, uArray[ ebx*4 ] );
endf or;

anyexception

stdout. put( “Exception $", eax, “ raised in loop”, nl );
endtry;

end condConpi | eDenv;

Program 13.16 Using Conditional Compilation to Control Debugging Code

ExerciseA. Set thedehugconstant tdalse Run this program andcplain the results in your lab report.
Do not try to correct the defect yevém if the defect is alious to you).

Exercise B. Set theehug constant tdrue. Rerun the program ang@ain the results in your lab report
(if you cannot fjure out what the problem is, ask your instructor for help).

Exercise C. Correct the defect and rerun the progréine \alue of thedehug constant should still be
true. Include the program’output in your laboratory report.

Exercise D. Set thealue of thedehug constant tdalseand recompile and run your program. Include
the prograns output in your lab report. In your lab repoxplain hav you could use conditional compila
tion and thisdehug variable to help track aen problems in yourwn programs. In particulaexplain why
conditional compilation is helpful here (i.e., whot simply insert and remme the debgging code without
using conditional compilation?).
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13.3.20 The Assert Macro

The HLA Standard Library Seepts.hhf? header fe contains a macrassert that is quite useful for
dehugging purposesThis macro is defied as follovs:

nacro assert( expr ):
ski pAsserti on,
nsg;

#if( !'ex. NDEBUG )
readonl y
nsg:string := @tring: expr;

endr eadonl y;
jt( expr ) skipAssertion;

nov( nsg, ex.AssertionStr );
rai se( ex.AssertionFailed);

ski pAsserti on:
#endi f

endnacr o;

The purpose of thassertmacro is to test a boolearpgession. If the boolearxgression ealuatedrue
then the assert macro does nothingwdaer, if the booleanxpression ealuatedalse then assert raises an
exception €x.AssertionBgiled). This macro is quite handy for checking thaidity of certain &pressions
while your program is running (e.g., checking to see if an arrax isdeithin the appropriate bounds).

If you take a close look at thassertmacro defiition, youll discover that an #IF statement surrounds
the body of the macro. If the symilNDEBJG (No DEBUG) is true, thessertmacro does not generate
ary code; cowersely assertwill generate the code to test the boolegpression ifex. NDEBJG is false.
The reason for the #IF statement is towallpou to insert dalgging assertions throughout your code and
easily disable all of them with a single statement at tiggnbang of your program. By daiflt, assertions
are actie and will generate code (i.e., &L objectex.NDEBJG initially containsfalsg. You may dis
able code generation for assertions by including thewallp statement at the gmning of your program
(after the #Include( "stdlibhf" ) or #Include( "gcepts.hhf" ) directie which defies theex. NDEBJG VAL
object):

?ex. NDEBUG : = true;

You can gen sprinkle statements throughout your program to sedetciin code emission for tlassert
macro on and 6by settingex. NDEBUJG to false and true (respeeatly). However, turning on all asserts or
turning of all asserts at the faning of your program should pre suficient.

During testing, you should lea all assertions agg so the program can help you locate defects (by
raising an gception if an assertiorails). Latey when yowe delugged your code and are calit that it
behaes correctlyyou can eliminate theverhead of theassertmacros by setting thex. NDEBJG object to
true.

The following sample program demostratesvito detect a common error (array bounds violation) use
ing anassertmacro. This is the program from the ptieus eercise (with the same problem) adapted to use
the assert macro rather thaqpkcit delugging code.

2. The "stdlib.hhf* header file automatically includes the "excepts.hhf" header file.
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/] Denonstration of the Assert macro:

program asser t Deno;
#include( “stdlib.hhf” );

// Set the following variable to true to tell HLA
// not to generate code for ASSERT debug nacros

/1 (i.e., if NDEBUG[no debug] is true, turn off

/1 the debuggi ng code).

/1

// Conversely, set this to false to activate the
/1 debuggi ng code associated with the assert macros.

val ex. NDEBUG : = fal se;
/1 Normal variables and constants this program uses:

const
MaxEl enents : = 10;

static
uArray: uns32[ MaxH enents ];
LoopCont rol Vari abl e: uns32;

begi n assert Deno;

for

(
nov( MaxE erments-1, LoopControl Variable );
LoopControl Vari abl e >= 0;
dec( LoopControl Variabl e )

) do

nmov( LoopControl Vari abl e, ebx );
/1 The follow ng assert verifies that
/1 EBXis the range |legal range for

/1 elenments of the uArray object:

assert( ebx in O0.. @l enments(uArray)-1);
nmov( O, uArray[ ebx*4 ] );

endf or;

end assert Denv;

Program 13.17 Demonstration of the Assert Macro

ExerciseA. Compile and run this program. Describe the results in your laboratory report. (Do-not cor
rect the defect in the program.)

Exercise B. Change the statementX!REDEBUG := false;" so that thex.NDEBJG VAL object is set
to true. Compile and run the program (with the defect still present). Describe the results in your laboratory
report. If you were delgging this code and didrknow the cause of the errorhich exception message do
you think would help you locate the defeetster?Why? Explain this in your lab report.
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Exercise C. Correct the defect (ask your instructor if youtdsa® the problem) and rerun the program
with ex. NDEBJG set totrue andfalse(on separate runs). Modoes this déct the @ecution of your (cor
rect) program?

13.3.21 Demonstration of Compile-Time Loops (#while)

In this laboratory xercise you will use the #WHILE compile-time statement fav purposes. First,
this program uses #WHILE to generate data for a table during the compilation of the program. Second, this
program uses #WHILE in order to unroll a loop ($&&raveling Loop$ on page800 for more details on
unrolling loops).This sample program also uses the #IF compile-time statement, along withréiieoop
constant, in order to control whether this program generates a FOR loop to manipulate an array or unroll the
FOR loop using the #WHILE statement. Hser#ie source code for thigezcise:

/] Denonstration of the #while statenent:

pr ogr am whi | eDeno;
#include( “stdlib.hhf” );

/1 Set the followi ng constant to true in order to use |loop unrolling
// when initializing the array at run-time. Set this constant to
// false to use a run-time FCR loop to initialize the data:

const UnrollLoop : = true;
/1 Normal variables and constants this program uses:

const
MaxE enents : = 16;

static
i ndex: uns32;
i Array:int32[ MaxH ements | :=
[

/1 The following #while loop initializes
/|l each elenent of the array (except the
// last elenent) with the negative version
/1 of the index into the array.

? 1=0;
#while( i < MaxH erments-1 )

- ,

?2i =0 0+ 1;
#endwhi | e
// Initialize the last elenent (special case here
/] because we can’'t have a comma at the end of the

Il list).

1

begi n whi | eDenv;
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// Display the current elenents in the array:

stdout.put( “Initialized elements of iArray:”, nl, nl );
for( nov( O, ebx ); ebx < MaxH erents; inc( ebx )) do

assert( ebx in 0..MwxE enents-1 );
stdout.put( “iArray[“, (type uns32 ebx), “] =*“, iArray[ ebx*4], nl );

endf or;
#i f( Unroll Loop )
/1 Reset the array elements using an unrolled | oop.

?2i =0
#while( i < MaxH erents )

mov( MaxEl ements-i, iArray[ i*4 ] );
2 =i + 1
#endwhi | e

#else // Reset the array using a run-tinme FCR | oop.
for( nov( O, ebx ); ebx < MaxH enents; inc( ebx )) do
nmov( MaxE ements, eax );
sub( ebx, eax );
assert( ebx < MaxE enents );
nmov( eax, iArray[ ebx*4 ] );
endf or;
#endi f

/1 Dsplay the new array el enents (shoul d be MaxE ements downto 1):

stdout.put( nl, “Reinitialized elements of iArray:”, nl, nl );
for( nov( O, ebx ); ebx < MaxH ements; inc( ebx )) do

assert( ebx in O..MuwxE enents-1 );
stdout.put( “iArray[“, (type uns32 ebx), “] =", iAray[ ebx*4], nl );

endf or;
stdout.put( nl, “All done!”, nl, nl );

end whi | eDeno;

Program 13.18 #While Loop Demonstration

ExerciseA. Compile and xecute this program. Include the output in your laboratory report.
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Exercise B. Change thdnrollLoop constant from true toafse. Recompile and run the program.
Include the output in your laboratory report. Describe tHeréifices between thedvprograms (in particu
lar, you should tad care to describe fwathese tw runs produce their output).

13.3.22 Writing a Trace Macro

When dehigging HLA programs, especially in the absence of a goadgdgty tool, a common need is
to print a brief message thafesdtively says "here | am" while the program is runninglhe eecution of
such a statement lets you knthat the program has reached a certain point in the source code dedag e
tion.

If you only need a single such statement, probably the easigsbwvachige this is to use thetdout.put
statement as folles:

stdout.put( "Here | ami nl );

Of course, if you hae more than one such statement in your program you will need to modify the string
your print so that each stdout.put statement prints a different message (so you can easily identify which
statements execute in the program). A typical solution is to print a unique number with each string, e.g.,

stdout.put( "Here | amat point 1" nl );
stdout.put( "Here | amat point 2" nl );

stdout.put( "Here | amat point 3" nl );

There is a big problem with this approacts iery easy to become confused and repeat the same num
ber twice. This, of course, does you no good when the program prints that partigiuler ©ne &y to han
dle this is to print the line number of telout.putstatement. Unless you putdwguch statements on the
same line (which wuld be \ery unusual), each call stddout.putwould produce a unique outpldlue. You
can easily display the line number of the statement using the HLA @LineNumber compile-time function:

stdout.put( "Here | amat line ", @ineNunber, nl );

There is a problem with inserting codedlithis into your program: you might &t to remwoe it later
As noted in sectiofd.7, you can use the conditional compilation dineesito let you easily turn defyging
code on and 6in your program. E.g., you could replace the statemenvealnp

# f( debug )
stdout.put( "Here | amat line ", @ineNunber, nl );
#endi f

Now, by setting the constadebugto true or falseat the beginning of your program, you can easily turn the
code generation of these "trace" statements on and off.

While this is very close to what we need, there is still a problem with this approach: it's a lot of code.
That makes it difficult to write and the amount of incidental code in your program obscures the statements
that do actual work, making your program harder to read and understand. What would really be nice is a sin-
gle, short, statement that automatically generates code like the aletagfs true (and doest’generate
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arything if dehug is falsg. l.e., what wuld would really like is to be able to write somethingdikhe fol
lowing:
trace;

Presumablytrace expands into code similar to the above.

In this laboratory exercise you will get to use just such a macro. The actual definttiacedid some
what complicated by the behar of eager vs. deferred macro paramexpaesion See Eager vs. Deferred
Macro Rarameter Ealuatiorf on paged77). Also, traceis actually aTEXT object rather than a macro so
thattrace can automatically>@and to a macro uwocation and pass in a line number parameter (thisssa
having to type something lk"trace( @LineNumber)" manually). Here is a program thahetefind uses
traceas described ale:

/1 Denonstration of macros and the devel opment of a debuggi ng tool:

pr ogr am rmacr oDeno;
#include( “stdlib.hhf” );

/1 The TRACE “macro”.

/1

//  Putting “trace;” at a point in an executabl e section of
/1l your programtells HLAto print the |ine nunber of that

/1 statement when it encounters the statenent during program
I/ execution. Setting the “tracen” variable to true or false
// turns on and off the display of the trace |ine nunbers

/1 during execution.

/1

/1 Note that the “trace” object is actually a text constant
/1 that expands to the “tracestnt” macro invocation. This

// saves you fromhaving to type “@inenunber” as a paraneter
// to every tracestnt invocation (see the text to | earn why
/1 you can't sinply bury “@inenunber” wthin the tracestm
/1 macro body).

const trace(n := true;

const trace:text := “tracestnm( @val ( @i neNunber ))";
nmacro tracestnt ( Li neNunber );

#if( traceOn )
stdout.put( “line: “, LineNunber, nl );
#endi f
endnacr o;
// Normal variables and constants this program uses:

const
MaxE enents : = 16;

static
i ndex: uns32;
i Array:int32][ MaxH enents ];

begi n macr oDenvo;
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trace;

mov( 0, ebx );

trace;

while( ebx < MaxE enents ) do

nov( MaxE enents, eax );
sub( ebx, eax );

assert( ebx < MaxH enents );
mov( eax, iArray[ ebx*4 ] );
inc( ebx );

endwhi | e;
trace;

/1 Display the new array el ements (shoul d be MaxE enments downto 1):
stdout.put( nl, “Henents of iArray:”, nl, nl );
trace;

for( nov( O, ebx ); ebx < MaxH enents; inc( ebx )) do

assert( ebx in O..MuwxHE enents-1 );
stdout.put( “iArray[“, (type uns32 ebx), “] =", iArray[ ebx*4], nl );

endf or;
trace;
stdout.put( nl, “All done!”, nl, nl );

end nacr oDeno;

Program 13.19 Trace Macro

ExerciseA. Compile and run this program. Include the output in your laboratory report.

Exercise B. Add additional "trace;" statements to the program (e.g., stick them insitiéHHeE and
FOR loops). Recompile and run the program. Include the output in your lab report. Comment on the use
fulness of theracemacro in your lab report.

Exercise C. Change thieaceOnconstant tdalse Recompile and run your program. Explain the out
put in your lab report.

13.3.23 Overloading

A nifty feature in the C++ language fisnction overloading Function werloading lets you use the
same function (procedure) name forf@iént functions leang the compiler to diérentiate the functions by
the number and types of the functeparametersAlthough HLA does not directly support proceduve®
loading, it is ery easy to simulate this using HisAcompile-time languagelhe folloving sample program
demonstrates oto write aMax "function” that computes the maximum ofawalues whose types can be
uns32int32, orreal32

// Denonstration of using nacros to inplenment function overl oadi ng:

pr ogr am over | oadDenvo;
#include( “stdlib.hhf” );
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procedure i32Max( val 1:int32; val2:int32; var dest:int32 );

begi n i 32Max;

push( eax );
push( ebx );

nov( val 1, eax );
nov( dest, ebx );

if( eax <val2 ) then

nov( val 2, eax );

endi f;

nmov( eax, [ebx] );
pop( ebx );

pop( eax );

end i 32Max;

procedure u32Max( val 1:uns32; val 2:uns32; var dest:uns32 );

begi n u32Max;

push( eax );
push( ebx );

nov( val 1, eax );
nov( dest, ebx );

if( eax <val2 ) then

nov( val 2, eax );

endi f;

nmov( eax, [ebx] );
pop( ebx );

pop( eax );

end u32Max;

procedure r32Max( val 1:real 32; val 2:real 32; var dest:real 32 );

begi n r32Max;

push( eax );
push( ebx );

nov( dest, ebx );
fld( vall);
fld( val2);

fconpp() ;
fstsw ax );
sahf ();
if( @) then
nov( val 1, eax );

el se

nov( val 2, eax );
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endi f;

nov( eax, [ebx] );
pop( ebx );

pop( eax );

end r 32Max;

nmacro Max( val 1, val 2, dest );

# f( @ypeNange( vall ) = “uns32” )

u32hax( val 1, val 2, dest );

#elseif( @ypeNane( vall ) = “int32" )

i 32Max( val 1, val 2, dest );

#el sei f( @ypeNane( vall ) = “real 32" )

r32hvax( val 1, val 2, dest );

#el se

#error

(

“Unsupported type in ‘Max’ function: *”
@ypeNane( vall ) +

)

#endi f

endnacr o;

static
ul: uns32 :
u2: uns32 :
ud: uns32;

inon
a1

i1:int32 :
i2:1nt32 :
id:int32;

ril:real 32 :
r2:real 32 :
rd: real 32;

5.0;
-6.0;

begi n over| oadDeno;

Max( ul, u2, ud);
Max( i1, 12, id);
Max( rl, r2, rd);

st dout . put

(
“Max( ¢, ul, o,
“Max( “, i1, “,
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“pvax( “, rl, L %, r2, “ ) =, rd, nl
)

end over | oadDeno;

Program 13.20 Procedure Overloading Demonstration

ExerciseA. Compile and run this program. Include the output in your laboratory report.

Exercise B.Add an additional statement to the main program that attempts to compute the maximum of
an int32 andreal32 object (storing the result in ams32object). Compile the program angpéain the
results in your lab report.

Exercise C. Extend thi@lax macro so that it can handleal64objects in addition tons32, int32and
real32objects. Note that you will e to write arr64Max function as well as modify thdax macro (hint:
you will not be able to simply clone th@2Max procedure to achie this).

13.3.24 Multi-part Macros and RatASM (Rational Assembly)

While thetracemacro of the pndous section is ery nice and quite useful for daging purpose, it
does hge one major dmaback, you hee to eplicitly inserttracemacro ivocations into your source code
in order to tak adantage of this delyging fcility. If you hare an gisting program, into which you kia
not inserted antraceinvocations, it might be a bit offeft to instrument your program by inserting dozens
or hundreds ofraceinvocations into the programWouldn't it be nice if HLA code do this for you automat
ically?

Unfortunately HLA cannot automatically insettaceinvocations into your program for you. Wever,
with a little preparation, you can almost asei¢his goal.To do this, wedl define a special Domain Specifi
Embedded Languag&ée ‘Domain Specifi Embedded Languadesn pagel003) that defies some of
the high leel language statements found in HLA (similar to what appedrBriplementing the Standard
HLA Control Structureson pagel003. However, rather than simply mimic theisting control structures,
our nev control structures will also automatically inject some output statements into the codeaté@n
constant igrue. We'll call this DSELRatASM(after RatC which adds the same type of tracing features to
the C/C++ language).RatASMis short for RationaAssembly (note that the namRatASMandRatCare
derivations of RAFOR, Kernighan and PlaugsrRATional FORtran preprocessor).

RatASM works as follevs: rather than using statementselifWHILE..DO..ENDWHILE or
FOR..DO..ENDFOR, you use thewhile._do.._endwhileand _for.._do.._endformacros to do the same
thing. These macros essentiallypand into the equalent HLA high leel language statements. |If ttie-
ceOnconstant idrue, then these macros also emit some additional code to display the name of the control
structure and the corresponding line numtdre folloving sample program pvaes multi-part macros for
the_for and_while statements that support this tracing feature:

/1 Denonstration of multi-part nacros and the devel opnent
/1 of yet another debugging tool:

pr ogr am Rat ASMieno;
#i ncl ude( “stdlib.hhf” );

/1 The TRACE “nacro”.
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/1

//  Putting “trace;” at a point in an executabl e section of
I/ your programtells HLAto print the |ine nunber of that

// statement when it encounters the statement during program
/'l execution. Setting the “tracen” variable to true or false
/1 turns on and off the display of the trace |ine nunbers

// during execution.

/1

/1 Note that the “trace” object is actually a text constant
// that expands to the “tracestm” macro invocation. This

/1 saves you fromhaving to type “@inenunber” as a paraneter
// to every tracestnt invocation (see the text to | earn why
I/ you can't sinply bury “@inenunber” wthin the tracestnt
/1 macro body).

const tracen := true;

const trace:text := “tracestn( @val ( @i neNunber ))";
nacro tracestnt( Li neNunber );

# f( tracetn )
stdout. put( “trace(”, LineNunber, “)”, nl );
#endi f

endnacr o;

nmacro traceRat ASM Li neNunber, nsg );
# f( tracet )
stdout. put( msg, “: “, LineNunmber, nl );
#endi f
endnacr o;
/1 The “Rat ASM (rational assenbly) “FOR’' statenent.
;; Behaves just |ike the standard HLA FCR st at enent

/'l except it provides the ability to transparently
/1l trace the execution of FCR statements in a program

const for:text :=“? QurStnLineNunber := @i neNunber; raFor”;
macro raFor( init, expr, increment ):ForLi neNunber;
?For Li neNunber : = _Qur St nt Li neNunber ;

traceRat ASM _Qur St nt Li neNunber, “FCOR’ );
for( init; expr; increment ) do

traceRat ASM _Qur St mi Li neNunber, “for” );

keyword _do;
termnator _endfor;

endf or;
traceRat ASM _Qur St i Li neNunber, “endfor” );

endnacr o;
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/1 The “Rat ASM (rational assenbly) “WH LE' statenent.
/1

/1 Behaves just |ike the standard HLA WH LE st at errent
/'l except it provides the ability to transparently

// trace the execution of WHLE statenents in a program

const _while:text := “? _QurStntLi neNunber := @i neNunber; raWwile”;
nmacro rawil e( expr ): Wil eLi neNunber;
?Wii | eLi neNunber : = _CQur Stnt Li neNunber ;

traceRat ASM _Qur Stnt Li neNunber, “VH LE' );
whil e( expr ) do

traceRat ASM _Qur St mt Li neNunber, “while” );
keyword _do;
termnator _endwhil e;
endwhi | e;

traceRat ASM _Qur St nt Li neNunber, “endwhile” );

endnacr o;

// Normal variables and constants this program uses:

const
MaxEl enents : = 16;

static
i ndex: uns32;
i Array:int32[ MaxH enents ];

begi n Rat ASMieno;

trace;

nmov( 0, ebx );

_while( ebx < MaxEl enents ) _do
nov( MaxE enents, eax );
sub( ebx, eax );
assert( ebx < MaxH enents );
mov( eax, iArray[ ebx*4 ] );
inc( ebx );

_endwhi | e;

/1 Display the new array el ements (shoul d be MaxE enments downto 1):

stdout.put( nl, “Henents of iArray:”, nl, nl );
_for( nov( O, ebx ), ebx < MaxH enents, inc( ebx )) _do

assert( ebx in O..MuwxHE enents-1);
stdout.put( “iArray[“, (type uns32 ebx), “] =*“, iArray[ ebx*4], nl );

_endfor;
stdout.put( nl, “All done!”, nl, nl );
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end Rat ASMieno;

Program 13.21 Demonstration of RatASM _WHILE and _FOR Loops

ExerciseA. Compile and run this program. Include the output in your lab report. Note that some trace
messages display theiixtan uppercase while others display thekttie lowercase. Figure out the fiif-
ence between thesedwnessages and describe théedénce in your lab report.

Exercise B. Set thigaceOnconstant tdalse Recompile and run the program. Describe the output in
your lab report.

Exercise C. Using thewhileand_for definitions as a template, createrapeat.._untiRatASM state
ment and modify the main program by adding this statement (your choice what the loop will actually do).
Include the source code in your lab report. Compile and run the program withdeé®nconstant set to
true and then set tfalse Include the output of the program in your lab report.

13.3.25 Virtual Methods vs. Static Procedures in a Class

Class methods and procedures are generally interchangeable in a programceptieneoccurs with
polymorphism. If you hae a pointer to an object rather than a standard obgeiethle, the semantics of
method ersus procedure calls arefdient. In this eercise you will &plore those dferences.

pr ogr am Pol yMor phDeno;
#include( “stdlib.hhf” );

type
based ass: cl ass

procedure Oeate; returns( “esi” );
procedur e aProc;
et hod aMet hod;

endcl ass;

derivedd ass: class inherits( based ass )
override procedure Oreate;
override procedure aProc;

overri de nethod aMet hod;

endcl ass;

/1 Methods for the based ass cl ass type:

procedure based ass. O eate; @odi splay; @of rare;
begin Oreate;

stdout.put( “called based ass. reate”, nl );

push( eax );
if( esi =0 ) then

nov( mall oc( @ize( basedass ) ), esi );
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endi f;
nov( &based ass. _VMI_, this._pVM_ );
pop( eax );
ret();
end Oreate;
procedure based ass. aProc; @odi spl ay; @of rane;

begi n aProc;

stdout. put( “Called based ass.aProc” nl );
ret();

end aProc;

net hod based ass. aMet hod; @odi spl ay; @of r ang;
begi n aMet hod;

stdout. put( “Call ed based ass. aMet hod” nl );
ret();

end aMet hod;

/1 Methods for the derivedd ass cl ass type:

procedure derivedd ass. O eate; @odi splay; @ofrang;
begi n Oreate;

stdout.put( “called derivedd ass. Oeate”, nl );

push( eax );
if( esi =0 ) then

mov( malloc( @ize( deriveddass ) ), esi );
endi f;
nov( &derivedd ass. _VMI_, this._pVM_ );
pop( eax );
ret();
end Oeate;
procedure derivedd ass. aProc; @odi spl ay; @ofrang;

begi n aProc;

stdout.put( “Called derivedd ass.aProc” nl );
ret();

end aProc;

net hod derivedd ass. aMet hod; @odi spl ay; @of r ane;
begi n aMet hod;

stdout. put( “Call ed derivedd ass. aMet hod” nl );
ret();
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end aMet hod;

static
vnt ( based ass );
vt ( derivedd ass );
var
b: based ass;
d: derivedd ass;

bPtr: pointer to based ass;
dPtr: pointer to derivedd ass;

generic: pointer to based ass;
begi n Pol yMor phDeno;
// Deal with the b and d obj ects:
stdout. put( “Manipulating ‘b’ object:” nl );
b.eate();
b. aProc();
b. aMet hod() ;
stdout.put( nl “Manipulating ‘d object:” nl );
d.Oeate();
d. aProc();
d. aMet hod() ;
/1 Now work with pointers to the objects:
stdout. put( nl “Manipulating ‘bPtr’ object:” nl );
mov( based ass. Oreate(), bPtr ):
bPtr. aProc();
bPtr. aMet hod() ;
stdout.put( nl “Manipulating ‘dPtr’ object:” nl );
mov( derivedd ass. Oreate(), dPtr );
dPtr.aProc();
dPtr.aMet hod();
/| Denonstrate pol ymor phi smusing the ‘generic’ pointer.
stdout. put( nl “Manipul ating ‘generic’ object:” nl );
nmov( bPtr, generic );
generic.aProc();
generi c. aMet hod();
nov( dPtr, generic );

generic. aProc();
generi c. aMet hod() ;
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end Pol yMor phDeno;

Program 13.22 Polymorphism Demonstration

ExerciseA: Compile and run the program. Include the output in your lab report. Describe the output
and eplain why you got the output you did. Especiallypéain the output of thgeneric procedure and
method ivocations.

Exercise B:Add a second pointeraviable,generic2 whose type is a pointer tterivedClass Initialize
this pointer with the alue from thedPtr variable and imoke thedPtraProc procedure andPtraMethod
method. Run the program and include the output in your lab report. Exphithege procedure/method
invocations produce dérent output than the output from thenericprocedure and methodvimcations.

13.3.26 Using the _initialize_ and _finalize_ Strings in a Program

Although HLA does not prade a mechanism that automaticallyokes an objec$ constructors when
the procedure, iteratomethod, or program that contains the obgedgclaration lggns execution, you can
simulate this by using HLA _initialize_string. Likewise, HLA does not automatically call a class destruc
tor associated with an object when that object goes out of scope; still, you can simulate this by using the
_finalize_string. In this laboratoryxercise you will &periment with these twstring \alues.

Note: the follaving program demonstrates the use of a classitlefi macro that manipulates the
_initialize_string in order to automaticallyvoke a classtonstructar Adding a class destructor and modi
fying the \alue of the finalize_string is one of the agities you will do in this laboratoryxercise.

/1 Using _initialize_and _finalize_in a program

program I ni t Fi nal Deno;
#include( “stdlib.hhf” );

/1 Define a sinple class with a constructor and
// a nethod to denonstrate the use of the _initialize

/]l string.
type
_nyd ass: class
var
s:string;

procedure Oreate; returns( “esi” );
net hod put ;
met hod assi gn( theVal ue:string );

endcl ass;

// Define a “pseudo-type”. That is a macro that we use

/1 in place of the “_nydass” nane. In addition to actually
/1 defining the nacro name, this macro will nodify the

/1 _initialize_string so that the procedure/ programn what ever
/1 containing the object declaration does an autonatic call to
/1 the constructor.

nmacro nyd ass:thel D
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forward( thelD);
? initialize_:= _initialize_ + @tring:thelD + “.Oeate();";
thel D _nyd ass

endnacr o;

/1 Methods for the based ass cl ass type:

procedure _nyd ass. Oeate; @odi splay; @ofrang;
begi n Oreate;

push( eax );
if( esi =0 ) then

nmov( malloc( @ize( _nydass ) ), esi );

endi f;
nov( & nydass. _VMI_, this._pVWMI_ );

// Wthin the constructor, initialize the string
/1 to a reasonabl e val ue:

nov( str.a cpy( “* ), this.s);

pop( eax );
ret();

end Oreate;
net hod _nyd ass. assign( theVal ue:string ); @odi spl ay;
begi n assi gn;
push( eax );
Il First, free the current value of the s field.
strfree( this.s );

/1 Now make a copy of the paraneter val ue and point
Il the s field at this copy:

nmov( str.a cpy( theValue ), this.s );
pop( eax );
end assi gn;
met hod _nyd ass. put; @odi spl ay; @of rane;
begi n put;

stdout.put( this.s );
ret();

end put;
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static
vt ( _nyd ass );

var
nt: nyd ass;

begi n I nit Fi nal Deno;
stdout.put( “Initial value of nc.s = “*" );
ne. put () ;
stdout.put( “““* nl );

nc.assign( “Hello Wrld" );

stdout.put( “After nt.assign( ““Hello Wrld"” ), nc.s=""" );
ne. put () ;
stdout. put( ““““ nl );

end | nitFi nal Denv;

Program 13.23 Code for _initialize_/_finialize_ Laboratory Exercise

ExerciseA: compile and run this program. Include the output of this program in your laboratory report.
Explain the output you obtain (and, in particukxiplain why you get the output that you do). Spexifiy,
describe he this code automatically calls the constructor forrttoobject.

Exercise B: the myClasslass does not kia a destructorWrite a destructor for this class. Note that
class objects ha a string griable that is allocated on the hedjherefore, one of the tasks for this destruc
tor is to free the storage associated with that sti¥ieg. should also print a short message in the destructor to
let you knav that it has been called. Modify the main program toroalDestoy (Destoy being the con
ventional name for a class destructor) at gy end of the program.

For extra credit: this program assumes thatgfield alvays points at an object that has been allocated
on the heap. In the HLA Standard Library memory allocation module there is a function that will tell you
whether a pointer is pointing into the heap. Use this functioarify\thats contains a alid pointer you can
free before freeing the storage associated with this string plairtest this, try initializing the sdid with an
address that is not on the heap and then call the destructor tmsiedsponds.

Exercise C: modify thenyClassmacro so that the program automatically calls the destructor when the
object loses scopelo do this, you will need to modify thee of the finalize_string. Use thexasting
modification of the_initialize__string as a template (and, of course, look uw ko do this earlier in this
chapter). Include a sample run in your lab report aipthén what is happening andwdhe destructor is
activating.

Exercise D: using a macro to simulate automatic constructor and destructor calls is not a pagacea.
declaring the follwing and compiling your program angpdain what happens during the compilation:

* Declare a “pointer to myClass” variable.
* Declare a new type name which simply renames the “myClass” type.

Bonus exercise: declare an arraynofClassobjects. Syntactically the compiler should accept this.
Explain the problem with this declaration considering the purpose ofxhisige. Include a sample pro
gram with your lab report that demonstrates the problem when declaring armaySlassobjects.
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13.3.27 Using RTTI in a Program

Run-time type information (RT1) lets you determine the specifiype of a generic objecthis is quite
useful when you might need to do some special processing for certain objectshédvie gven type. In
this exercise you will see a simple demonstration ®TRin a generic program that demonstratew lyou
can use RTI to achieve this goal.

/1 Wsing RTTI in a program

progr am RTTI deno;
#include( “stdlib.hhf” );

/] Define sone classes so we can denonstrate RTTI:

type
based ass: cl ass

procedure Oeate; returns( “esi” );
procedur e aProc;
met hod aMet hod;
endcl ass;
derivedd ass: class inherits( based ass )
override procedure Oeate;
override procedure aProc;
override nethod aMet hod;
nmet hod dcNewMet hod;
endcl ass;
anot her Deri vedd ass: class inherits( based ass )
override procedure Oreate;
override procedure aProc;
overri de nethod aMet hod;

met hod adcNewMet hod;

endcl ass;

/****************************************************/

/1 Methods for the based ass cl ass type:

procedure based ass. Oreate; @odi spl ay; @of rane;
begin Oreate;

stdout. put( “called based ass. Geate”, nl );

push( eax );
if( esi =0) then

mov( mall oc( @ize( basedass ) ), esi );
endi f;

nov( &based ass. VM, this. _pVM_ );
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pop( eax );
ret();

end O eate;
procedure based ass. aProc; @odi spl ay; @ofrang;
begi n aProc;

stdout. put( “Call ed based ass.aProc” nl );
ret();

end aProc;

met hod based ass. aMet hod; @odi spl ay; @of r ane;
begi n aMet hod;

stdout. put( “Called based ass. aMet hod” nl );
ret();

end aMet hod;

/****************************************************/

/1 Methods for the derivedd ass class type:

procedure derivedd ass. Oeate; @odispl ay; @ofrane;
begi n Oeate;

stdout.put( “called derivedd ass. Oeate”, nl );

push( eax );
if( esi =0 ) then

mov( mall oc( @ize( deriveddass ) ), esi ):
endi f;
nov( &derivedd ass. _VMI_, this. _pVM_ );
pop( eax );
ret();
end Oeate;
procedure derivedd ass. aProc; @odi spl ay; @ofrane;

begi n aProc;

stdout.put( “Called derivedd ass.aProc” nl );
ret();

end aProc;

net hod derivedd ass. aMet hod; @odi spl ay; @of r ane;
begi n aMet hod;

stdout. put( “Called derivedd ass. aMet hod” nl );
ret();

end aMet hod;
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net hod derivedd ass. dcNewMet hod; @odi spl ay; @of r ane;
begi n dcNewMet hod;

stdout. put( “Called derivedd ass. dcNew\et hod” nl );
ret();

end dcNewMet hod;

/****************************************************/

/1 Methods for the anotherDerivedd ass cl ass type:

procedur e anot her Derivedd ass. Create; @odi spl ay; @of rane;
begin Oreate;

stdout. put( “called anot herDerivedd ass. Oeate”, nl );

push( eax );
if( esi =0 ) then

nmov( mall oc( @ize( anotherDeriveddass ) ), esi );
endi f;
nov( &anot her Derivedd ass. _VMI_, this._pVMI_ );
pop( eax );
ret();
end Oeate;
procedur e anot her Deri vedd ass. aProc; @odi spl ay; @of rane;

begi n aProc;

stdout. put( “Call ed anot herDerivedd ass. aProc” nl );
ret();

end aProc;

nmet hod anot her Deri vedd ass. aMet hod; @odi spl ay; @of r ane;
begi n aMet hod;

stdout. put( “Call ed anot her Deri vedd ass. aMet hod” nl );
ret();

end aMet hod;

net hod anot her Deri vedd ass. adcNewMet hod; @odi spl ay; @of r ane;
begi n adcNewMet hod;

stdout. put( “Call ed anot her Deri vedd ass. adcNewMet hod” nl );
ret();

end adcNew\et hod;
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/****************************************************/

static
vnt ( based ass );
vt ( derivedd ass );
vt (- anot her Deri vedd ass );
bc: based ass;
dc: derivedd ass;
dc2: anot her Deri vedd ass;
pbc: pointer to based ass;
/1 Randomy sel ect one of the above class variabl es and
// return its address in EAX
procedur e randonSel ect

(

var b: based ass;
var d:derivedd ass;
var a: anot her Deri vedd ass
@odi spl ay; returns( “eax” );
begi n randonsel ect ;
/1 Get a pseudo-random nunber between zero and two and
/1 use this value to select one of the addresses passed

/1 in as a paraneter:

rand. urange( 0, 2 );
if( al ==0) then

nov( b, eax );
elseif( al =1 ) then

mov( d, eax );
el se

nmov( a, eax );
endi f;

end randongel ect ;

begi n RTTI deno;

/1 \Warning: This code only works on Pentium and

/1 conpatible chips that have an enabl ed RDTSC

[l instruction. |f your CPU doesn’t support this,

/1 you will have to replace this code w th somet hi ng

I/ else. (Suggestion: read a value fromthe user

// and call rand.uniformthe specified nunber of tinmes.)
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rand. r andom ze() ;

// Ckay, initialize our class objects:
bc. Create();

dc. Create();

dc2. Greate();

// Denonstrate calling a conmon nethod for each of these
/1] objects:

bc. aMet hod() ;
dc. aMet hod() ;
dc2. aMet hod() ;

/1 Randomy sel ect one of the objects and use RTTI to
/1 exactly deternine which one we want:

for( nov( O, ecx ); ecx < 10; inc( ecx )) do
/1 Do the random sel ecti on:
nov( randonSel ect( bc, dc, dc2), pbc );

/1l Print a separator:

st dout . put
(

nl

nl
)s

/l Call aProc just to verify that this is a based ass vari abl e:
pbc. aProc();

/1 Call aMethod to display the actual type:

pbc. aMet hod() ;

/1 Ckay, use RTTI to deternine the actual type of this object
/1 and call a method specific to that type (if appropriate)

/1 to denonstrate RTTI.

nov( pbc, eax );

/1 1f the object’s VM pointer field contains the address of
/1 derivedd ass’ VM, then this nust be a derivedd ass obj ect.

if( (type based ass [eax])._pVMI_ = &derivedd ass. _VMI_ ) then
(type derivedd ass [eax]).dcNewnet hod();

/1 If the object’s VMI pointer field contains the address of

/1 anot herDerivedd ass’ VMI, then this nust be an

/1 anot her Deri vedd ass obj ect.

el sei f ((type based ass [eax])._pVMI_ = &anot her Deri vedd ass. _VMI_ ) then
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(type derivedd ass [eax]).dcNewnet hod();

/1 1f the object’s VMI pointer field contains the address of
/1 based ass’ VM, then this must be a based ass obj ect.

el seif( (type based ass [eax])._pVMI_ = &based ass. _VMI_ ) then
st dout . put
(

“This is the base class, there are no special nethods”
nl

);
/1 This case shoul d never happen...
el se
stdout. put ( “Whoa! Sonmething weird is going on...” nl );
endi f;
endf or;

end RTTI deno;

Program 13.24 Code for RTTI Laboratory Exercise

ExerciseA: Run this program and include the output in your laboratory report. Explain the results that
you're getting.

Exercise B: Run the program a second time. Is the output the same &st tua? If not, xplain this
in your laboratory report.

Optional: If your CPU does not support the RDTSC instruction, modifyahdomSeledunction to
read a “random” &lue from the user in order to neathe selection.
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