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Lexical Nesting Chapter Five

5.1

Chapter Overview

This chapter discusses nested procedures and the issues associated with calling such procedure and
accessing localariables in nested procedures. Nesting procedufes #iLA users a modicum ofilit-in
information hiding support.Therefore, the material in this chapter ewimportant for those anting to
write highly structured codeThis information is also important to those whanwto understand koblock
structured high kel languages li& Rascal and\da operate.

5.2

Lexical Nesting, Static Links, and Displays

In block structured languagesedilascat it is possible to nesprocedures and functions. Nesting one
procedure within another limits the access to the nested procedure; you cannot access the nested procedure
from outside the enclosing procedure. dwifise, \ariables you declare within a procedure are visible inside
that procedure and to all procedures nested within that proéemh'reis the standard block structured-lan
guage notion of scopéhat should be quitemiliar to ayone who has writtenad3cal oAda programs.

There is a good deal of compiy hidden behind the concept of scope, aidal nesting, in a block
structured languag&Vhile accessing a locahviable in the current agtition record is ditient, accessing
global ariables in a block structured language candrg ineficient. This section will describe koa high
level language lik Rascal deals with non-local iden¢ifs and he to access globalaviables and call
non-local procedures and functions.

5.2.1

Scope

Scope in most high el languages is a static, or compile-time cor?t@rtope is the notion of when a
name is visible, or accessible, within a progradis ability to hide names is useful in a program because it
is often comenient to reuse certain (non-descxipjinamesThei variable used to control most FOR loops
in high level languages is a perfectanple.

The scope of a name limits its visibility within a prograrhat is, a program has access tadable
name only within that nam&’scope. Outside the scope, the program cannot access that nam@rdlan
gramming languages, BkRascal and C++, al@ you to reuse identéis if the scopes of those multiple uses
do not werlap.As youVve seen, HLA praides scoping features for itanables.There is, hwever, another
issue related to scopaddress bindingandvariable lifetime Address binding is the process of associating a
memory address with aakiable nameVariable lifetime is that portion of a programéecution during
which a memory location is bound to ariable. Consider the folldng Pascal procedures:

procedure One(Entry:integer);
var
i,j:integer;
procedure Two(Parm i nteger);
var j:integer;
begi n

for j:=0to 5 do witeln(i+);

1. Note that C and C++ are not block structured languages. Other block structured languages include Algol, Ada, and Mod-
ula-2.

2. Subject, of course, to the limitation that you not reuse the identifier within the nested procedure.

3. There are languages that support dynamic, or run-time, scope; this text will not consider such languages.
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if Parm< 10 then One(Parm+l);
end,
begi n {One}
for i :=1to 5 do Two(Entry);

end;

Figure 5.1shavs the scope of ident#fisOne Two, Entry i, j, andParm. The local \ariablej in proce
dureTwo masks the ident#rj in procedurénefor statement inside proceduleo.

One:

Two:

locals in Two: J, Parm
Globals in Two: I, Entry, One

Locals in One: Entry, 1, J, Two

Figure 5.1 Lexical Scope for Variables in Nested Pascal Procedures

5.2.2 Unit Activation, Address Binding, and Variable Lifetime

Unit activation is the process of calling a procedure or functibme combination of an agttion
record and somexecuting code is considered gnstance of a routine When unit actiation occurs a reu
tine binds machine addresses to its localables Address binding (for localariables) occurs when the
routine adjusts the stack pointer to maikom for the localariablesThe lifetime of thoseariables is from
that point until the routine desyr® the actiation record eliminating the locahsiable storage.

Although scope limits the visibility of a name to a certain section of code and does walwlacate
names within the same scope, this does not mean that there is only one address bound to a name. It is quite
possible to hee seeral addresses bound to the same name at the same time. Considene rgoosiure
call. On each aatation the procedureuidds a nev activation record. Since the pieus instance stilbasts,
there are n@ two activation records on the stack containing locaiables for that procedur&s additional
recursve actvations occurthe system tilds more actiation records each with an address bound to the
same nameTo resole the possible ambiguity (which address do you access when operating ani-the v
able?), the systemvahys manipulates theaxiable in the most recent agttion record.

Note that procedurg3neandTwoin the pr&ious section are indirectly recwsi That is, thg both call
routines which, in turn, call themselAssuming the parameter @neis less than 10 on the initial call, this
code will generate multiple aeétion records (and, therefore, multiple copies of the lomaables) on the
stack. r example, were you to issue the caDne(9) the stack wuld look like Figure 5.2upon fist
encountering the end associated with the procebvoe
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Previous Stack Content

9
One(9) parameter

Return Address<

Saved EBP Value

"I" Local Variable One Activation Recort

"J" Local Variable

9 Two(9) parameter

Return Address

Saved EBP Value Two Activation Recorc

"J" Local Variable

10 One(9+1) parametel

Return Address

Saved EBP Value One Activation Recorc

"I'" Local Variable

"J" Local Variable
10

Two(9+1) parameter

Return Address

Saved EBP Value Two Activation Recorc

"J" Local Variable

Figure 5.2 Activation Records for a Series of Recursive Calls of One and Two

As you can see, there arevemal copies of andJ on the stack at this point. Procediieo (the cur
rently executing routine) wuld access in the most recent agttion record that is at the bottomFifjure
5.2 The preious instance ofwo will only access theariableJ in its actvation record when the current
instance returns t®neand then back téwo.

The lifetime of a wariables instance is from the point of aettion record creation to the point of aeti
tion record destruction. Note that thesfiinstance o above (the one at the top of the diagrama)chas
the longest lifetime and that the lifetimes of all instancekavErlap.

5.2.3

Static Links

Pascal will allav procedureTwo access taéin procedureOne. However, when there is the possibility of
recursion there may bevazal instances ofon the stack. #&cal, of course, will only let procedurero
access the most recent instance ¢ri the stack diagram iRigure 5.2 this corresponds to thalue of/in
the actvation record that lggns with"One(9+1) parameter.” The only problem ifiow do you know wheito
find the activationecod containing/?
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A quick, kut poorly thought out answer, is to simply index backwards into the stack. After all, you can easily
see in the diagram above thaits at offset eight fronTwo’s activation record. Unfortunately, this is not
always the case. Assume that procedimeealso calls procedurBwvoand the following statement appears
within procedureéOne

If (Entry <5) then Three(Entry*2) el se Two(Entry);

With this statement in place,stuite possible to ke two different stack frames upon entry into proce
dureTwo: one with the actiation record for proceduiehreesandwiched betweddneandTwo’s activation
records and one with the agttion records for procedur€neand Two adjacent to one anotheClearly a
fixed ofset fromTwo’s activation record will not alays point at thé variable onOne's most recent acté-
tion record.

The astute reader might notice that theesdsEBP walue inTwo’s activation record points at the caller’
activation recordYou might think you could use this as a pointe®tee’s activation record. But this scheme
fails for the same reason thgefil ofset techniquedils. EBPS old \alue, the dynamic linkpoints at the
caller’s actvation record. Since the caller ismecessarily the enclosing procedure the dynamic link might
not point at the enclosing procedsractvation record.

What is really needed is a pointer to the enclosing procedactiation record. May compilers for
block structured languages create such a poitmestatic link Consider the follwing Pascal code:

procedure Parent;
var i,j:integer;

procedure Childi;

var j:integer;
begi n
for j :=0to 2 do witeln(i);
end {Chil di};
procedure Chil d2;
var i:integer;
begi n
for i :=0to 1 do Childi;
end {Chil d2};

begi n {Parent}

Chi | d2;
Chi | d1;

end;

Just after enterin@hild1 for the fist time, the stack auld look like Figure 5.3 WhenChild1 attempts
to access theaviablei from Parent, it will need a pointerthe static link, taParent’s activation record.
Unfortunately there is no way for Child1, upon entryto figure out on i ovn whereParent’s activation
record lies in memonylt will be necessary for the calle€lfild2 in this xample) to pass the static link to
Child1. In general, the callee can treat the static link as just another parameter; usually pushed on the stack
immediately beforexecuting the CALL instruction.
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Previous Stack Contents

Activation record for Parent

Activation record for Child2

Activation record for Child1

Figure 5.3 Activation Records After Several Nested Calls

To fully understand he to pass static links from call to call, you musstfunderstand the concept of a
lexical level. Lexical levels in Rscal correspond to the static nestingele of procedures and functions.
Most compiler writers specify ¥elevel zero as the main prograifhat is, all symbols you declare in your
main program st at le level zero. Procedure and function names appearing in your main program defi
lex level one,no matter how many pcedues or functions appear in the mairnogram They all begin a
new copy of lex level one. IBr each leel of nesting, Bscal introduces a wdex level. Figure 5.4shaws this.

t:_f /ﬂ |:| Lex Level Zero

|:| Lex Level One

Lex Level Two

Note: Each rectangle
represents a procedure
or function.

Figure 5.4 Procedure Schematic Showing Lexical Levels

During execution, a program may only acceasiables at a Jelevel less than or equal to therés of the
current routine. Furthermore, only one setaifres at angiven lex level are accessible atyanne timé and
those walues are a&lays in the most recent agition record at that elevel.
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Before worrying about hw to access non-locahviables using a static link, you need tufe out hw
to pass the static link as a parameéfghen passing the static link as a parameter to a prograr(ptwie
dure or function), there are three types of calling sequencexty about:

» A program unit calls a childgorocedure or function. If the current lex level is n, then a child
procedure or function is at lex level n+1 and is local to the current program unit. Note that most
block structured languages do not allow calling procedures or functions at lex levels greater
than n+1.

A program unit calls a pegsrocedure or function. A peer procedure or function is one at the
same lexical level as the current caller and a single program unit encloses both program units.

* A program unit calls an ancestprocedure or function. An ancestor unit is either the parent
unit, a parent of an ancestor unit, or a peer of an ancestor unit.

Calling sequences for the first two types of calls above are very simple. For the sake of this example,
assume the activation record for these procedures takes the generic form in Figure 5.5.

Previous Stack Contents

Parameters

Static Link

Return Address

Dynamic Link (Old BP)

Local variables

Any Registers Saved on Stack

Figure 5.5 Generic Activation Record

When a parent procedure or function calls a child program unit, the static link is nothing more than the
value in the EBP gaster immediately prior to the callherefore, to pass the static link to the child unit, just
push EBP beforexecuting the call instruction:

<Push G her Paraneters onto the stack>
push( ebp );
call Childunit;

Of course the child unit can process the static link on the stack pistrijkother parameter. In this case, the
static and dynamic links are exactly the same. In general, however, this is not true.

If a program unit calls a peer procedure or function, the current value in EBP is not the static link. It is a
pointer to the caller’s local variables and the peer procedure cannot access those variables. However, as
peers, the caller and callee share the same parent program unit, so the caller can simply push a copy of its

4. There is one exception. If you haveainterto a variable and the pointer remains accessible, you can access the data it
points at even if the variable actually holding that data is inaccessible. Of course, in (standard) Pascal you cannot take the
address of a local variable and put it into a pointer. However, certain dialects of Pascal (e.g., Turbo) and other bil@zk struct
languages will allow this operation.
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static link onto the stack before calling the peer procedure or fundtinfollonving code will do this
assuming the current procedurstatic link is on the stack immediately ebahe return address:

<Push G her Paraneters onto the Stack>
pushd( [ebp+8] );
call Peerlnit;

Calling an ancestor is a little more compl# you are currently at Jelevel n and you wish to call an
ancestor at belevel m (m < n), you will need to tvarse the list of static links to ffid the desired asttion
record.The static links form a lisbf activation records. By follwing this chain of actiation records until it
ends, you can step through the most recentaicin records of all the enclosing procedures and functions
of a particular program unithe stack diagram iRigure 5.6shaws the static links for a sequence of proce
dure calls statically nested/éi lex levels deep.

Lex Level O

Lex Level 1

Lex Level 2 Eac h box represents an
activation record.

Each arrow represents
a static link.

Lex Level 3

Lex Level 3

Lex Level 4

Lex Level 5

RLIRERIRIR

Lex Level 5

Lex Level 5

Figure 5.6 Static Links

If the program unit currentlyxecuting at I& level five wishes to call a procedure at level three, it
must push a static link to the most recentlyvatéid program unit atXdevel two. In order to fid this static
link you will have totraveise the chain of static links. If you are akleevel n and you vant to call a proce
dure at l& level m you will have to traverse (n-m)+1 static link3he code to accomplish this is

// Qurrent lex level is 5. This code |ocates the static link for,
/1 and then calls a procedure at lex level 2. Assune all calls are
/] near:

<Push necessary paranet er s>

mov( [ebp+8], ebx ); // Traverse static link to LL 4.

nov( [ebx+8], ebx ); [// To Lex Level 3.

nov( [ebx+8], ebx ); [// To Lex Level 2.

pushd( [ebx+8] ); /1 Ptr to nost recent LL 1 activation record.
call ProcAtLL2;
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5.2.4 Accessing Non-Local Variables Using Static Links

In order to access a non-localriable, you must tkeerse the chain of static links until you get a pointer
to the desired ast@tion recordThis operation is similar to locating the static link for a procedure call out
lined in the preious section, xcept you traerse only n-m static links rather than (n-m)+1 links to obtain a
pointer to the appropriate agition record. Consider the folling Pascal code:

procedure Quter;
var i:integer;

procedure M ddl e;
var j:integer;

procedure | nner;
var k:integer;
begi n

k :=3;
witeln(i+ +k);

end,
begi n {n ddl e}
j =2
witeln(i+);
| nner;
end; {m ddl e}
begin {Quter}

i =1
M ddl e;

end; {Quter}

Thelnnerprocedure accesses global variables at lex levebndln-2 (where nis the lex level of thénner
procedure). ThéMiddle procedure accesses a single global variable at lex level(wh&re mis the lex
level of procedurd/iddle). The following HLA code could implement these three procedures:

procedure I nner; @odisplay; @ofrane;

var
k:int32;
begi n I nner;
push( ebp );
nov( esp, ebp );
sub( _vars_, esp); /1 Nake roomfor K.
mov( 3, k); /1 Initialize k.
nov( [ebp+8], ebx ); // Static link to previous |lex |evel.
nov( [ebx-4], eax ); /1 Get j's value.
add( k, eax ); /1 Add in k’s val ue.
nmov( [ebx+8], ebx ); /1 Get static link to Quter’s activation record.
add( [ebx-4], eax ); /1 Add ini’s value to sum
stdout. puti ( eax ); /1 D splay the sum

stdout . new n();

nov( ebp, esp); // Standard exit sequence.
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pop( ebp );
ret( 4); /1 Renoves the stack link fromthe stack.

end | nner;

procedure Mddl e; @odisplay; @ofrang;

var
jint32;
begin M ddl e;
push( ebp );
nov( esp, ebp );
sub( _vars_, esp); /1 Make roomfor j.
mv( 2, j ); /1l Initialize j.
nmov( [ebp+8], ebx ); /l Get the static |ink.
mov( [ebx-4], eax ); /l Get i’'s value.
add( j, eax ); /1 Conpute i+.
stdout.put( eax, nl ); [// Dsplay their sum
push( ebp ); // Static link for inner.
call Inner;
nmov( ebp, esp ); /1 Standard exit sequence
pop( ebp );
ret( 4); /1 Renoves static link from stack.
end Mddl e;

procedure Quter; @odisplay; @ofrang;

var
i:int32;
begin Quter;
push( ebp );
nmov( esp, ebp );
sub( _vars_, esp); /1 Nake roomfor i.
mv( 1, i ); /1 Gve i aninitial value.
push( ebp ); // Static link for mddl e.
call Mddl e;
mov( ebp, esp ); /1 Renove |ocal variabl es
pop( ebp );
ret( 4); // Renoves static |ink.
end Quter;

Note that as the ddrence between theddevels of the actiation records increases, it becomes less and
less eficient to access globahriablesAccessing globalariables in the prkéous actvation record requires
only one additional instruction per access, a & levels you need tw additional instructions, etc. If you
analyze a lage number of &cal programs, you willrfd that most of them do not nest procedures and func
tions and in the ones where there are nested program unjtsatbly access globahviablesThere is one
major exception, havever. Although Rascal procedures and functions rarely access l@@bles inside
other procedures and functions \thieequently access globaariables declared in the main program. Since
such \ariables appear atddevel zero, access to suchriables wuld be as indiftient as possible when
using the static linksTo sole this minor problem, most 80x86 based block structured languages allocate
variables at ke level zero directly in the SATIC seggment and access them directly
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5.2.5 Nesting Procedures in HLA

The example in the pndous treats the procedures, syntactically non-nested procedures and relies
upon the programmer to manual handle thxé&d nesting. A severe dravback to this mechanism is that it
forces the programmer to manually compute tligetd of non-localariables.Although HLA does not pro
vide automatic support for static links, HLA does wllas to nest procedures and ydes some com
pile-time functions to help us calculatdsafts into non-global aetition records. Furthermore, we can treat
the static link as a parameter to the procedures, so we ltwe’ to refer to the static link using address
expressions lik "[ebx+8]".

Like Rascal, HLA lets you nest procedurééou may insert a procedure in the declaration section of
another procedurelhe Inney Middle, and Outer procedures of thepoes section could va been written
in a fashion lile the follaving:

procedure Quter; @odisplay; @ofrane;
var
i:int32;

procedure Mddl e; @odi spl ay; @ofrare;
var
jint32;

procedure | nner; @odi splay; @ofrane;
var

k:int32;
begi n | nner;

<< Code for the Inner procedure >>
end | nner;
begin M ddl e;
<< code for the Mddl e procedure >>
end M ddl e;
begin Quter;
<< code for the Quter procedure >>
end Quter;

There are tw advantages to this scheme:

1. The identifiednneris local to theMiddle procedure and is not accessible outéitigdle (not even
to Outern); similarly, the identifieMiddleis local toOuterand is not accessible outsi@eter. This
information hiding feature lets you prevent other code from accidentally accessing these nested
procedures, just as for local variables.

2. The local identifiers andj are accessible to the nested procedures.

Before discussing how to use this feature to access non-local variables in a more reasonable fashion
using static links, let’s also consider the issue of the static link itself. The static link is really nothing more
than a special parameter to these functions, therefore we can declare the static link as a parameter using
HLA's high level procedure declaration syntax. Since the static link must always be at a fixed offset in the
activation record for all procedures, the most reasonable thing to do is always make the stack link the first
parameter in the Ii3t this ensures that the static link isvays found at déet "+8" in the actiation record.

Here’s the declarations abe with the static links added as parameters:

procedure Quter( outerStaticLink:dword ); @odisplay; @ofrane;
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var
i:int32;

procedure Mddl e( niddleStaticLink:dword ); @odisplay; @ofrang;
var
jint32;

procedure Inner( innerStaticLink:dword ); @odisplay; @ofrane;
var

k:int32;
begi n I nner;

<< Code for the Inner procedure >>
end | nner;
begin M ddl e;
<< code for the Mddl e procedure >>
end Mddl e;
begin Quter;
<< code for the Quter procedure >>
end Quter;

All that remains is to discuss Wwane references non-local (automatiajigbles in this codeAs you
may recall from the chapter on Intermediate Procedurgslime Four, HLA references localariables and
parameters using an addregpression of the form "[ebpxsiet]" where dset represents thefsét of the
variable into the aatation record (parameters typicallyeaa positie ofset, local ariables hee a ngative
offset). Indeed, we can use the HLA compile-time fgaiffunction to access thanables without hang
to manually fjure out the ariables of'set in the actiation record, e.g.,

nmov( [ebp+@ffset( i )], eax );

The statement abe is semantically equivalent to

nov( i, eax );

assuming, of course, thiais a local variable in the current procedure.

Because HLA automatically associates the EBP register with local variables, HLA will not allow you to
use a non-local variable reference in a procedure. For example, if you tried to use the statement
"mov( i, eax );" in procedurénner in the &kample abwe, HLA would complain that you cannot access
non-local in this mannefThe problem is that HLA associates EBP with automatiables and outside the
procedure in which you declare the locatigable, EBP does not point at the eation record holding that
variable. Hence, the instruction "mr(d, eax );" inside thénner procedure wuld actually loak into EAX,
noti (becausé is at the same fsfet inInner’s activation record asin Outer’s activation record).

While it's nice that HLA preents you from making the misglof such an iligal reference, theatt
remains that there needs to be sorag wf referring to non-local identdis in a procedure. HLA uses the
following syntax to reference a non-local, automateiable:

regsy::identifier

5. Assuming, of course, that you're using the default Pascal calling convention. If you were using the CDECL or STDCALL
calling convention, you would always make the static link the last parameter in the parameter list.
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regs, represents anof the 80x86's 32-bit general purpose registersideditifieris the non-local identifier

you wish to access. HLA substitutes an address expression of the forgg+@exfset(identifier)]" for this
expression. Given this syntax, we can now rewrite the Inner, Middle, and Outer example in a high level
fashion as follows:

procedure Quter( outerStaticLink:dword ); @odisplay;
var
i:int32;

procedure Mddl e( mddleStaticLink:dword ); @@odi spl ay;

var
jint32;
procedure | nner( innerStaticLink:dword ); nodisplay;
var
k:int32;
begi n I nner;
mov( 3, k); /1 Initialize k.
nov( innerStaticLink, ebx ); // Static link to previous lex |evel.
mov( ebx::j, eax ); // Get j’s value.
add( k, eax ); /1 Add in k's val ue.
/1 Get static link to Quter’s activation record and
/1l add in i’s val ue:
mov( ebx::outerStaticLink ebx );
add( ebx::i, eax );
// Display the results:
stdout. puti ( eax ); /1 Display the sum
stdout . new n();
end | nner;
begin M ddl e;
mv( 2, | ); I/ Initialize j.
nov( mddl eStaticLink, ebx ); // Get the static link.
nov( ebx::i, eax ); // Get i’s value.
add( j, eax ); /] Conpute i+.
stdout. put ( eax, nl ); /1 Display their sum
Inner( ebp ); /!l Inner's static link is EBP.
end Mddl e;
begin Quter;
nov( 1, i ); // Gve i an initial value.
M ddl e( ebp ); /1 Static link for mddle.
end Quter;

This exkample preides only a small indication of theornk needed to accesanables using static links.
In particular accessing@ebx::iin the Inner procedure \&s simplifed by the dct that EBX already cen
tainedMiddle’s static link. In the typical case,stgoing to tak one instruction for eachxdevel the code
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traverses in order to access &ggi non-local automaticaviable. While this might seem bad, in typical pro
grams you rarely access non-locatigbles, so the situation doetsarrive often enough to evry about.

HLA does not preide huilt-in support for static links. If you are going to use static links in yow pro
grams, then you must manually pass the static links as parameters to your procedures (i.e., HLA weill not tak
care of this for you) While it is possible to modify HLA to automatically handle static links for you, HLA
provides a diferent mechanism for accessing non-lo@alables - the displaylo learn about displaysekp
reading...

5.2.6

The Display

After reading the prgous section you might get the idea that one shouldrmese non-localariables,
or limit non-local accesses to thosgiables declared atddevel zero After all, it's often easy enough to put
all shared griables at ke level zero. If you are designing a programming language, you can adopt the C lan
guage designes’ philosoply and simply not pnade block structure. Such compromises turn out to be
unnecessanfhere is a data structure, ttisplay that proides eficient access to gnset of non-local ari-
ables.

A display is simply an array of pointers to &ation recordsDisplay[0] contains a pointer to the most
recent actiation record for le level zero,Display[1] contains a pointer to the most recentwvation record
for lex level one, and so oAssuming yowe maintained th®isplayarray in the current SNTIC seggment
it only takes two instructions to accessyanon-local ariable. Pictoriallythe display wrks as shan in Fig-
ure 5.7

Lex Level O

Lex Level 1

Display Lex Level 2

Lex Level 3

Lex Level 3

1\

Lex Level 4

OO WNEO

?2?7?? Lex Level 5

Lex Level 5

Lex Level 5

Figure 5.7 The Display

Note that the entries in the displayays point at the most recent aation record for a procedure at
the given lex level. If there is no acte actvation record for a particularidevel (e.g., l& level six abee),
then the entry in the display contairelgage.

The maximum Igical nesting leel in your program determineswaanary elements there must be in the
display Most programs hee only three or four nested procedures (if thatypao the display is usually
quite small. Generallyou will rarely require more than 10 or so elements in the display
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Another adantage to using a display is that eachviaial procedure can maintain the display infor
mation itself, the caller need not getaitved. When using static links the calling code has to compute and
pass the appropriate static link to a procedure. Not only is this kb the code to do this must appear
before @ery call. If your program uses a displdlye callee, rather than the calleraintains the display so
you only need one cgmf the code per procedure.

Although maintaining a single display in the/STC sggment is easy andfafient, there are avesitu-
ations where it doesimvork. In particularwhen passing procedures as parameters, the siuglalisplay
doesnt do the job So for the general case, a solution other than a static array is nec&bsaejore, this
chapter will not go into the details ofwado maintain a static display since there are some problems with
this approach.

Intel, when designing the 80286 microprocesstudied this problemevy carefully (becauseaBcal
was popular at the time and yheanted to be able tofefiently handle Bscal constructs)They came up
with a generalized solution thaibvks for all cases. Rather than using a single display in a stgtiesg
Intel's designers decided toveaeach procedure carry around igndocal coy of the display The HLA
compiler automatically tilds an Intel-compatible display at thegning of each procedure, assuming you
don't use the @NODISPLA procedure optionAn Intel-compatible display is part of a procedsrattva-
tion record and tads the form shaen in Figure 5.8

Previous Stack Content$

Parameters (if ay)

Return Address

Dynamic Link
(previous EBP value) < EBP

Display[0]

Display[1]

Display[n]

Local Variables (if ap)

94——ESP

Figure 5.8 Intel-Compatible Display in an Activation Record

If we assume that theXdevel of the main program is zero, then the display fovargprocedure atxe
level n will containn+1 double vord elementsDisplay[0] is a pointer to the astition record for the main
program Display[1] is a pointer to the asfition record of the most recently aetied procedure atidevel
one. Etc. Display[n] is a pointer to the current procedwgr&ctvation record (i.e., it contains thalue
found in EBP while this procedurgexutes). Normallythe procedure auld never access elementof Dis-
play since the procedure can indeff EBP directly; Hovever, as youll soon see, wdl'need theDisplay[n]
entry to luild displays for procedures at highex levels.
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One importantdct to note about the Intel-compatible display arrag:gtements appear backmes in
memory Remembetthe stack gnos davnwards from high addresses tovladdresses. If you stuéygure
5.8for a moment youl discover thatDisplay[0] is at the highest memory address &isplay[n] is at the
lowest memory addressxactly the opposite for standard arragarization. It turns out that wikalways
access the display using a constafgetf so this neersal of the array ordering is no big de@le’ll just use
negative of'sets fromDisplay[0] (the base address of the array) rather than the usualpadiiets.

If the @NODISPLA procedure option is not present, HLA treats the display as a predeclared local
variable in the procedure and inserts the name "_display_" into the symbolTthblefset of the display
variable in the actation record is the et of theDisplay[0] entry inFigure 5.8 Therefore, you can easily
access an element of this array at run-time using a statenent lik

nov( _display [ -/exLevel*4 ], ebx );

The "*4" component appears becausksplay_is an array of double worddexLevelmust be a constant

value that specifies the lex level of the procedure whose activation record you'd like to obtain. The minus
sign prefixing this expression causes HLA to index downwards in memory as appropriate for the display
object.

Although it's not that difficult to figure out the lex level of a procedure manually, the HLA compile-time
language provides a function that will compute the lex level of a given procedure for you — the @LEX func-
tion. This function accepts a single parameter that must be the name of an HLA procedure (that is currently
in scope). The @LEX function returns an appropriate value for that function that you can use as an index
into the_display_array Note that @LEX returns one for the main prograno, fiov procedures you declare
in the main program, three for procedures you declare in procedures you declare in the main program, etc. If
you are writing a unit, all procedures you declare in that uvist at le level two.

The following program is aariation of the Inner/Middle/Outexample yowe seen prgously in this
chapter This example uses displays and the @LEX function to access the non-local auta@riabteg:

program D spl ayDenv;
#incl ude( "stdlib.hhf" )

macro Display( proc );
_display [ -@ex( proc ) * 4]
endnacr o;

procedure Quter;
var
i:int32;

procedure M ddl e;
var
jint32;

procedure | nner;
var
k:int32;
begi n I nner;
nmov( 4, k);
nov( Display( Mddle ), ebx );
nov( ebx::j, eax ); // Get j's value.
add( k, eax ); /1 Add in k's val ue.

/] CGet static link to Quter's activation record and
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// add in i's val ue:

nov( Display( Quter ), ebx );
add( ebx::i, eax );

/1 Dsplay the results:

stdout. puti 32( eax ); // Display the sum
stdout. new n();
end | nner;
begin M ddl e;
mov( 2, | ); [/ Initialize j.
mov( Display( Quter ), ebx ); // Get the static |ink.
nov( ebx::i, eax ); /1l Get i's value.
add( j, eax ); /1 Conpute i+.
stdout. puti 32( eax ); // Display their sum
st dout . new n();
I nner();
end M ddl e;
begin Quter;
mv( 1, i ); // Qve i an initial value.
M ddl e(); /1l Static link for mddle.
end Quter;

begi n D spl ayDeno;
Quter();

end D spl ayDeno;

Program 5.1  Demonstration of Displays in an HLA Program

Assuming you do not attach the @NODISRLArocedure option to a procedure you write in HLA,
HLA will automatically emit the code (as part of the standard entry sequenceldta bisplay for that pro
cedure. Up to this chapterone of the programs in thisctehave used nested procediftetherefore there
has been no need for a displdyr that reason, most programs appearing in tkig($ence the introduction
of the @NODISPLA option) hae attached @NODISPIYAto the procedure. It doesmhalke a program
incorrect to lnild a display if you neer use it, bt it does ma& the procedure a tirbit slover and a tig bit
larger, hence the use of the @NODISPLAption up to this point.

6. Technically, this statement is not true. Every procedure you've written has been nested inside the main program. However,
none of the sample programs to date have considered the possibility of accessing the main program’s automatic (VAR) vari-
ables. Hence there has been no need for a display until now).
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5.2.7 The 80x86 ENTER and LEAVE Instructions

When designing the 80286, IneICPU designers decided to ada twstructions to help maintain dis
plays.This was done becausastal vas the popular highvel language at the time anddeal vas a block
structured language that could ben&bm having a display Since then, C/C++ has replaceak€al as the
most common implementation language, so thesdrstructions hee fallen into disuse since C/C++ is not
a block structured language. Still, you caretakhantage of these instructions when writing assembly code
with nested procedures.

Unfortunately these tw instructions, ENTER and LBA, are quite siwv. The problem with these
instructions is that C/C++ became popular shortly after Intel designed these instructions, sedntedthe
ered to optimize them sincewehigh-performance compilers actually used these instructions. Ondoday’
processors, ¢ actually &ster to recute a sequence of instructions that do the same job than it is to actually
use these instructions; hence most compilers thiéd displays (lile HLA) emit a discrete sequence of
instructions to bild the display Do keep in mind that, although theseotimstructions are sheer than their
discrete counterparts, thare generally shorteiSo if youre trying to see code space rather than write the
fastest possible code, using ENTER and YEAan help.

The LEA/E instruction is ery simple to understand. It performs the same operation asdhiestnuc
tions:

nov( ebp, esp );
pop( ebp );

Therefore, you may use the instruction for the standard procedummé@e. On an 80386 or earlier proces
sor, the LEAVE instruction is faster than the equivalent move and pop sequence. However, the LEAVE
instruction is slower on 80486 and later processors.

The ENTER instruction taks two operandsThe frst is the number of bytes of local storage the current
procedure requires, the second is theldégel of the current procedur&he enter instruction does the fel
lowing:

/'l enter( Locals, LexLevel );

push( ebp ); // Save dynam c |ink
nov( esp, tenpreg ); // Save for later.
cnp( LexLevel, 0); // Done if thisis lex |evel zero.
j e Lex0;

| p: dec( LexLevel );

j z Done;

sub( 4, ebp ); // Index into display in previous activation record
pushd( [ebp] ); /1 and push the el enent there.
jnp Ip;

Done:
push( tenpreg ); /1 Add entry for current |lex |evel.

LexO:

nov( tenpreg, ebp ); // Pointer to current activation record.
sub( _vars_, esp); /1 Alocate storage for |ocal variables.

As you can see from this code, the ENTER instruction copies the display freatiantrecord to activation

record. This can get quite expensive if you nest the procedures to any depth. Most high level languages, if
they use the ENTER instruction at all, always specify a nesting level of zero to avoid copying the display
throughout the stack.

The ENTER instruction puts the value for thdisplay [n] entry at location EBP-(n*4)The ENTER
instruction does not cgihe \alue fordisplay[0] into each stack frame. Intel assumes that you wélkthe
main prograns global variables in the data gment.To sare time and memoryhey do not bother copng
the display_[O] entry. This is wly HLA uses l& level one for the main program — in HLA the main{ro
gram can hee automatic ariables and, therefore, requires a display entry
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The ENTER instruction isery slav, particularly on 80486 and later processors. If you readlgitwo
copy the display from actation record to actation record it is probably a better idea to push the items
yourself.The folloving code snippets stohow to do this:

I/l enter( n, 0); (n bytes of local variables, |ex |evel zero.)

push( ebp ); /1l As you can see, "enter( n, 0 );" corresponds to
mov( esp, ebp ); /1 the standard entry sequence for non-nested
sub( n, esp); /1 procedures.

/] enter( n, 1);

push( ebp ); /] Save dynamic link (current EBP val ue).
pushd( [ebp-4] ); /1 Push display[1] entry from previous act rec.
lea( ebp, [esp-4] ); // Point EBP at the base of new act rec.

sub( n, esp); I/l Allocate |ocal variables.

/1 enter( n, 2);

push( ebp ); // Save dynamic link (current EBP val ue).
pushd( [ebp-4] ); /1 Push display[1] entry from previous act rec.
pushd( [ebp-8] ); /1 Push display[2] entry from previous act rec.
lea( ebp, [esp-8] ); // Point EBP at the base of new act rec.

sub( n, esp); /1 Allocate local variables.

I/l enter( n, 3);

push( ebp ); /1 Save dynanic link (current EBP val ue).
pushd( [ebp-4] ); /1 Push display[1] entry from previous act rec.
pushd( [ebp-8] ); /1 Push display[2] entry from previous act rec.
pushd( [ebp-12] ); /1 Push display[3] entry from previous act rec.
lea( ebp, [esp-12] ); // Point EBP at the base of new act rec.

sub( n, esp); I/l Allocate |ocal variables.

I/l enter( n, 4);

push( ebp ); I/ Save dynamic link (current EBP val ue).
pushd( [ebp-4] ); /1 Push display[1] entry from previous act rec.
pushd( [ebp-8] ); /'l Push display[2] entry from previous act rec.
pushd( [ebp-12] ); /1 Push display[3] entry fromprevious act rec.
pushd( [ebp-16] ); /1 Push display[3] entry from previous act rec.
lea( ebp, [esp-16] ); // Point EBP at the base of new act rec.

sub( n, esp); /1 Alocate |ocal variables.

/1 etc.

If you are willing to belige Intel's g/cle timings, youl find that the ENTER instruction is almostae
faster than a straight line sequence of instructions that accomplish the same thing. If you are interested in
saving space rather than writingdt code, the ENTER instruction is generally a better alteen@tie same
is generally true for the LBAE instruction as well. It is only one byte longithit is slaver than the corre
sponding "ma( esp, ebp );" and "pop( ebp );" instructionBhe follonving sample program demonstrates
how to access non-locahviables using a displayhis code does not use the @LEX function in the interest
of making the Ie level access clear; normally yowuld use the @LEX function rather than the literal-con
stants appearing in thisample.

pr ogr am Ent er LeaveDeno;
#incl ude( "stdlib.hhf" )
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procedure LexLevel 2;

procedure LexLevel 3a;
begi n LexLevel 3a;

stdout.put( nl "LexLevel 3a:" nl );

stdout.put( "esp =", esp, " ebp =", ebp, nl );
mov( _display_[0], eax );

stdout.put( "display[0] =", eax, nl );

mov( _display_[-4], eax );

stdout.put( "display[-1] =", eax, nl );

end LexLevel 3a;

procedure LexLevel 3b; nofrane;
begi n LexLevel 3b;

enter( 0, 3);

stdout. put( nl "LexLevel 3b:" nl );

stdout.put( "esp =", esp, " ebp =", ebp, nl );
nmov( _display_[0], eax );

stdout.put( "display[0] =", eax, nl );

nov( _display [-4], eax );

stdout.put( "display[-1] =", eax, nl );

| eave;

ret();

end LexLevel 3b;

begi n LexLevel 2;

stdout. put ( "LexLevel 2: esp=", esp, " ebp =", ebp, nl nl );
LexLevel 3a();
LexLevel 3b();

end LexlLevel 2;
begi n Ent er LeaveDeno;

stdout.put( "nain: esp =", esp,
LexLevel 2();

ebp=", ebp, nl );

end Ent er LeaveDeno;

Program 5.2  Demonstration of Enter and Leave in HLA

Starting with HLA v1.32, HLA preides the option of emitting ENTER or LEE instructions rather
than the discrete sequences for a procesistandard entry andiesequencesThe @ENTER procedure
options tells HLA to emit the ENTER instruction for a procedure, the @Eeprocedure option tells HLA
to emit the LEAE instruction in place of the standaxitesequence. See the HLA documentation for more
details.
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5.3

Passing Variables at Different Lex Levels as Parameters.

Accessing ariables at dferent lex levels in a block structured program introducegsesal complities
to a programThe preious section introduced you to the conxite of non-local \ariable acces3his prob
lem gets een worse when you try to pass sudriables as parameters to another program Timé follow-
ing subsections discuss stigits for each of the major parameter passing mechanisms.

For the purposes of discussion, the fafllog sections will assume that “local” refers t@riables in the
current actration record, “global” refers to statianables in a static genent, and “intermediate” refers to
automatic ariables in some awtition record other than the current eation record (this includes auto
matic \ariables in the main progranijhese sections will pass all parameters on the stackcan easily
modify the details to pass these parametersvakse, should you choose.

5.3.1

Passing Parameters by Value

Passing alue parameters to a program unit is no morfecdif than accessing the correspondiag-v
ables; all you need do is push tleue on the stack before calling the associated procedure.

To (manually) pass a globahrable by @alue to another procedure, you could use codgetlik follav-
ing:

push( Q obal Variable ); /1 Assume "Q obal Variable" is a static object.

call proc;

To pass a localariable by alue to another procedure, you could use theviatig codé:

push( Local Variable );
call proc;

To pass an intermediatanable as aalue parameteyou must fist locate that intermediatanables
activation record and then push itslwe onto the stackhe exact mechanism you use depends on whether
you are using static links or a display teb track of the intermediatanables actiation records. If using
static links, you might use codedikhe follaving to pass aariable from tvo lex levels up from the current
procedure:

nov( [ebp+8], ebx ); /1 Assume static link is at offset 8 in Act Rec.

nov( [ebx], ebx ); /1 Traverse the second static |ink.
push( ebx::IntVar ); // Push the internediate variabl e’ s val ue.
call proc;

Passing an intermediat@mable by alue when you are using a display is soim&t easieryou could
use code lik the follaving to pass an intermediatanable from l& level one:

nov( _display [ -1*4 ], ebx ); // Remenber each _display_entry is 4 bytes.

push( ebx::IntVar ); /1 Pass the intermedi ate variabl e.

call proc;

It is possible to use the HLA highviel procedure calling syntax when passing intermedetables as
parameters byalue. The folloving code demonstrates this:

nov( _display [ -1*4 ], ebx );

proc( ebx::IntVar );

This example uses a display because HLA automatically builds the display for you. If you decide to use
static links, you’ll have to modify this code appropriately.

7. The non-global examples all assume the variable is at offset -2 in their activation record. Change this as apprapriate in yo
code.
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5.3.2 Passing Parameters by Reference, Result, and Value-Result

The pass by reference, result, aradue-result parameter mechanisms generally pass the address of
parameter on the stdtk In an earlier chapteyouvve seen he to pass global and local parameters using
these mechanisms. In this section liveeke a look at passing intermediatariables by reference,
value/result, and by result.

To pass an intermediatanable by referencealue/result, or by result, you mugstilocate the acta-
tion record containing theaviable so you can compute théeefive address into the stackgssent.When
using static links, the code to pass the paranseaeidress might look kkthe follaving:

nov( [ebp+8], ebx ); /1 Assume static link is at offset 8 in Act Rec.
nmov( [ebx], ebx ); /1 Traverse the second static |ink.

lea( eax, ebx::IntVar ); /!l Cet the internedi ate variabl e’ s address.
push( eax ); /1 Pass the address on the stack.

call proc;

When using a displayhe calling sequence might lookdilthe follaving:

nov( _display [ -1*4 ], ebx ); [// Remenber each _display_entry is 4 bytes.
lea( eax, ebx::IntVar ); /1 Pass the internediate vari abl e.

push( eax );

call proc;

It is possible to use the HLA highviel procedure calling syntax when passing parameters by reference,
by value/result, or by resulfThe folloving code demonstrates this:

nmov( _display [ -1*4 ], ebx );
proc( ebx::IntVar );

The nice thing about the highvkd syntax is that it is identical whether you're passing parameters by value,
reference, value/result, or by result.

As you may recall from the chapter on Low-Level Parameter Implementation, there is a second way to
pass a parameter by value/result. You can push the value onto the stack and then, when the procedure returns,
pop this value off the stack and store it back into the variable from whence it came. This is just a special case
of the pass by value mechanism described in the previous section.

5.3.3 Passing Parameters by Name and Lazy-Evaluation in a Block Structured
Language

Since you pass a thunk when passing parameters by name or bydamtien, the presence of global,
intermediate, and locahviables does notfeft the calling sequence to the procedure. Instead, the thunk has
to deal with the dfering locations of theseaviables. Since HLA thunks already contain the pointer to the
actiation record for that thunk, returning a local (to the thurkjables address oralue is especially i
ial. About the only catch is what happens if you pass an intermediasbie by name or by lazyauation
to a procedure. Huwever, the calculation of the ultimate address (pass by name) owvattoiethe \alue
(pass by lazywaluation) is nearly identical to the code in thevjares two sections. Hence, this code will be
left as an eercise at the end of thi®kume.

8. As you may recall, pass by reference, value-result, and result all use the same calling sequence. The differences lie in the
procedures themselves.
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5.4 Passing Procedures as Parameters

Many programming languages let you pass a procedure or function name as a par&isdets the
caller pass alongavious actions to perform inside a procediifee classicxxample is a plot procedure that
graphs some generic math function passed as a parameter to plot.

HLA lets you pass procedures and functions by declaring them asdollo
procedure DoCal | ( x: procedure );
begi n DoCal | ;

x();
end DoCal | ;

The statement "DoCall(xyz);" calBoCall that, in turn, calls procedurgz

Whenever you pass a procedure’s address in this manner, HLA only passes the address of the procedure
as the parameter value. Upon entry into procerluia theDoCall invocation, thex procedure fist creates
its own display by coping appropriate entries froboCall'sdisplay This givesx access to all intermediate
variables that HLA alles x to access.

Keep in mind that thunks are special cases of functions that you call inditémtlgver, there is a
major diference between a thunk and a procedure — thunks carry around the pointer todtieraticord
they intend to use. Therefore, the thunk does not gdje calling procedurs’display; instead, it uses the
display of an gisting procedure to access intermediagables.

5.5 Faking Intermediate Variable Access

As youVve probably noticed by mg accessing non-local (intermediat@yiables is a bit lessfefient
than accessing local or global (statieyiables. High leel languages lik Rascal that support intermediate
variable access hide a lot ofat from the programmer that becomes painfully visible when attempting the
same thing in assembly languad®hen attempting to write maintainable and readable code, you araty w
to break up a lgie procedure into a sequence of smaller procedures ardthroale smaller procedures local
to a surrounding procedure that simply calls these smaller routines. Unfortui&telyoriginal procedure
you're breaking up contains lots of locakriables that code throughout the procedure shares, short of
restructuring your code you will 1a to leae those ariables in the outside procedure and access them as
intermediate &riables. Using the techniques of this chapter mayertiak task a bit unpleasant, especially
if you access thoseaviables a lage number of timesThis may dissuade you from attempting to break up
the procedure into smaller unitsorfunately under certain special circumstances, you caidahe head
aches of intermediatewiable access in situationsdikhis.

Consider the folleing short code sequence:

procedur e Mi nProc;
var
AlLocal Var: dword;

procedure proc; @odisplay; @ofrane;
begi n proc;

nmov( ebp:: ALocal Var, eax );
ret();

end proc;
begi n Mai nProc;

nov( 5, Alocal Var );
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proc();
/1 EAX now contains five...

end Mai nProc;

Notice that theroc procedure has the @NOFRAME option, so HLA does not emit the standard entry
sequence tolild an actvation record. This means that upon entry pooc, EBP still points aMainProc’s
activation record.Therefore, this code can accessAl®cal\ar variable by using the syntabp::ALocal
Var. No other code is necessary

The dravback to this scheme is that proc may not contain @arameters or localaviables (which
would require setting EBP to point@bc’s activation record). Haever, if you can e with this limitation,
then this is a useful trick for accessing localiables one belevel up from the current procedure.

5.6 Putting It All Together

This chapter introduces the concept ofidal nesting commonly found in block structured languages
like Rascal Ada, and Modula-2This chapter introduces the notion of scope, static procedure nesting, bind
ing, variable lifetime, static links, the displaptermediate ariables, and passing intermediasziables as
parameters.Although fev assembly programs use these featurey, déne occasionally useful, especially
when writing code that intea€es with a high lel language that supports static nesting.
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