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Advanced Parameter Implementation Chapter Four

4.1

Chapter Overview

This chapter discusses aaiced parameter passing techniques in assembly language. \Bd¢hadb
and high-leel syntax appears in this chapt@his chapter discusses the moreatbed pass byalue/result,
pass by result, pass by name, and pass by \atyagion parameter passing mechanisifisis chapter also
discusses hw to pass parameters in aidevel manner and describes where you can pass such parameters.

4.2 Parameters

Although there is a lge class of procedures that are totally self-contained, most procedures require
some input data and return some data to the cBeameters arealues that you pass to and from a proce
dure.There are manfacets to parameters. Questions concerning parameters include:

* where is the data coming from?

* how do you pass and return data?

e what is the amount of data to pass?

Previous chapters have touched on some of these concepts (see the chapters on beginning and interme-
diate procedures as well as the chapter on Mixed Language Programming). This chapter will consider
parameters in greater detail and describe their low-level implementation.

4.3 WhereYou Can Pass Parameters

Up to this point wale mainly used the 80x86 hardre stack to pass parameters. Inva éeamples
we've used machine gesters to pass parameters to a procedure. In this sectiotpleeseseeral diferent
places where we can pass parameters. Common places are

e inregisters,

e in FPU or MMX registers,

e in global memory locations,

* on the stack,

e inthe code stream, or

e in a parameter block referenced via a pointer.

Finally, the amount of data has a direct bearing on where and how to pass it. For example, it's generally a
bad idea to pass large arrays or other large data structures by value because the procedure has to copy that
data onto the stack when calling the procedure (when passing parameters on the stack). This can be rather
slow. Worse, you cannot pass large parameters in certain locations; for example, it is not possible to pass a
16-element int32 array in a register.

Some might argue that the only locations you need for parameters are the register and the stack. Since
these are the locations that high level languages use, surely they should be sufficient for assembly language
programmers. However, one advantage to assembly language programming is that you're not as constrained
as a high level language; this is one of the major reasons why assembly language programs can be more effi-
cient than compiled high level language code. Therefore, it's a good idea to explore different places where
we can pass parameters in assembly language.

This section discusses six different locations where you can pass parameters. While this is a fair num-
ber of different places, undoubtedly there are many other places where one can pass parameters. So don't let
this section prejudice you into thinking that this is the only way to pass parameters.
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4.3.1 Passing Parameters in (Integer) Registers

Where you pass parameters depends, to a geatteon the size and number of those parameters. If
you are passing a small number of bytes to a procedure, thergistereeare anxeellent place to pass
parametersThe rejisters are an ideal place to paskie parameters to a procedufg/ou are passing a sin
gle parameter to a procedure you should use thenfolpregisters for the accompgimg data types:

Data Size Pass in this Register
Byte: al

Word: ax

Double Word: eax

Quad Word: edx:eax

This is, by no means, a hard and fast rule. If you find it more convenient to pass 32 bit values in the ESI or
EBX register, by all means do so. However, most programmers use the registers above to pass parameters.

If you are passing several parameters to a procedure in the 80x86’s registers, you should probably use
up the registers in the following order:

First Last
eax, edx, esi, edi, ebx, ecx

In general, you should avoid using EBP register. If you need more than six parameters, perhaps you should
pass your values elsewhere.

HLA provides a special high level syntax that lets you tell HLA to pass parameters in one or more of the
80x86 integer registers. Consider the following syntax for an HLA parameter declaration:

varname : typenane in register
In this xkample,varnamerepresents the parameter’s natgpenamas the type of the parameter, aedis-
teris one of the 80x86’s eight-, 16-, or 32-bit integer registers. The size of the data type must be the same as

the size of the register (e.g., "int32" is compatible with a 32-bit register). The following is a concrete exam
ple of a procedure that passes a character value in a register:

procedure swapcase( chToSwap: char in al ); nodisplay; nofrane;
begi n swapcase;

if( chToSwap in'a .. z" ) then

and( $5f, chToSwap ); /1 Convert |ower case to upper case.
el seif( chToSwap in A ..”Z ) then

or( $20, chToSwap );

endif;
ret();

end swapcase;

There are a couple of important issues to note here. First, within the prosdubahethe parametes’
name is an alias for the correspondingister if you pass the parameter in giseer In other vords,
chToSwapin the pre&ious code is equalent to "al" (indeed, within the procedure HLA actually egi
chToSwapas aTEXT constant initialized with the string "al")Also, since the parameterag passed in a
register rather than on the stack, there is no needilith & stack frame for this procedure; hence the absence
of the standard entry andiesequences in the code abo Note that the code almis eactly equvalent to
the folloving code:
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// Actually, the followi ng paraneter list is irrelevant and
/1 you could renove it. It does, however, hel p docunent the
// fact that this procedure has a single character paramneter.

procedure swapcase( chToSwap: char in al ); nodisplay; nofrane;
begi n swapcase;

if(al in’a..”z” ) then

and( $5f, al ); /1 Convert |ower case to upper case.
elseif( al in"A..”Z ) then
or( $20, al );

endi f;
ret();

end swapcase;

Wheneer you call theswapcas@rocedure with some actual (byte sized) paramktled will generate
the appropriate code to m®that characteralue into theAL register prior to the call (assuming you don’
specifyAL as the parametein which case HLA doeshgenerate anextra code at all). Consider the {ol
lowing calls that the corresponding code that HLA generates:

/1 swapcase( 'a );

nov( 'a’, al );
call swapcase;

/'l swapcase( charVar );

nov( charVar, al );
call swapcase;

/1 swapcase( (type char [ebx]) );

mov( [ebx], al );
cal | swapcase;

I/ swapcase( ah );

nov( ah, al );
call swapcase;

I/ swapcase( al );
call swapcase; // al’s value is already in al!

The examples abee all use the pass bwylue parameter passing mechanisithen using pass byalue
to pass parameters ingisters, the size of the actual parameter (and formal parameter) musictg #he
same size as thegister Therefore, you are limited to passing eight, sixteen, or thirtykitvvalues in the
registers by alue. Furthermore, these object must be scalar objé@tist is, you cannot pass composite
(array or record) objects ingisters gen if such objects are eight, sixteen, or thirtg-tits long.

You can also pass reference parametersgistegs. Since pass by reference parameters arbytair
addresses, you mustalys specify a thirty-te bit register for pass by reference parameters: ekample,
consider the follwing memfil function that copies a character parameter (passat)ithroughout some
number of memory locations (speediin ECX), at the memory location spesifiby the @lue in EDI:

// menfill- This procedure stores <ECX> copies of the byte in AL starting
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// at the nenory | ocation specified by ED :

procedure menfill

(
charVal: char in al;
count: uns32 in ecx;
var dest: byte in edi I/ dest is passed by reference
)s
nodi spl ay; nofrane;
begin nmenfill;
pushfd(); /1 Save D fl ag;
push( ecx ); // Preserve other registers.
push( edi );
cld(); /1l increment EDI on string operation.
rep.stosb(); // Store ECX copies of AL starting at ED .
pop( edi );
pop( ecx );
popfd();
ret(); /1 Note that there are no paraneters on the stack!
end nenfill;

It is perfectly possible to pass some parametergyistegs and other parameters on the stack to an HLA
procedure. Consider the foNing implementation omemfi that passes ttgestparameter on the stack:

procedure menfill

(
charVval: char in al;
count: uns32 in ecx;
var dest: var
);
nodi spl ay;
begin nenfill;
pushfd(); /1l Save D fl ag;
push( ecx ); /1 Preserve other registers.
push( edi );
cld(); /1 increnent ED on string operation.
nov( dest, edi ); // get dest address into ED for STOSB.
rep. stosb(); /1l Store ECX copies of AL starting at ED .
pop( edi );
pop( ecx );
popf d();
end nenfill;

Of course, you dohhare to use the HLA high el procedure calling syntax when passing parameters
in the rgisters.You can manually load thehies into rgisters prior to calling a procedure (with the CALL
instruction) and you can refer directly to thosdues via rgisters within the procedurélhe disadantage
to this scheme, of course, is that the code will be a little mdreutifto write, read, and modifyT he adan
tage of the scheme is that yowéamore control and can passyaight, sixteen, or thirty-tev bit value
between the procedure and its callers (e.g., you can load-byfieuarray or record into a 32-bigister and
call the procedure with thatilue in a single gster something you cannot do when using the higelle
language syntax for procedure callsprtenately HLA gives you the choice of whicher parameter pass
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ing scheme is most appropriate, so you can use the manual passing mechanisns wbegsgary and use
the high leel syntax wheneer it's not necessary

There are other parameter passing mechanigwnbepass byalue and pass by reference that we will
explore in this chapterWe will take a look at \ays of passing parameters igigters using those parameter
passing mechanisms as we encounter them.

4.3.2

Passing Parameters in FPU and MMX Registers

Since the 80x86’ FPU and MMX rgisters are also gésters, it maks perfect sense to pass parameters
in these locations if appropriatélthough using the FPU and MMX giesters is a little bit more evk than
using the intger reayisters, its generally more &tient than passing the parameters in memory (e.g., on the
stack). In this section wiédiscuss the techniques and problems associated with passing parameters in these
registers.

The first thing to lkeep in mind is that the MMX and FPUgister sets are not independeiihese two
register setswerlap, much like the eight, sixteen, and thirty-avbit integer reisters. Therefore, you cannot
pass some parameters in FP(isters and other parameters in MMXjisders to a gien procedure. dF
more details on this issue, please see the chapter on the MMX Instructichistekeep in mind that you
must &ecute the EMMS instruction after using the MMX instructions befgeeuwting ay FPU instrue
tions. Therefore, it5 best to partition your code into sections that use the Fiéles and sections that use
the MMX registers (or better yet, use only ongister set throughout your program).

The FPU represents aiffly special case. First of all, it only neksense to pass realues through the
FPU reayisters. While it is technically possible to pass othatues through the FPUgisters, dicieng/ and
accurag restrictions seerely limit what you can do in thisgard. This text will not consider passing gn
thing other than realalues in the @ating point rgisters, it keep in mind that it is possible to pass generic
groups of bits in the FPU gesters if youte really careful. Dodep in mind, though, that you needeayw
detailed knwledge of the FPU if yoré going to attempt this Xeeptions, rounding, and other issues can
cause the FPU to incorrectly manipulate your data under certain circumstances). Needleg®tocsay
only pass objects byalue through the FPU gisters; pass by reference isapplicable here.

Assuming you'e willing to pass only realalues through the FPUgisters, some problems still remain.
In particular the FPUs ragister architecture does not allgjou to load the FPU gisters in an arbitrary
fashion. Remembgthe FPU rgister set is a stack; so yowhkao push alues onto this stack in thevezse
order you wish thealues to appear in thegister fle. For example, if you wish to pass the realriables r
s, and tin FPU gisters STO, ST1, and ST2, you must@ite the follwving code sequence (or something
similar):

fld( t ); /[l t -> STO, but ultinately winds up in ST2.
fld( s ); /l s -> STO, but ultinately winds up in ST1.
fld( r ); /1 r -> STO.

You cannot load someofiting point @lue into an arbitrary FPUggister without a bit of wrk. Further
more, once inside the procedure that uses real parameters found on the FPU stack, you cannot easily access
arbitrary \alues in these gisters. RemembgFPU arithmetic operations automatically "renumber" the FPU
registers as the operations push and pop data on the FPU $taalefore, some care and thought must go
into the use of FPU gisters as parameter locations since those locations are dynamic and change as you
manipulate items on the FPU stack.

By far, the most common use of the FP{isters to passalue parameters to a function is to passa sin
gle value parameter in thegister so the procedure can operate directly on that parameter via FPU opera
tions. A classic @ample might be a SIN function thatpects its angle in dgees (rather than radians, and
the FSIN instructionxects). The function could corert the dgree to radians and thereeute the FSIN
instruction to complete the calculation.

Keep in mind the limited size of the FPU stadkis efectively eliminates the possibility of passing
real parameteralues through the FPUgisters in a recurgé procedureAlso keep in mind that it is rather
difficult to preserg FPU rgister \alues across a procedure call, so be careful about using the gibterse
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to pass parameters since such operations could disturlaltfes\already on the FPU stack (e.g., cause an
FPU stack werflow).

The MMX register set, although it shares the samesjaial silicon as the FPU, does notfsufrom the
all same problems as the FPJister set when it comes to passing parameters. First of all, the Mj#X re
ters are true gisters that are indidually accessible (i.e., thelo not use a stack implementatiodpu may
pass data in anMMX register and you do not 3@ to use the ggsters in a specdiorder Of course, if you
pass parameter data in an MMXister the procedure yoré calling must notxecute ag FPU instructions
before you'e done with the data or you will lose thedue(s) in the MMX rgister(s).

In theory you can pass §r64-bit data to a procedure in an MMXgigter However, you'll find the use
of the MMX register set most caenient if youte actually operating on the data in thosgisters using
MMX instructions.

4.3.3

Passing Parameters in Global Variables

Once you run out of gasters, the only other (reasonable) altexgayiou hae is main memoryOne of
the easiest places to pass parameters is in glakiabies in the data gment.The folloving code pruides
an ample:

/1 Thi sProc-

/1

/1 d obal variable "Ref1lProcl" contains the address of a pass by reference
/1 parameter. dobal variable "ValuelProcl" contains the val ue of sone

/1 pass by value paranmeter. This procedure stores the value of the

/1 "Val uelProcl" paraneter into the actual paraneter pointed at by

/1 "Ref 1Proc1".

procedure Thi sProc; @odisplay; @ofrane;
begi n Thi sProc;

mov( Ref1lProcl, ebx ); /1 Get address of reference paraneter.
nov( Val uelProc, eax ); /1 Get Val ue paraneter.
nov( eax, [ebx] ); /1 Copy value to actual ref paraneter.
ret();

end Thi sProc;

/1 Sanple call to the procedure (includes setting up paraneters )

mov( XXX, eax ); /1 Pass this parameter by val ue
nov( eax, ValuelProcl );
lea( eax, yyyy ); /1 Pass this parameter by reference

nov( eax, ReflProcl );
call ThisProc;

Passing parameters in global locations is ig&fe and indfcient. Furthermore, if you use globairi
ables in thisdshion to pass parameters, the subroutines you write cannot use recunsioratély there
are better parameter passing schemes for passing data in memory so you do not need to seriously consider
this scheme.
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4.3.4 Passing Parameters on the Stack

Most high lerel languages use the stack to pass parameters because this me#idyl éfficient.
Indeed, in most of thexamples found in this x¢ up to this chaptepassing parameters on the stack has
been the standard solutiofo pass parameters on the stack, push them immediately before calling-the sub
routine. The subroutine then reads this data from the stack memory and operates on it apprdpoiately
sider the folleving HLA procedure declaration and call:

procedure Call Proc( a:dword; b:dword; c:dword );

Cal I Proc(i,j, k+4);

By default, HLA pushes its parameters onto the stack in the order tgadhear in the parameter list.
Therefore, the 80x86 code yowwd typically write for this subroutine calllis

push( i );
push( j );
nov( k, eax );
add( 4, eax );
push( eax );
call CallProc;

Upon entry intdCallProc, the 80x86s stack looks lik that shen in Figure 4.1

Previous
Stack
Content

i's value

j's value

k's valle

Return Addres [@—— ESF

Figure 4.1 Activation Record for CallProc Invocation

Since the chapter on intermediate procedures discussesfohaccess these parameters, we will not
repeat that discussion here. Instead, this section will attempt to tie together material fronidhe phap
ters on procedures and the chapter onedikanguage Programming.

1. Actually, you'd probably use the HLA high level calling syntax in the typical case, but we’ll assume the use of thd low-leve
syntax for the examples appearing in this chapter.
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As noted in the chapter on intermediate procedures, the HLA compiler automatically associates some
(positive) of'set from EBP with each (nongister) parameter you declare in the formal parameter list.
Keeping in mind that the base pointer for thevatiotn record (EBP) points at theved \alue of EBP and
the return address is immediately ebohat, the fst double vord of parameter data starts dsef +8 from
EBP in the actiation record (seEigure 4.2for one possible arrangement).

Previous Offset from EBP
Stack

Conteng +

i's value +16

j's value +12

k's valie +8

Return Addres +4

Old EBP vala +0 4— EBP

Figure 4.2 Offsets into CallProc’s Activation Record

The parameter layout iRigure 4.2assumes that the caller (as in thevimes example) pushes the
parameters in the order (left to right) thatyttppear in the formal parameter list; that is, this arrangement
assumes that the code pushgsst,j second, anéi+4 last. Because this is am@mnient and easy to do, most
high level languages (and HLA, by drflt) push their parameters in this ord&he only problem with this
approach is that it winds up locating thestfiparameter at the highest address in memory and the last param
eter at the lvest address in memoryhis non-intuitve oiganization isnt much of a problem because you
normally refer to these parameters by their name, not by tHeetafnto the actiation record. Hence,
whetheri is at ofset +16 or +8 is usually irralant to you. Of course, you could refer to these parameters
using memory references ¢K[ebp+16]" or "[ebp+8]" bt, in general, that suld be &ceedingly poor pro
gramming style.

In some rare cases, you may actually need to refer to the parameiegs’ using an addressing mode
of the form "[ebp+#isg" (wheredisprepresents the skt of the parameter into the aation record). One
possible reason for doing this is because w@wiritten a macro and that macrevays emits a memory
operand using this addressing mode.wEler, even in this case you shouldnise literal constants kk"8"
and "16" in the addresxgression. Instead, you should use the @OFFSET compile-time functioveto ha
HLA calculate this dket \alue for you. l.e., use an addregpression of the form:

[ebp + @ffset( a )]

There are tw reasons you should specify the addressing mode iragfigoh: (1) its a little more read
able this vay, and, more importantly(2) it is easier to maintain.oFexample, suppose you decide to add a
parameter to the end of the parameter [18tis causes all the fskts inCallProcto change. If yowe used
addressygressions lik "[ebp+16]" in you code, yowe got to go locate each instance and manually change
it. On the other hand, if you use the @OFFSET operator to calculatdsiieadfthe @ariable in the acta-
tion record, then HLA will automatically recompute the currefgatfof a ariable each time you recompile
the program; hence you can mathanges to the parameter list and notryvabout hging to manually
change the addresgpessions in your programs.

Although pushing the actual parameters on the stack in the order of the formal paraleefmastions
is very common (and the dwmilt case that HLA uses), this is not the only order a program can use. Some
high level languages (most notabl@, C++, Jea, and other C-desed languages) push their parameters in
the reverse orderthat is, from right to left. The primary reason tlgedo this is to alle variable parameter
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lists, a subject we will discuss a little later in this chapter {gegiable Rrameter Lists” on padk368.
Because it is@ry common for programmers to int@eé HLA programs with programs written in C, C++,
Java, and other such languages, HLApdes a mechanism that alle it to process parameters in this order

The @CDECL and @STDCALL procedure options tell HLA teerse the order of the parameters in
the actvation record. Consider the preus declaration o€allProc using the @CDECL procedure option:

procedure Call Proc( a:dword; b:dword; c:dword ); @decl

Cal I Proc(i,j, k+4);

To implement the call above you would write the following code:

nov( k, eax );

add( 4, eax );
push( eax );
push( j );
push( i );

call CallProc;

Compare this with the pvous version and note that we've pushed the parameter values in the opposite
order. As a general rule, if you're not passing parameters between routines written in assembly and C/C++
or you're not using variable parameter lists, you should use the default parameter passing order
(left-to-right). However, if it's more convenient to do so, don’t be afraid of using the @CDECL or @STD
CALL options to reverse the order of the parameters.

Note that using the @CDECL or @STDCALL procedure option immediately changes the offsets of all
parameters in a parameter list that has two or more parameters. This is yet another reason for using the
@OFFSET operator to calculate the offset of an object rather than manually calculating this. If, for some
reason, you need to switch between the two parameter passing schemes, the @OFFSET operator automati-
cally recalculates the offsets.

One common use of assembly language is to write procedures and functions that a high level language
program can call. Since different high level languages support different calling mechanisms, you might ini-
tially be tempted to write separate procedures for those languages (e.g., Pascal) that push their parameters in
a left-to-right order and a separate version of the procedure for those languages (e.g., C) that push their
parameters in a right-to-left order. Strictly speaking, this isn’t necessary. You may use HLAs conditional
compilation directives to create a single procedure that you can compile for other high level language. Con-
sider the following procedure declaration fragment:

procedure Cal |l Proc( a:dword; b:dword; c:dword );
#i f( @efined( CLanguage ))

@decl ;
#endi f

With this code, you can compile the procedure for the C language (and similar languages) by simply defin
ing the constan€Languageat the beginning of your code. To compile for Pascal (and similar languages)
you would leave th€Languagesymbol undefined.

Another issue concerning the use of parameters on the stack is "who takes the responsibility for clean-
ing these parameters off the stack?" As you saw in the chapter on Mixed Language Programming, various
languages assign this responsibility differently. For example, in languages like Pascal, it is the procedure’s
responsibility to clean up parameters off the stack before returning control to the caller. In languages like
C/C++, it is the caller’s responsibility to clean up parameters on the stack after the procedure returns. By
default, HLA procedures use the Pascal calling convention, and therefore the procedures themselves take
responsibility for cleaning up the stack. However, if you specify the @ CDECL procedure option for a given
procedure, then HLA does not emit the code to remove the parameters from the stack when a procedure
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returns. Instead, HLA leas it up to the caller to reme those parametersiherefore, the call abe to
CallProc (the one with the @CDECL option) isaompletely correct. Immediately after the call the code
should remwge the 12 bytes of parameters it has pushed on the stack. It could accomplish this using code
like the follaving:

nov( k, eax );

add( 4, eax );

push( eax );

push( j );

push( i );

call CallProc;

add( 12, esp ); /'l Renove paraneters fromthe stack.

Many C compilers dort’emit anADD instruction after each call that has parameters. If there arertw
more procedures in awpand the pnaous contents of the stack is not needed between the calls, the-C com
pilers may perform a slight optimization and remmahe parameter only after the last call in the sequence.
E.g., consider the follging:

pushd( 5 );

call ProclParm

push( i );
push( eax );
call Proc2Parns;

add( 12, esp); /1 Renove paraneters for ProclParm and Proc2Parns.

The @STDCALL procedure option is a combination of the @CDECL anfIS@RL calling cowven
tions. @STDCALL passes its parameters in the right-to-left order QiiC++) lut requires the procedure
to remave the parameters from the stackél@RSCAL). This is the calling corention thatVindows uses
for mostAPI functions. It's also possible to pass parameters in the left-to-right order@#SCAL) and
require the caller to rerme the parameters from the stack€li®), lut HLA does not praide a specifi syn
tax for this. If you vant to use this calling ceantion, you will need to manuallyibbd and destrp the acti
vation record, e.g.,

procedure Cal |l erPopsParns( i:int32; j:uns32; r:real 64 ); nodisplay; nofrang;
begi n Cal | er PopsPar ns;

push( ebp );
mov( esp, ebp );

mov( ebp, esp);

pop( ebp );
ret(); // Don't renove any paraneters fromthe stack.

end Cal | er PopsPar ns;

pushd( 5 );

pushd( 6 );

pushd( (type dword r[4])); // Assunme r is an eight-byte real.

pushd( (type dword r));

call Call erPopsPar ns;

add( 16, esp ); /1 Renove 16 bytes of paraneters from stack.

Notice hav this procedure uses thegeal calling corention (to get parameters in the left-to-right
order) lut manually lilds and destigs the actiation record so that HLA doesrdutomatically remee the
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parameters from the staclklthough the need to operate thiayvis nearly nondstent, its interesting to
note that it$ still possible to do this in assembly language.

4.3.5

Passing Parameters in the Code Stream

The chapter on Intermediate Procedures introduced the mechanism for passing parameters in the code
stream with a simplexample of aPrint subroutine. The Print routine is a ery space-ditient way to print
literal string constants to the standard outputypical call toPrint takes the follaving form:

call Print
byte "Hello Wrld", 0 // Strings after Print nmust end with a zero!

As you may recall, thBrint routine pops the return address off the stack and uses this as a pointer to a zero

terminated string, printing each character it finds until it encounters a zero byte. Upon finding a zero byte,

the Print routine pushes the address of the byte following the zero back onto the stack for use as the new
return address (so control returns to the instruction following the zero byte). For more information on the

Print subroutine, see the section on Code Stream Parameters in the chapter on Intermediate Procedures.

The Print example demonstrates dwmportant concepts with code stream parameters: passing simple
string constants byalue and passing awnable length parameteContrast this call tBrint with an equia-
lent call to the HLA Standard Librastdout.putgoutine:

stdout. puts( "Hello Wrld" );
It may look like the call tostdout.putds simpler and more efficient. However, looks can be deceiving and
they certainly are in this case. The statement above actually compiles into code similar to the following:

push( HW&tring );
call stdout. puts;

/1 1In the CONSTs segnent:

dword 11 /1 Maxi mumstring | ength
dword 11 /1l CQurrent string length
H\B byte "Hello Wrld", O

HABtring dword HWS

As you can see, tretdout.putwersion is a little larger because it has three extra dword declarations plus an
extra PUSH instruction. (It turns out thettlout.putss faster because it prints the whole string at once rather

than a character at a time, but the output operation is so slow anyway that the performance difference is not
significant here.) This demonstrates that if you're attempting to save space, passing parameters in the code
stream can help.

Note that thestdout.putrocedure is moredkible thatPrint. The Print procedure only prints string
literal constants; you cannot use it to print striagables (astdout.putscan). While it is possible to print
string \ariables with a a&riant of thePrint procedure (passing thanables address in the code stream), this
still isn't as fexible asstdout.putdecause stdout.puts can easily print static and local (autormei@ples
whereas thisariant ofPrint cannot easily do thisThis is wly the HLA Standard Library uses the stack to
pass the stringariable rather than the code stream. Stifl,iitStructve to look at her you would write such
a ersion of Print, so wé’do that in just a f&@ moments.

One problem with passing parameters in the code stream is that the code stream is feddhersy
fore, ary parameter you pass in the code stream must, necesbaridy constantWhile one can easily
dream up some functions to whom yoways pass constanales in the parameter lists, most procedures
work best if you can pass flifent \alues (through ariables) on each call to a procedure. Unfortunately

2. Technically, it is possible to make the code segment writable, but we will not consider that possibility here.
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this is not possible when passing parametersahyevto a procedure through the code streaartufately
we can also pass data by reference through the code stream.

When passing reference parameters in the code stream, we must specify the address of the parameter(s)
following the CALL instruction in the sourcddi Since we can only pass constant data (whakes s
known at compile time) in the code stream, this means that HLA must #ftreaddress of the objects you
pass by reference as parameters when it encounters the instriictigrin turn, means that you will usually
pass the address of static objectsAHT, READONLY, and SDRAGE) variables in the code stream. In
particular HLA does not knw the address of an automaticAfR) object at compile time, so you cannot
pass the address o¥AR object in the code stredm

To pass the address of some static object in the code streanpuyiditypically use the dord directve
and list the object’ name in the derd’s operand éld. Consider the follsing code that xpects three
parameters by reference:

Calling sequence:

static
| :uns32;
J: uns32;
K uns32;

call  AddEm
dword I, J, K

Wheneer you specify the name of a/&IMC object in the operandeld of the dwerd directve, HLA
automatically substitutes the felbyte address of that static object for the operafiderefore, the object
code for the instruction akie consists of the call to tihedldEmprocedure follaved by 12 bytes containing
the static addresses bfJ, andK. Assuming that the purpose of this code is to add #heeg inJ andK
together and store the sum imfahe follaving procedure will accomplish this task:

procedure AddEm @odi spl ay;
begi n AddEm

push( eax ); I/ Preserve the registers we use.
push( ebx );

push( ecx );

nov( [ebp+4], ebx ); // Get the return address.

mov( [ebx+4], ecx ); [/ Get J' s address.

nmov( [ecx], eax ); /1l Get J's val ue.
nov( [ebx+8], ecx ); [// Get K's address.
add( [ecx], eax ); /1 Add in K's val ue.
nov( [ebx], ecx ); /] Get |'s address.
mov( eax, [ecx] ); /] Store suminto I.
add( 12, ebx ); // Skip over addresses in code stream
nov( ebx, [ebp+4] ); // Save as new return address.
pop( ecx );
pop( ebx );
pop( eax );
end AddEm

This subroutine add$andK together and stores the result ihtdNote that this code uses 32 bit constant
pointers to pass the addressek dfandK to AddEm Therefore, J,andK must be in a static data segment.

Note at the end of this procedure how the code advances the return address beyond these three pointers in the
code stream so that the procedure returns beyond the addkesstbé code stream.

3. You may, however, pass the offset of that variable in some activation record. However, implementing the code to access
such an object is an exercise that is left to the reader.
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The important thing to éep in mind when passing parameters in the code stream is that you must
always adance the procedureteturn address pend aly such parameters before returning from that pro
cedure. If youdil to do this, the procedure will return into the parameter list and attemyedote that data
as machine instructions’he result is almostwahys catastrophic. Since HLA does notvide a high lgel
syntax that automatically passes parameters in the code stream for youygda heanually pass these
parameters in your coddhis means that you need to bara careful. Br even if youve written your pre
cedure correctlyit's quite possible to create a problem if the calls acemtect. Br example, if you leae
off a parameter in the call thddEmor insert an xra parameter on some particular call, the code that
adjusts the return address will not be correct and the program will probably not function coBediie
care when using this parameter passing mechanism.

4.3.6

Passing Parameters via a Parameter Block

Another vay to pass parameters in memory is througharameter blok. A parameter block is a set of
contiguous memory locations containing the parameters. Geng@llywould use a record object to hold
the parametersTo access such parameters, yauld pass the subroutine a pointer to the parameter block.
Consider the subroutine from the yimis section that addsandK togethey storing the result ify the code
that passes these parameters through a parameter block might be

Calling sequence:

type
AddEnPar nBl ock:
record
i: pointer to uns32;
j i uns32;
k: uns32;
endr ecor d;

static
a. uns32;
Par nBl ock: AddEnPar nBl ock := AddEnParnBl ock: [ &, 2, 3 ];

procedure AddEn( var pb: AddEnPar nBl ock in esi ); nodispl ay;

begi n AddEm
push( eax );
push( ebx );
nov( (type AddEnParnBl ock [esi]).j, eax );
add( (type AddEnParnBl ock [esi]).k, eax );
nmov( (type AddEnParnBl ock [esi]).i, ebx );

mov( eax, [ebx] );
pop( ebx );
pop( eax );

end AddEm

This form of parameter passingiks well when passing geral static ariables by reference or con
stant parameters byle, because you can directly initialize the parameter blocksslone abe.

Note that the pointer to the parameter block is itself a pararéeamples in this section pass this
pointer in a rgister However, you can pass this pointeryavhere you wuld pass an other reference
parameter — in gasters, in global ariables, on the stack, in the code strearanen another parameter
block! Such wariations on the theme, Wever, will be left to your avn imaginationAs with ary parameter
the best place to pass a pointer to a parameter block is irgtstereThis text will generally adopt that pel

icy.
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Parameter blocks are especially useful when youensaleral diferent calls to a procedure and in each
instance you pass constaalues. Brameter blocks are less useful when you pasahles to procedures,
because you will need to cpphe current ariables value into the parameter block before the call (this is
roughly equialent to passing the parameter in a globaiable. Havever, if each particular call to a proce
dure has aXied parameter list, and that parameter list contains constants (static addresses or abnstant v
ues), then using parameter blocks can be a useful mechanism.

Also note that classdids are also arxeellent place to pass parameters. Because cids éire gry
similar to records, wé#’'not create a separate qgiey for these, bt lump class &lds together with parame
ter blocks.

4.4 How You Can Pass Parameters

There are six major mechanisms for passing data to and from a proceduesgethe

e pass by value,

* pass by reference,

e pass by value/returned,

e pass by result,

e pass by name, and

* pass by lazy evaluation

Actually, it's quite easy to invent some additional ways to pass parameters beyond these six ways, but
this text will concentrate on these particular mechanisms and leave other approaches to the reader to dis-
cover.

Since this text has already spent considerable time discussing pass by value and pass by reference, the
following subsections will concentrate mainly on the last four ways to pass parameters.

4.4.1 Pass by Value-Result

Pass by alue-result (also kivan as walue-returned) combines features from both the passalbg and
pass by reference mechanisiisu pass aalue-result parameter by address, just ljass by reference
parameters. Heever, upon entrythe procedure mak a temporary cepf this parameter and uses theycop
while the procedure isxecuting.When the procedureiishes, it copies the temporary gdgack to the orig
inal parameter

This copy-in and cop-out process tas time and requirextea memory (for the cgpof the data as
well as the code that copies the dafB)erefore, for simple parameter use, passabyeyresult may be less
efficient than pass by reference. Of course, if the program semantics require pelsspgsult, you he
no choice ht to pay the price for its use.

In some instances, pass 3lue-returned is morefefient than pass by reference. If a procedure only
references the parameter a couple of timesyingghe parametes’data is x@pensve. On the other hand, if
the procedure uses this paramet@ug often, the procedure amortizes tixedicost of coyping the data
over maly inexpensve accesses to the local gofversus gpensve indirect reference using the pointer to
access the data).

HLA supports the use ofalue/result parameters via tMALRES keyword. If you prefk a parameter
declaration witiVALRES, HLA will assume you ant to pass the parameter ajue/result. Wheneer you
call the procedure, HLA treats the parametez Bkpass by reference parameter and generates code to pass
the address of the actual parameter to the proceWitkin the procedure, HLA emits code to gdhe data
referenced by this point to a local gogf the \ariablé’. In the body of the procedure, you access the param

4. This statement assumes that you're not using the @NOFRAME procedure option.
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eter as though it were a pass lyue parameterFinally, before the procedure returns, HLA emits code to
copy the local data back to the actual paramek#gres the syntax for a typical procedure that uses pass by
value result:

procedure AddandZero( valres pl:uns32; valres p2:uns32 ); @odispl ay;
begi n AddandZer o;

mov( p2, eax );
add( eax, pl);
mov( O, p2);

end AddandZer o;

A typical call to this function might look léthe following:
AddandZero( j, k );

This call computes "j := j+k;" and "k := 0;" simultaneously

Note that HLA automatically emits the code within AgdandZeo procedure to copthe data fronpl
andp2’s actual parameters into the localriables associated with these parametersewlise, HLA emits
the code, just before returning, to gape local parameter data back to the actual parantdiek also alle
cates storage for the local copies of these parameters within tregiantrecord. Indeed, the nanpsand
p2in this xkample are actually associated with these loaghbles, not the formal parameters theneslv
Here's some code similar to that which HLA emits for A&dtlandZeo procedure earlier:

procedure AddandZero( var pl_ref: uns32; var p2_ref:uns32 );
@odi spl ay;
@of r ane;
var
pl: uns32;
p2: uns32;
begi n AddandZer o;

push( ebp );

sub( _vars_, esp); // Note: _vars_is "8" in this exanple.
push( eax );

nov( pl_ref, eax );

nmov( [eax], eax );

mov( eax, pl);

nmov( p2_ref, eax );

nov( [eax], eax );

nmov( eax, p2);

pop( eax );

/1 Actual procedure body begins here:

mov( p2, eax );
add( eax, pl);
nmov( 0, p2);

/1 dean up code associated with the procedure’ s return:

push( eax );

push( ebx );

nov( pl_ref, ebx );
nmov( pl, eax );
mov( eax, [ebx] );
nmov( p2_ref, ebx );
mov( p2, eax );
nov( eax, [ebx] );
pop( ebx );
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pop( eax );
ret( 8);

end AddandZer o;

As you can see from thixample, pass byalue/result has considerableechead associated with it in
order to cop the data into and out of the procedsr&ttiation record. If dfcieng is a concern to you, you
should &oid using pass byalue/result for parameters you doréference numerous times within the proce
dures body

If you pass an arrayecord, or other lge data structure via pass Blue/result, HLA will emit code
that uses a M@S instruction to cop the data into and out of the procedsracttiation record.Although
this copy operation will be sk for larger objects, you needniorry about the compiler emitting a ton of
individual MOV instructions to copa lage data structure vialue/result.

If you specify the @ NOFRAME option when you actually declare a procedure alite/result param
eters, HLA does not emit the code to automatically allocate the local storage griecaptual parameter
data into the local storage. Furthermore, since there is no local storage, the formal parameter names refer to
the address passed as a parameter rather than to the local staragk.intents and purposes, specifying
@NOFRAME tells HLA to treat the pass bglue/result parameters as pass by referembe.calling code
passes in the address and it is your responsibility to dereference that addresy #émelloopl data into and
out of the procedureTherefore, it quite unusual to see an HLA procedure use pasalbg/kesult param
eters along with the @NOFRAME option (since using pass by referenceexctiie same thing).

This is not to say that you shoultil'se @NOFRAME when youamt pass byalue/result semantics.
The code that HLA generates to gqmarameters into and out of a proceduretigiways the most &tient
because it atays presems all rgisters. By using @NOFRAME with pass glwe/result parameters, you
can supply slightly better code in some instancesyeler, you could also achie the same #&dct (with
identical code) by using pass by reference.

When calling a procedure with pass alue/result parameters, HLA pushes the address of the actual
parameter on the stack in a manner identical to that for pass by reference parameters. Indeed, when looking
at the code HLA generates for a pass by reference or passueyresult parameteyou will not be able to
tell the diference.This means that if you manuallyawt to pass a parameter kalue/result to a procedure,
you use the same code yoawld use for a pass by reference parameter; spabjifiyou would compute the
address of the object and push that address onto the stacks ttele’eqwalent to what HLA generates
for the preious call toAddandzeo®;

/1 AddandzZero( k, j );

lea( eax, k);
push( eax );
lea( eax, j );
push( eax );
cal | AddandZer o;

Obviously, pass by &lue/result will modify the alue of the actual paramete®ince pass by reference
also modifes the alue of the actual parameter to a procedure, you maybedesing if there are grseman
tic differences between theseotwarameter passing mechanismbe answer is yes — in some special cases
their behaior is different. Consider the foldng code that is similar to theaBcal code appearing in the
chapter on intermediate procedures:

procedure uhoh( var i:int32; var j:int32 ); @aodisplay;
begi n uhoh;

mov( i, ebx );

mov( 4, (type int32 [ebx]) );

mov( j, ecx );

5. Actually, this code is a little more efficient since it doesn’t worry about preserving EAX’s value; this example assumes the
presence of the "@use eax;" procedure option.
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nov( [ebx], eax );
add( [ecx], eax );
stdout.put( "i+ =", (type int32 eax), nl );

end uhoh;

var
k: int32;

nov( 5, k);
uhoh( k, k);

As you may recall from the chapter on Intermediate Procedures, the Wadiitabove prints "8" rather
than the gpected alue of "9". The reason is becausandj are aliases of one another when you ghtih
and pass the samariable in both parameter positions.

If we switch the parameter passing mechanisnvabom\alue/result, thenandj are not gactly aliases
of one another so this procedurhibits different semantics when you pass the saani@able in both param
eter positions. Consider the folltlng implementation:

procedure uhoh( valres i:int32; valres j:int32 ); nodisplay;
begi n uhoh;
mv( 4, i );
nov( i, eax );
add( j, eax );
stdout.put( "i+ =", (type int32 eax), nl );
end uhoh;
var
k: int32;
mov( 5, k);

uhoh( k, k);

In this particular implementation the outpuative is "9" as you would intuitively expect. The reason this
version produces a different result is becauardj are not aliases of one another within the procedure.
These names refer to separate local objects that the procedure happens to initialize with the value of the
same variable upon initial entry. However, when the body of the procedure exeantfsare distinct so

storing four intoi does not overwrite the value jn Hence, when this code adds the values afd |

together;j still contains the value 5, so this procedure displays the value nine.

Note that there is a question of what vakueill have whenuhohreturns to its caller Since pass by
value/result stores thealue of the formal parameter back into the actual parambeeralue ofk could
either be four or fie (sincek is the formal parameter associated with baihdj). Obviously, k may only
contain one or the other of thessdues. HLA does not makary guarantees about whiclkluek will hold
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other than it will be one or the other of these possible &lues. Ofiously, you can fjure this out by writ

ing a simple program,ub keep in mind that futureersions of HLA may not respect the current ordering;
worse, its quite possible that within the sanmersion of HLA, for some calls it could starfs value intok

and for other calls it could stojes value intok (not likely, but the HLA language alles this).The order by
which HLA copies ®alue/result parameters into and out of a procedure is completely implementation depen
dent. If you need to guarantee theying order then you should use the @NOFRAME option (or use pass
by reference) and cgphe data yourself.

Of course, this ambiguityxests only if you pass the same actual parameterarvalue/result parame
ter positions on the same call. If you pastedint actual ariables, this problem does nei#t. Since it is
very rare for a program to pass the saar@able in tvo parameter slots, particularlydvpass by &lue/result
slots, it is unlilely you will ever encounter this problem.

HLA implements pass byalue/result via pass by reference andyaugp It is also possible to imple
ment pass byalue/result using pass bglue and coying. When using the pass by reference mechanism to
support pass byalue/result, it is the proceduse’esponsibility to copthe data from the actual parameter
into the local cop; when using the pass bglue form, it is the calles’responsibility to copthe data to and
from the local object. Consider the fallmg implementation that (manually) copies the data on the call and
return from the procedure:

procedure DisplayAndd ear( val i:int32 ); @odisplay; @ofrane;
begi n Di spl ayAndd ear;
push( ebp ); /1 NOFRAME, so we have to do this nanually.
nov( esp, ebp );
stdout.put( "I =", i, nl );
mov( O, i );
pop( ebp );
ret(); /1 Note that we don’t clean up the paraneters.

end D spl ayAndd ear ;

push( m);
call D splayAndd ear;
pop( m);

stdout.put( "m=", m nl );

The sequence abedisplays "l = 5" and "m = 0" when this code sequence runs. Note how this code passes
the value in on the stack and then returns the result back on the stack (and the caller copies the data back to
the actual parameter.

In the example above, the procedure uses the @NOFRAME option in order to prevent HLA from auto-
matically removing the parameter data from the stack. Another way to achieve this effect is to use the
@CDECL procedure option (that tells HLA to use the C calling convention, which also leaves the parame-
ters on the stack for the caller to clean up). Using this option, we could rewrite the code sequence above as
follows:

procedure D splayAndd ear( val i:int32 ); @odisplay; @decl;
begi n D spl ayAndd ear;

stdout.put( "I =", i, nl );
mov( 0, i );

end D spl ayAndd ear;
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D spl ayAndd ear( m);

pop( m);
stdout.put( "m=", m nl );

The adwantage to this scheme is that HLA automatically emits the procedure’s entry and exit sequences so
you don’t have to manually supply this information. Keep in mind, however, that the @CDECL calling
sequence pushes the parameters on the stack in the reverse order of the standard HLA calling sequence.
Generally, this won’'t make a difference to you code unless you explicitly assume the order of parameters in
memory. Obviously, this won’'t make a difference at all when you've only got a single parameter.

The examples in this section have all assumed that we've passed the value/result parameters on the
stack. Indeed, HLA only supports this location if you want to use a high level calling syntax for value/result
parameters. On the other hand, if you're willing to manually pass the parameters in and out of a procedure,
then you may pass the value/result parameters in other locations including the registers, in the code stream,
in global variables, or in parameter blocks.

Passing parameters by value/result in registers is probably the easiest way to go. All you've got to do is
load an appropriate register with the desired value before calling the procedure and then leave the return
value in that register upon return. When the procedure returns, it can use the register’'s value however it sees
fit. If you prefer to pass the value/result parameter by reference rather than by value, you can always pass in
the address of the actual object in a 32-bit register and do the necessary copying within the procedure’s body.

Of course, there are a couple of drawbacks to passing value/result parameters in the registers; first, the
registers can only hold small, scalar, objects (though you can pass the address of a large object in a register).
Second, there are a limited number of registers. But if you can live these drawbacks, registers provide a very
efficient place to pass value/result parameters.

It is possible to pass certain value/result parameters in the code stream. However, you'll always pass
such parameters by their address (rather than by value) to the procedure since the code stream is in read-only
memory (and you can'’t write a value back to the code stream). When passing the actual parameters via
value/result, you must pass in the address of the object in the code stream, so the objects must be static vari-
ables so HLA can compute their addresses at compile-time. The actual implementation of value/result
parameters in the code stream is left as an exercise for the end of this volume.

There is one advantage to value/result parameters in the HLA/assembly programming environment.
You get semantics very similar to pass by reference without having to worry about constant dereferencing of
the parameter throughout the code. That is, you get the ability to modify the actual parameter you pass into
a procedure, yet within the procedure you get to access the parameter like a local variable or value parame-
ter. This simplification makes it easier to write code and can be a real time saver if you're willing to (some-
times) trade off a minor amount of performance for easier to read-and-write code.

4.4.2

Pass by Result

Pass by result is almost identical to pass &le-resultYou pass in a pointer to the desired object and
the procedure uses a local gayf the \ariable and then stores the result through the pointer when returning.
The only diference between pass bglwe-result and pass by result is that when passing parameters by
result you do not copthe data upon entering the procedussby result parameters are for returnialg v
ues, not passing data to the procediiteerefore, pass by result is slightly morécént than pass by
value-result since youwathe cost of copng the data into the locahviable.

HLA supports pass by result parameters using the RE&Efword prior to a formal parameter decla
ration. Consider the foleing procedure declaration:

procedure HasResParn{ result r:uns32 ); nodispl ay;
begi n HasResPar m
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mov( 5, r );
end HasResParm

Like pass byalue/result, modifiation of the pass by result parameter results (ultimately) in the modifi
cation of the actual parameterhe diference between the twparameter passing mechanisms is that pass
by result parameters do noteaa knevn initial value upon entry into the code (i.e., the HLA compiler does
not emit code to cgpary data into the parameter upon entry to the procedure).

Also like pass byalue/result, you may pass result parameters in locations other than on the stack. HLA
does not support gthing other than the stack when using the higkllealling syntax, bt you may cer
tainly pass result parameters manually gisters, in the code stream, in globatiables, and in parameter
blocks.

4.4.3 Pass by Name

Some high leel languages, ll&kALGOL-68 and Rnacea, support pass by name parametess. By
name produces semantics that are similar (though not identicabjtt@ltsubstitution (e.g., l&k macro
parameters). Hmever, implementing pass by name usingttel substitution in a compiled language €lik
ALGOL-68) is \ery difficult and ineficient. Basicallyyou would hae to recompile a functiorvery time
you call it. So compiled languages that support pass by name parameters generallyfersm@tedhnique
to pass those parameters. Consider thevinlip Panacea proceduredRacea syntax is stiftiently similar
to HLA's that you should be able tgidire out whag going on):

PassByNare: procedure(name iteminteger; var index:integer);
begi n PassByNane;

foreach index in 0..10 do
item:= 0;
endfor;
end PassByNang;

Assume you call this routine with the statemeras$ByName(A[i], i);" wherd is an array of intgers
having (at least) the elementg0]..A[10]. Were you to substitute (rually) the pass by name parameter
item you would obtain the folleing code:

begi n PassByNane;
foreach I in 0..10 do
Al = 0;
endfor;
end PassByNang;

This code zeros out elements 0..10 of akay

High level languages [&kALGOL-68 and Rnacea compile pass by name parametersunttions that
return the address of avgh parameteiSo in one respect, pass by name parameters are similar to pass by
reference parameters inaofs you pass the address of an objdut. major diference is that with pass by
reference you compute the address of an object before calling a subroutine; with pass by name the subrou
tine itself calls some function to compute the address of the parameteneiieefunction references that
parameter
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So what diference does this maRWell, reconsider the code al® Had you passeill] by reference
rather than by name, the calling codewd compute the addressAfl] just before the calbnd passed in
this address. Inside tHeassByNamerocedure the ariable item wuld hare alvays referred to a single
address, not an address that changes along viléfth pass by name parametetemis really a function
that computes the address of the parameter into which the procedure stoedsettren. Such a function
might look like the follaving:

procedure |tenThunk; @odisplay; @ofrane;
begi n |t enThunk;

mov( i, eax );
lea( eax, A eax*4] );
ret();

end |t enThunk;

The compiled code inside tiRassByNam@rocedure might look something like the following:

citem:= 0;

call |tenThunk;
nmov( O, (type dword [eax]));

Thunk is the historical term for these functions that compute the address of a pass by name plrameter
is worth noting that most HLLs supporting pass by name parameters do not call thunks directhe (ti&ll
above). Generallythe caller passes the address of a thunk and the subroutine calls the thunk inthisctly
allows the same sequence of instructions to caéreé diferent thunks (corresponding toféifent calls to
the subroutine). In HLA, of course, we will use HLA thurgdcigbles for this purpose. Indeed, when you
declare a procedure with a pass by name pargmitit@rassociates the thunk type with that paramékee
only difference between a parameter whose type is thunk and a pass by name parameter is that HLA requires
a thunk constant for the pass by name parameter (whereas a parameter whose type is thunk can be either a
thunk constant or a thunkaxiable). Heres a typical procedure prototype using a pass by nariable
(note the use of theAME keyword to specify pass by name):

procedur e HasNanmePar n{ nane naneVar:uns32 );

Sincename¥dr is a thunk, you call this object rather than treat it as data or as a pailbeugh HLA
doesnt enforce this, the contion is that a pass by name parameter returns the address of the object when
ever you irvoke the thunk.The procedure then dereferences this address to access the actubtheldite.
lowing code is the HLA equalent of the Bnacea procedurevgin earlier:

procedure passByNane( nane ary:int32; var ip:int32); @odisplay;

const i:text :="(type int32 [ebx])";

begi n passByNare;

mov( ip, ebx );
mov( O, i );
while( i <= 10 ) do

ary(); /]l Get address of "ary[i]" into eax.
nov(i, ecx );
nov( ecx, (type int32 [eax]) );
inc( i );
endwhi | €;
end passByNare;

Notice hav this code assumes that iy thunk returns a pointer in the EAX register.

Whenever you call a procedure with a pass by name parameter, you must supply a thunk that computes
some address and returns that address in the EAX register (or wherever you expect the address to be sitting
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upon return from the thunk; ceention dictates the EAX gister). Here is some same code that demon
strates hav to pass a thunk constant for a pass by name parameter to the procederre abo

var
i ndex: uns32;
array: uns32[ 11 ]; // Has elenents 0..10.

passByNane
(
t hunk
#
push( ebx );
nov( index, ebx );
lea( eax, array[ebx*4] );
pop( ebx );
H#,
i ndex

)

The "thunk #{...}#" sequence speei§i a literal thunk that HLA compiles into the code streaor.the
ervironment pointerHLA pushes the currentilue for EBPfor the procedure pointeFlLA passes in the
address of the code in the "#{...}#" brac&¥heneer thepassByNamerocedure actually calls this thunk,
the run-time system restores EBP with the pointer to the current prosedciigition record andxecutes
the code in these braces. If you look carefully at the codeeapoull see that this code loads the EAXre
ister with the address of tlaeray[index] variable. Therefore, thgpassByNamprocedure will store the re
value into this element @frray.

Pass by name parameter passing laseyed a bad name because it is a notoriously slechanism.
Instead of directly or indirectly accessing an object, yue @ frst male a procedure call (which isgen
sive compared to an access) and then dereference a pditteever, because pass by name parameters
defer their galuation until you actually access an object, pass by ndewietly gives you a deferred pass
by reference parameter passing mechanism (deferring the calculation of the address of the parameter until
you actually access that parametélhis can be @ry important in certain situationé&s youve seen in the
chapter on thunks, the proper use of deferxaduation can actually impwve program performance. Most
of the complaints about pass by name are because someone misused this parameter passing mechanism
when some other mechanisnowld hare been more appropriat&here are times, gever, when pass by
name is the best approach.

It is possible to transmit pass by name parameters in some location other than the stsmfer, e
don't call them pass by name parametergraore; thg're just thunks (that happen to return an address in
EAX) at that point. So if you wish to pass a pass by name parameter in some other location than the stack,
simply create a thunk object and pass your parameter as the thunk.

4.4.4

Pass by Lazy-Evaluation

Pass by name is similar to pass by reference amsas the procedure accesses the parameter using the
address of the paramet@&he primary diference between the twis that a caller directly passes the address
on the stack when passing by reference, it passes the address of a function that computes thesparameter’
address when passing a parameter by n@ime pass by lazyvaluation mechanism shares this same-rela
tionship with pass byalue parameters — the caller passes the address of a function that computes the param
eters value if the fist access to that parameter is a read operation.

Pass by lazyeluation is a useful parameter passing technique if the cost of computing the parameter
value is \ery high and the procedure may not use #iae: Consider the folleing HLA procedure header:

procedure PassByEval ( lazy a:int32; lazy b:int32; lazy c:int32);
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Consider thé?PassByEvaprocedure abge. Suppose it tas sgeral minutes to compute thalues for
thea, b,andc parameters (these could be, feample, three diérent possible paths in a Chessng). Per
haps théPassByEvaprocedure only uses thalue of one of these parametétbthout pass by lazywalua
tion, the calling code wuld hare to spend the time to compute all three parametas #hough the
procedure will only use one of thalues.With pass by lazywaluation, havever, the procedure will only
spend the time computing thalue of the one parameter it needs. Lamlwation is a common technique
artificial intelligence (Al) and operating systems use to im@rperformance since it pridles deferred
parameteraluation capability

HLA's implementation of pass by lazyaduation parameters is (currently) identical to the implementa
tion of pass by name parameters. Speddlff, pass by lazywvaluation parameters are thunks that you must
call within the body of the procedure and that you must write wieery®u call the procedurelhe difer-
ence between pass by name and pass by ladyation is the corention surrounding what the thunks
return. By comention, pass by name parameters return a pointer in the Efstere Pass by lazy wlua
tion parameters, on the other hand, returalaes not an addres$Vhere the pass by lazyauation thunk
returns its wlue depends upon the size of tldue. Haovever, by cowvention most programmers return
eight, 16-, 32-, and 64-bitalues in theAlL, AX, EAX, and EDX:EAX raisters, respectely. The ecep
tions are fhating point @lues (the corention is to use the STOgister) and MMX alues (the corention is
to use the MMO rgister for MMX \alues).

Like pass by name, you only pass by lamlation parameters on the stack. Use thunks if yamt o
pass lazyealuation parameters in a féifent location.

Of course, nothing is stopping you from returningalug via a pass by name thunk or an address via a
pass by lazywaluation thunk, bt to do so is»ceedingly poor programming style. Use these parameter
pass mechanisms as yheere intended.

4.5 Passing Parameters as Parameters to Another Procedure

When a procedure passes one of e parameters as a parameter to another procedure, certain prob
lems deelop that do notx@st when passingariables as parameters. Indeed, in some (rare) cases it is not
logically possible to pass some parameter types to some other prodétsigection deals with the prob
lems of passing one procedw@arameters to another procedure.

Pass by alue parameters are essentially nfedéint than localariablesAll the techniques in the pre
ous sections apply to pass Blue parameter3he folloving sections deal with the cases where the calling
procedure is passing a parameter passed to it by referaheergsult, result, name, and lazpleation.

4.5.1 Passing Reference Parameters to Other Procedures

Passing a reference parameter though to another procedure is where thgitpbggiies. Consider the
following HLA procedure séleton:

procedure ToProc(???? parm dword);
begi n ToProc;

end ToProc;

procedur e HasRef (var refparm dword);

begi n HasRef;
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ToProc(refParn;

end HasRef;

The “????" in th@oProcparameter list indicates that we will fill in the appropriate parameter passing mech
anism as the discussion warrants.

If ToProc expects a pass byalue parameter (i.e., ???? is just an empty string),HlasRefneeds to
fetch the alue of therefparmparameter and pass thialwe toToProc. The folloving code accomplishes
this®:

nov( refparm ebx ); // Fetch address of actual refparmval ue.

pushd( [ebx] ); /1 Pass val ue of refparmvariable on the stack.
call ToProc;

To pass a reference parameter by referereleegwesult, or result parameter is easy — jusy d¢bp
caller’s parameter as-is onto the stathat is, if theparm parameter ifoProc above is a reference parame
ter, a \alue-result parameteor a result parameterou would use the follaing calling sequence:

push( refparm);
call ToProc;

We get away with passing the valuerefparmon the stack becausefparmcurrently contains the address
of the actual object thafoProc will reference. Therefore, we need only copy this value (which is an
address).

To pass a reference parameter by name is fairly easy. Just write a thunk that grabs the reference parame-
ter’'s address and returns this value. In the example above, theTearide might look like the follaving:

ToProc

(
t hunk
#

nov( refparm eax );
1 #
)

To pass a reference parameter by lazy evaluation is very similar to passing it by name. The only difference
(in ToProc’scalling sequence) is that the thunk must return the value of the variable rather than its address.
You can easily accomplish this with the following thunk:

ToPr oc

(
t hunk
#

nov( refparm eax ); // Get the address of the actual paraneter
nmov( [eax], eax ); /] Get the value of the actual parameter.
#
);

Note that HLAs high lerel procedure calling syntax automatically handles passing reference parameters
as \alue, reference,alue/result, and result parametei@hat is, when using the highvid procedure call
syntax andloProc’s parameter is pass byle, pass by reference, pass blug/result, or pass by result,
you'd use the folleing syntax to calloProc:

ToProc( refparm);

6. The examples in this section all assume the use of a display. If you are using static links, be sure to adjust &llahéd offse
the code to allow for the static link that the caller must push immediately before a call.
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HLA will automatically figure out what data it needs to push on the stack for this procedure call.

Unfortunately, HLA does not automatically handle the case where you pass a reference parameter to a
procedure via pass by name or pass by lazy evaluation. You must explicitly write this thunk yourself.

45.2

Passing Value-Result and Result Parameters as Parameters

If you have a pass byalue/result or pass by result parameter that yant o pass to another procedure,
and you use the standard HLA mechanism for passalueiresult or pass by result parameters, passing
those parameters on to another procedurevialtihecause HLA creates locanables using the parame
ters’names. Therefore, there is no @i#rence between a locahnable and a pass bglue/result or pass by
result parameter in this particular case. Once HLA has made a logaifdbge \alue-result or result param
eter or allocates storage for it, you can treat thetble just lilk a \alue parameter or a locanable with
respect to passing it on to other procedures. In partiéijaru’re using the HLA high kel calling syntax
in your code, HLA will automatically pass that procedure alpe®, reference,alue/result, or by result to
another procedure. If yaw passing the parameter by name or by laajuation to another procedure, you
must manually write the thunk that computes the address oatlable (pass by name) or obtains thtue
of the \ariable (pass by lazyvaluation) prior to calling the other procedure.

Of course, it doeshimalke sense to use thalue of a result parameter until yee’stored a alue into
that parametes’local storageTherefore, tak care when passing result parameters to other procedures that
you've initialized a result parameter before using dtisig.

If you're manually passing pass bglwe/result or pass by result parameters to a procedure and then you
need to pass those parameters on to another procedure, HLA cannot automatically generate the appropriate
code to pass those parameters Dinis is especially true if youé got the parameter sitting in ajigter or in
some location other than a locariable. Lilewise, if the procedure yo calling e&pects you to pass a
value/result or result parameter using some mechanism other than passing the address on the stack, you will
also hae manually write the code to pass the parameter on through. Since such situations ar¢osaecifi
given situation, the only advice thistean ofer is to suggest that you carefully think through what geou’
doing. Remembetoo, that if you use the @NOFRAME procedure option, HLA does no¢ hoakl cop
ies, so you will hee to compute and pass the addresses of such parameters manually

45.3

Passing Name Parameters to Other Procedures

Since a pass by name parameténunk returns the address of a paramp#essing a name parameter to
another procedure iy similar to passing a reference parameter to another proc&darprimary difer-
ences occur when passing the parameter on as a nhame parameter

Unfortunately HLA’s high level calling syntax doeshautomatically deal with pass by name parame
ters. The reason is because HLA dog¢srssume that thunks return an address in the E4iXtes (this is a
cornvention, not a requirement)A programmer who writes the thunk could return the addressveoene
else, or could\en create a thunk that doetsréturn an address at alltherefore, it is up to you to handle
passing pass by name parameters to other procedures.

When passing a name parameter aslaevparameter to another procedure, ymt @all the thunk,
dereference the address the thunk returns, and then passugnéovthe ne procedureThe followving code
demonstrates such a call when the thunk returnsatti@bles address in EAX:

Cal | Thunk(); /1 Call the thunk which returns an address in EAX
pushd( [eax] ); [// Push the value of the object as a paraneter.
call ToProc; // Call the procedure that expects a val ue paraneter.
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Passing a name parameter to another procedure by referercg &asyAll you have to do is push the
address the thunk returns onto the statle folloving code, that isery similar to the code albe, accom

plishes this:
Cal | Thunk(); /1 Call the thunk which returns an address in EAX
push( eax ); /1 Push the address of the object as a paraneter.
call ToProc; // Call the procedure that expects a val ue paraneter.

Passing a name parameter to another procedure as a pass by name paraengteasy;vall you need
to do is pass the thunk on to thevnerocedureThe folloving code accomplishes this:

push( (type dword Cal | Thunk));
push( (type dword Cal | Thunk[4]));
call ToProc;

To pass a name parameter to another procedure byvalmyagon, you need to create a thunk for the
lazy-evaluation parameter that calls the pass by name parasnistenk, dereferences the point@nd then
returns this alue.The implementation is left as a programming project.

4.5.4 Passing Lazy Evaluation Parameters as Parameters
Lazy esaluation are gry similar to name parameterscept thg typically return a glue in EAX (or
some other m@ister) rather than an addres$his means that you may only pass lazgleation parameters
by value or by lazyealuation to another procedure (sinceytden't have an address associated with them).
455 Parameter Passing Summary
The following table describes hoto pass parameters from one procedure as parameters to ancther pro
cedure. The ravs specify the "input" parameter passing mechanisnv (he parameter as passed into the
current procedure) and thews specify the "output" parameter passing mechanisw ¢he procedure
passing the parameter on to another procedure as a parameter).
Table 1. Passing Parameters as Parametersto Another Procedure
Pass as Pass as
Pass as Pass as Pass as Pass as
Value-Resu Lazy
Value Reference Result Name .
It Evaluation
Value Pass the Pass Pass Pass Create a Create a
value address of | address of | address of | thunk that | thunk that
the \alue the \alue the \alue returns the | returns the
parameter | parameter | parameter | address of | value
the \alue
parameter
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Table 1: Passing Parameters as Parametersto Another Procedure

Pass as Pass as ITass as Pass as Pass as Pass as
Value Reference | VAUERESUl  posuit Name Lazy
It Evaluation
Reference | Derefer Pass the Pass the Pass the Create a Create a
ence address address address thunk that | thunk that
parameter | (value of (value of (value of passes the | deferences
and pass the the refer the refer the refer address the refer
value it ence ence ence (value of ence
points at parameter) | parameter) | parameter) | the refer parameter
ence and returns
parameter) | its value
Value-Resu| Pass the Pass the Pass the Pass the Create a Create a
It local value | address of | address of | address of | thunk that | thunk that
as the alue | the local the local the local returns the | returns the
parameter | value as the| value as the| value as the| address of | value in the
parameter | parameter | parameter | the local local value
value of the | of the
value-result| value-result
parameter | parameter
Result Pass the Pass the Pass the Pass the Create a Create a
local value | address of | address of | address of | thunk that | thunk that
as the alue | the local the local the local returns the | returns the
parameter | value as the| value as the| value as the| address of | value in the
parameter | parameter | parameter | the local local value
value of the | of the result
result parameter
parameter
Name Call the Call the Call the Call the Pass the Write a
thunk, thunk and | thunk and | thunk and | address of | thunk that
derefer pass the pass the pass the the thunk | calls the
ence the addressit | addressit | addressit | and ay name
pointer and | returns as | returns as | returns as | other\al- parame
pass the the parame | the parame | the parame | ues assoei | ter’s thunk,
value at the| ter ter ter ated with derefer
address the the name | ences the
thunk parameter | address it
returns returns, and
then returns
the \alue at
that addresg
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Table 1. Passing Parameters as Parameter sto Another Procedure
Pass as Pass as Pass as Pass as Pass as Pass as
Value Reference Value-Resu Result Name Lazy.
It Evaluation
Lazy If neces Not possi Not possi Not possi Not possi | Create a
Evaluation | sary call ble. Lazy | ble. Lazy | ble. Lazy | ble. Lazy | thunk that
the thunk to| Eval param | Eval param | Eval param | Eval param | calls the
obtain the | eters return| eters return| eters return| eters return| callers
Lazy Eval | a\value a\alue a\alue a\alue Lazy E\al
parame which does | which does | which does | which does | parameter
ters value. | not have an | not hare an | not have an | not have an | This nav
Pass the address. address. address. address. thunk
local value returns that
as the alue result as its
parameter result.
4.6 Variable Parameter Lists

On occasion you may need the ability to pasarging number of parameters to aegi procedure.
The stdout.putroutine in the HLA Standard Library pridles a good>ample of where hang a \ariable
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number of parameters is useflihere are tw ways to accomplish this: (1pke it and use a macro rather
than a procedure (this is what the HLA Standard Library doesxéon@e, with thestdout.putinvocation —
stdout.puis a macro not a procedure), and (8s®in some information to the procedure the describves ho
mary parameters in must process and where it cahtfiose parameter§Ve’ll take a look at both of these
mechanisms in this section.

HLA’s macro &cility allows a \arying number of parameters by specifying an empty array parameter as
the last formal parameter in the macro list, e.g.,

#macro Vari abl eNunCf Parns( a, b, c[] );

#endnmacr o;

Wheneer HLA processes a macro declaratiore lthe one ahe, it associates therdt two actual
parameters with the formal parameteendb; ary remaining actual parameters becomes strings in the con
stant string arrag. By using the @ELEMENTS compile-time function, you can determinerhary addk
tional parameters appear in the parameter list (which can be zero or more).

Of course, a macro is not a procedure. Sodbethat we heae a list of t&t constants and a string array
that represents our actual parameter list does not satisfy the requirementaifging parameter list at
run-time. Havever, we can write some compile-time code that parses the parameter list and calls an appro
priate set of procedures to handle each ardygarameter passed to the macror dcample, thestdout.put
macro splits up the parameter list and calls a sequence of routireestdtikit. putsand stdout.puti32 to
handle each parameter iadiually.

Breaking up a macrs'variable parameter list into a sequence of procedure calls with only one parame
ter per call may not sodva need you ha for \varying parameter listsThat being the case, it may still be
possible to use macros to implemeatying parameters for a procedure. If the number of parameters is
within some range, then you can use the functi@mloading trick discussed in the chapter on macros to call
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one of seeral diferent procedures, each with afelient number of parameters. Please see the chapter on
macros for additional details.

Although macros pnade a comenient vay to implement aarying parameter list, tiyedo sufer from
some limitations that makthem unsuitable for all applications. In particuiyou need to call a single
procedure and pass it an indeterminate number of parameters (no limits), then the tricks with macros
employed ab@e won't work well for you. In this situation you will need to push the parameters on the stack
(or pass them somiere else) and include some information that tells the procedwrenhgy parameters
you're passing (and, perhaps, their siz€he most common &y to do this is to push the parameters onto
the stack and then, as the last paramptesh the parameter count (or size) onto the stack.

Most procedures that push arying number of parameters on the stack use the C/C++ callingreon
tion. There are tw reasons for this: (1) the parameters appear in memory in a natural order (the number of
parameters follwved by the fist parameterfollowed by the second parametetc.), (2) the caller will need
to remwe the parameters from the stack since each call a@nahdiferent number of parameters and the
80x86 RET instruction can only rer®a fked (constant) number of parameter bytes.

One dravback to using the C/C++ calling agntion to pass aaviable number of parameters on the
stack is that you must manually push the parameters and issue a CALL instruction; HLA doeddwapro
high-level language syntax for declaring and calling procedures wighyéng number of parameters.

Consideras an gample, a simpl&laxUns32procedure that computes the maximunm ohs32 alues
passed to itThe caller bgins by pushing uns32 alues and then,rally, it also pushes. Upon return, the
caller remees then+1 uns32 wlues (includingn) from the stack.The function, presumabhlyeturns the
maximum \alue in the EAX rgister Heres a typical call tdvlaxUns32

push( i );
push( j );
push( k );
pushd( 10 );

push( 4 ); /1 n=4, nunber of paraneters passed to this code.
call MaxUns32; /1 Conpute the naxi numof the above.
add( 20, esp); // Renove the paraneters fromthe stack.

The MaxUns32procedure itself mustrit fetch the &lue forn from a knavn location (in this case, it
will be just abee the return address on the stackhe procedure can then use thidue to step through
each of the other parameters found on the stackeahe \alue forn. Heres some sample code that aceom
plishes this:

procedure MaxUns32; nodi spl ay; nofrare;
const n:text := "(type uns32 [ebp+8])";
const first:text := "(type uns32 [ebp+12])";
begi n MaxUns32;

push( ebp );
nov( esp, ebp );
push( ebx );
push( ecx );

nov( n, ecx );
if( ecx >0) then

lea( ebx, first );
nov( first, eax ); I/l Wse this as the starting Max val ue.
r epeat

if( eax < [ebx] ) then

nov( [ebx], eax );

endi f;
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add( 4, ebx );
dec( ecx );

until ( ecx =0 );

el se
// There were no paraneter values to try, so just return zero.
xor( eax, eax );

endi f;

pop( ecx );

pop( ebx );

pop( ebp );

ret(); /1 Can’t rerove the paraneters!

end MaxUns32;

This code assumes thats at location [ebp+8] (which it will be if n is the last parameter pushed onto
the stack) and thatuns32 alues appear on the stack edohis point. It steps through each of thesleas
searching for the maximum, which the function returns in EAX. If n contains zero uportlestfynction
simply returns zero in EAX.

Passing a single parameter count, asvabworks fine if all the parameters are the same type and size.
If the size and/or type of each parametaries, you will need to pass information about eachviddal
parameter on the stacklhere are manways to do this, a typical mechanism is to simply gwefeach
parameter on the stack with a doublerevcontaining its size in bytesnother solution is that empled by
theprintf function in the C standard library - pass an array of data (a string in the pasgfpthat contains
type information that the procedure can interpret at run-time to determine the type and size of the parame
ters. for example, the (rintf function uses format strings &K'%4d" to determine the size (and count, via
the number of formatting options that appear within the string) of the parameters.

4.7  Function Results

Functions return a result, which is nothing more than a result parametssembly language, there are
very few differences between a procedure and a funcilibat is wly there isnt a “function” directve.
Functions and procedures are usuallfedént in high lgel languages, function calls appear onlyxpres
sions, subroutine calls as statemémssembly language doeslistinguish between them.

You can return function results in the same places you pass and return pardgmtaiy, hovever, a
function returns only a singlealue (or single data structure) as the function reshk. methods and loea
tions used to return function results is the subject of thiefaer sections.

4.7.1 Returning Function Results in a Register

Like parameters, the 80x8&'agyisters are the best place to return function restitis getc routine in
the HLA Standard Library is a goo#lample of a function that returns alwe in one of the CPE'ragisters.
It reads a character from theyboard and returns th&SCII code for that character in thé register By
cornvention, most programmers return function results in thevilip registers:

Use First Last

7. “C” is an exception to this rule. C’s procedures and functions are all called functions. PL/I is another exception. In PL/I,
they're all called procedures.
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Bytes: al, ah, dl, dh, cl, ch, bl, bh
Words: ax, dx, cx, si, di, bx

Double words: eax, edx, ecx, esi, edi, ebx
Quad words: edx:eax

Real Values: STO

MMX Values: MMO

Once again, this table represents general guidelines. If you're so inclined, you could return a double
word value in (CL, DH, AL, BH). If you're returning a function result in some registers, you shouldn’t save
and restore those registers. Doing so would defeat the whole purpose of the function.

4.7.2 Returning Function Results on the Stack

Another good place where you can return function results is on the Bitecklea here is to push some
dummy \alues onto the stack to create space for the function rékeltfunction, before ledng, stores its
result into this locationWhen the function returns to the callémpops &erything of the stack ecept this
function result. May HLLs use this technique (although most HLLs on the IBM PC return function results
in the rgisters).The folloving code sequences sthidiov values can be returned on the stack:

procedure RnOnStack( R nResult: dword; parnl: uns32; parn®:uns32 );
@odi spl ay;
@of r ane;

var
Local Var: uns32;

begi n R nOnSt ack;

push( ebp ); /1 The standard entry sequence
mov( esp, ebp );
sub( _vars_, esp);

<< code that leaves a value in RnResult >>

nov( ebp, esp ); /1 Not quite standard exit sequence.
pop( ebp );
ret( __parns_-4); /1 Don't pop RnResult off stack on return!

end R nOnSt ack;

Calling sequence:

R nStack( 0, pl, p2); [// "0" is a dumy val ue to reserve space.
pop( eax ); /] Retrieve return result from stack.

Although the caller pushed 12 bytes of data onto the sRtok)nStak only remaes eight bytesThe
first “parameter” on the stack is the function resitie function must lee this \alue on the stack when it
returns.

4.7.3 Returning Function Results in Memory Locations

Another reasonable place to return function results is inarkneemory locationYou can return func
tion values in global &riables or you can return a pointer (presumably irgestes or a rgister pair) to a
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parameter blockThis process is virtually identical to passing parameters to a procedure or function in global
variables or via a parameter block.

Returning parameters via a pointer to a parameter block iscatient vay to return lege data struc
tures as function results. If a function returns an entire ,afraybest &y to return this array is to allocate
some storage, store the data into this area, and leap to the calling routine to deallocate the storage.
Most high lerel languages that alloyou to return lage data structures as function results use this technique.

Of course, there isevy little difference between returning a function result in memory and the pass by
result parameter passing mechanism.“Bass by Result” on pad59for more details.

4.7.4

Returning Large Function Results

Returning small scalamlues in the mgisters or on the stack medka lot of sense. M@ver, mechanism
for returning function results does not scaeywvell to lage data structureslhe rayisters are too small to
return lage records or arrays and returning such data on the stack is a tokdhwt to mention that yowe
got to copy the data from the stack tositfinal resting spot upon return from the function). In this section
we'll take a look at a couple of methods for returningdaobjects from a function.

The traditional vay to return a laye function result is to pass the location where one is to store the result
as a pass by reference parameldre adantage to this scheme is that it is reklt eficient (speed-wise)
and doesrt’require ag extra space; the procedure uses thalfilestination location as scratch pad memory
while it is kuilding up the resultThe disadantage to this scheme is that it &wcommon to pass the des
tination \ariable as an input parameter (thus creating an alias). Since, in aveglatguage, you don’
have the problems of aliases with function return results, this is a nonsvataémantic result that can €re
ate some ungected problems.

A second solution, though a little bit lesfi@ént, is to use a pass by result parameter to return the func
tion result. Rss by result parameters get theindocal coy of the data that the system copies bagr o
the destination location once the function is complete (thoisliag the problem with aliases) he drav-
back to using pass by result, especially witlgdareturn alues, is thedct that the program must gofhe
data from the local storage to the destinatianiable when the function completeshis data cop opera
tion can tak a signiftant amount of time for really lge objects.

Another solution for returning lge objects, that is relagly eficient, is to allocate storage for the
object in the function, place whats data you wish to return in the allocated storage, and then return a
pointer to this storage. If the calling code references this data indirectly rather tiisny ¢top data to a dif
ferent location upon return, this mechanism and run sigmiiy faster than pass by result. Of course, it is
not as general as using pass by result parametgrgjth a little planning it is easy to arrange you code so
that it works with pointers to lge objects. String functions are probably the bestngle of this function
result return mechanism in practice. It &wcommon for a function to allocate storage for a string result
on the heap and then return a "strilmgiable" in EAX (remember that strings in HLA are pointers).

4.8

Putting It All Together

This chapter discussesw@nd where you can pass parameters in an assembly language program. It
continues the discussion of parameter passing that appears in earlier chaptersxin thigstehapter dis
cusses, in greater detail veeal of the diferent places that a program can pass parameters to a procedure
including reyisters, FPU/MMX rgister on the stack, in the code stream, in glolaaiables, and in parame
ters blocks.While this is not an all-incluse list, it does ceer the more common places where programs
pass parameters.

In addition to where, this chapter discusses poograms can pass parameters. Possialeswnclude
pass by @lue, pass by reference, pass blug/result, pass by result, pass by name, and pass by#dzs e
tion. Again, these domrepresent all the possibleayis one could think ofub it does cwer (by far) the most
common vays programs pass parameters between procedures.
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Another parameterelated issue this chapter discusses 8 toopass parameters passed into one proce
dure as parameters to another proceddthough HLAs high level calling syntax can takcare of the
grungy details for you, & important to ke how to pass these parameters manually since there age man
instances where you will be forced to write the code that passes these parameters (not to nsemtioodit’
idea to knav how this works, just on general principles).

This chapter also touches on passinguaable number of parameters between procedures andoho
return function results from a procedure.

This chapter will not be the lastond on parametersiVe’ll take another look at parameters in thegw
next chapter when discussingleal scope.
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