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Records, Unions, and Name Spaces Chapter Five

5.1 Chapter Overview

This chapter discussesviado declare and use record (structures), unions, and name spaces in your pro
grams. After strings and arrays, records are among the most commonly used composite data types; indeed,
records are the mechanism you use to createde$ieed composite data types. Mamssembly language
programmers ner bother to learn hoto use records in assembly language, yaildvnever consider not
using them in high kel language programsThis is somehat inconsistent since records (structures) are
just as useful in assembly language programs as in high llnguage programs. \en that you use
records in assembly language (and especially HLA) in a manner quite similar toveiglnguages, there
really is no reason foixeluding this important tool from your programneetool chestAlthough youll use
unions and name spaces fess often than records, their presence in the HLA language is crucial for man
adwanced applicationsThis brief chapter prades all the information you need to successfully use records,
unions, and name spaces within your HLA programs.

5.2 Records

Another major composite data structure is thedalrecod or C/C++structuet. The Fascal terminol
ogy is probably bettesince it tends tovaid confusion with the more general tedata structue. Since
HLA uses the term “record” wi'adopt that term here.

Whereas an array is homogeneous, whose elements are all the same, the elements in a record can be of
ary type.Arrays let you select a particular element via angietéendex. With records, you must select an
element (knen as dield) by name.

The whole purpose of a record is to let you encapsuldezatit, lut logically related, data into a single
packageThe Rascal record declaration for a student is probably the most tygaraipte:

student =

record
Nane: string [64];
Maj or: integer;
SSN string[11];
M dternil: integer;
M dtern®: integer;
Fi nal : integer;
Horewor k: i nt eger;
Projects: integer;

end;

Most Rascal compilers allocate eachldi in a record to contiguous memory locatiofsis means that
Pascal will reserg the fist 65 bytes for the narfethe nat two bytes hold the major code, thexna2 the
Social Security Numbeetc.

In HLA, you can also create structure types using the RECORD/ENDRECORD declafatiawuld
encode the ahe record in HLA as follws:

type
st udent : record
Nane: char[65];
Maj or: int16;

SSN char[12];

1. It also goes by some other names in other languages, but most people recognize at least one of these names.
2. Strings require an extra byte, in addition to all the characters in the string, to encode the length.
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Mdternil: inti6;

M dtern2: intl6;

Final : int16;

Homewor k: i nt 16;

Projects: int16;
endr ecor d;

As you can see, the HLA declaration &y similar to the Pascal declaration. Note that, to be true to the
Pascal declaration, this example uses character arrays rather than string®\fimdasmd SSN(U.S Social
Security Number) fields. In a real HLA record declaration you'd probably use a string type for at least the
name (keeping in mind that a string variable is only a four byte pointer).

The field names within the record must be unique. That is, the same name may not appear two or more
times in the same record. However, all field names are local to that record. Therefore, you may reuse those
field names elsewhere in the program.

The RECORD/ENDRECORD type declaration may appear in a variable declaration section (e.g.,
STATIC or VAR) orin a TYPE declaration section. In the previous examplgttiteentleclaration appears
in the TYPE section, so this does not actually allocatestarage for &tudentvariable. Instead, you hea
to explicitly declare a wriable of typeStudent The folloving example demonstrates\wdo do this:

var
John: Student;

This allocates 81 bytes of storage laid out in memory asrshoFigure 5.1

Name SSN Mid 2 Homework

(65 bytes) (12 bytes) (2 bytes) (2 bytes)

T /T T /AT T T T

John 1 1 1 1 1 1

L1 iyl | ! L 171 ! . ! !
Major Mid 1 Final  Projects
(2 bytes) (2 bytes) (2 bytes) (2 bytes)

Figure 5.1 Student Data Structure Storage in Memory

If the labelJohncorresponds to thizase addressf this record, then thlamefield is at offsetlohn+0, the
Major field is at offsetlohn+65 theSSNfield is at offsetlohn+67, etc.

To access an element of a structure you need to know the offset from the beginning of the structure to
the desired field. For example, thmjor field in the variableJohnis at ofset 65 from the base address of
John Therefore, you could store thalue inAX into this field using the instruction

mov( ax, (type word John[65]) );

Unfortunately memorizing all the offsets to fields in a record defeats the whole purpose of using them in the
first place. After all, if you've got to deal with these numeric offsets why not just use an array of bytes
instead of a record?

Well, as it turns out, HLA lets you refer to field names in a record using the same mechanism C/C++
and Pascal use: the dot operator. To store AX intd/dger field, you could use “md ax, John.Major );”
instead of the prgous instructionThis is much more readable and certainly easier to use.

Note that the use of the dot operator doesintroduce a ne addressing modéelhe instruction
“mov( ax,John.Major);” still uses the displacement only addressing mode. HLA simply adds the base
address oflohn with the ofset to theMajor field (65) to get the actual displacement to encode into the
instruction.

Like ary type declaration, HLA requires all record type declarations to appear in the program before

you use them. Hwever, you dont have to define all records in th€YPE section to create recordniables.
You can use the RECORD/ENDRECORD declaration directly ariable declaration sectioihis is con
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venient if you hae only one instance of avgin record object in your prograrnihe folloving example dem
onstrates this:

st or age

QiginPoint: record
X. Uuns§;
y: uns8;
Z: uns8§;
endr ecor d;

5.3

Record Constants

HLA lets you definerecord constants. lmaét, HLA supports both symbolic record constants and literal
record constants. Record constants are useful as initializers for static r@galpies. They are also quite
useful as compile-time data structures when using the HLA compile-time language (see the chapters on
Macros and the HLA Compileiifie Language)This section discusseswdo create record constants.

A record literal constant tek the folleving form:

Recor dTypeNane: [ Li st_of _comnma_separ at ed_constant s ]

TheRecodTypeNamaés the name of a record data type yaeudefned in an HLATYPE section prior to
this point. To create a record constant you mustehpreviously defned the record type inBYPE section
of your program.

The constant list appearing between the betschire the data items for each of th&l§ in the speciid
record. The first item in the list corresponds to thesffifield of the record, the second item in the list corre
sponds to the seconeli, etc. The data types of each of the constants appearing in this list must match their
respectie field types.The folloving example demonstrates Wwdo use diteral record constant to initialize
a record wariable:

type
point: record
X:int32;
y:int32;
z:int32;
endr ecor d;
static

Vector: point := point:[ 1, -2, 3];
This declaration initializesector.xwith 1, Vector.ywith -2, andvector.zwith 3.

You can also create symbolic record constants by declaring record objects in the CONST or VAL sec-
tions of your program. You access fields of these symbolic record constants just as you would access the
field of a record variable, using the dot operator. Since the object is a constant, you can specify the field of a
record constant anywhere a constant of that field’s type is legal. You can also employ symbolic record con-
stants as record variable initializers. The following example demonstrates this:

type
point: record
X: i nt32;
y:int32;
Z:int32;
endr ecor d;
const

Poi nt I nSpace: point := point:[ 1, 2, 3];

static
Vector: point := PointlnSpace;
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XCoord: int32 := PointlnSpace. x;

stdout.put( “Y Coordinate is “, PointlnSpace.y, nl );

5.4  Arrays of Records

It is a perfectly reasonable operation to create an array of reclwat so, you simply create a record
type and then use the standard array declaration syntax when declaring an array of that rectind fgpe.
lowing example demonstrates\Wwo/ou could do this:

t ype
recH enent :
record
<< fields for this record >>
endr ecor d;

static
recArray: recH enent[4];

To access an element of this array you use the standard arreipgntehniques found in the chapter
on arrays. SinceecArrayis a single dimension arrayou’d compute the address of an element of this array
using the formula “baseAddress + int@size(recElement). For example, to access an elementetAr
ray you'd use code li& the follaving:

/1 Access element i of recArray:

intmul ( @ize( recEenment ), i, ebx ); [/ ebx :=i*@ize( recH enent )
nov( recArray.soneFi el d[ ebx], eax );

Note that the indespecification follows the entire variable name; remember, this is assembly not a high
level language (in a high level language you’d probably use “recArray[i].someField”).

Naturally, you can create multidimensional arrays of records as well. You would use the standard row or
column major order functions to compute the address of an element within such records. The only thing that
really changes (from the discussion of arrays) is that the size of each element is the size of the record object.

static
rec2D. recEl enent[ 4, 6 ];

/1 Access elenment [i,j] of rec2D and | oad “soneField” into EAX

intmul ( 6, i, ebx );

add( j, ebx );

intmul ( @i ze( recH erment ), ebx );
nov( rec2D. sormeField[ ebx ], eax );
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5.5

Arrays/Records as Record Fields

Records may contain other records or arrayse#dsti Consider the foleing defnition:

type
Pi xel :
record
Pt: poi nt ;
col or: dwor d
endr ecor d;

The defiition above defines a single point with a 32 bit color component. When initializing an object of type
Pixel, the first initializer corresponds to tRefield, not the x-coordinate fieldhe following definition is
incorrect:

static
ThisPt: Pixel := Pixel:[ 5 10 ]; /1 Syntactically incorrect!

The \alue of the first field (“5”) is not an object of typeint Therefore, the assembler generates an error
when encountering this statement. HLA will allow you to initialize the fieldxal using declarations like
the following:

static
ThisPt: Pixel := Pixel:[ point:[ 1, 2, 3], 10 ];
ThatPt: Pixel := Pixel:[ point:[ O, 0, 0], 51;

AccessingPixelfields is ery easyLike a high lgel language you use a single period to referencBtthe
field and a second period to accessxtyeandz fields ofpoint

stdout.put( “ThisPt.Pt.x = *“, ThisPt.Pt.x, nl );
stdout.put( “ThisPt.Pt.y =, ThisPt.Pt.y, nl );
stdout.put( “ThisPt.Pt.z “, ThisPt.Pt.z, nl );

nov( eax, ThisPt.Color );

You can also declarraysas record &lds.The folloving record creates a data type capable of repre
senting an object with eight points (e.g., a cube):

type
(hj ect 8:
record
Pts: poi nt[8];
Col or: dwor d;
endr ecor d;

This record allocates storage for eighfatiént points. Accessing an element of Btearray requires that
you know the size of an object of typeint (remember, you must multiply the index into the array by the
size of one element, 12 in this particular case). Suppose, for example, that you have eCldB&uetype
Object8 You could access elements of Bisarray as follows:

/1 CQUBE Pts[i].x :=0;

nov( i, ebx );
intmul ( 12, ebx );
nov( 0, CUBE Pts.x[ebx] );

The one unfortunate aspect of all this is that you musikhe size of each element of tRes array
Fortunately HLA provides a hilt-in function that will compute the size of an array element (in bytes) for
you: the@sizefunction. You can revrite the code ah@ using@sizeas follovs:

// QBE Pts[i].x :=0;

mov( i, ebx );
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intmul ( @ize( point ), ebx );
nov( 0, CUBE Pts.x[ebx] );

This solution is much better than multiplying by the literal constant 12. Not only does #llr& Giut
the size for you (so you ddrtiare to), it automatically substitutes the correct size if war ehange the def
inition of thepointrecord in your program. df this reason, you shouldwalys use the @size function to
compute the size of array element objects in your programs.

Note in this @ample that the indespecifcation (“[ebx]”) follows the whole object nam&en though
the array iPts notx. Rememberthe “[ebx]” speciftation is an indeed addressing mode, not an array
index. Indexes alays follov the entire name, you do not attach them to the array component asyidu w
in a high leel language lik C/C++ or Rscal. This produces the correct result because addition is cemmu
tative, and the dot operator (as well as thexmajgerator) corresponds to addition. In particulee expres
sion “CUBE.Pts.x[ebx]” tells HLA to compute the sum @BE (the base address of the object) plus the
offset to thePtsfield, plus the déet to thex field plus the alue of EBX. Technically we're really comput
ing offsetCUBE)+offsetPts)+EBX+offset) but we can rearrange this since addition is comnuatati

You can also defe two-dimensional arrays within a recoréd.ccessing elements of such arrays is no
different than ay other two-dimensional array other than thect that you must specify the armyield
name as the base address for the arag.,

type
RecV2DArray:
record
intField: int32
aField: int32[4,5];
endr ecor d;
static

recVar: RecV2DArray;

/'l Access element [i,j] of the aField field using Row major ordering:

mov( i, ebx );

intnmul (5, ebx );

add( j, ebx );

nov( recVar.aFi el d[ ebx*4 ], eax );

The code abee uses the standardaremajor calculation to indeinto a 4x5 array of doubleards. The
only difference between thiskemple and a stand-alone array access isatttettiat the base addresses
Var.aFeld.

There are tw common ways tonest record deiitions. As noted earlier in this section, you can create a
record type in & YPE section and then use that type name as the data type of slwhwitfiin a record
(e.g., thePt:point field in thePixel data type abee). It is also possible to declare a record directly within
another record without creating a separate data type for that record; thénfplEsample demonstrates

this:
type
Nest edRecs:
record
iField: int32
sField: string;
rField:
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record
i:int32;
u: uns32;
endr ecor d;
cFi el d: char;
endr ecor d;

Generally it's a better idea to create a separate type rather than embed records directly in other records,
but nesting them is perfectlydal and a reasonable thing to do on occasion.

If you hare an array of records and one of tledd$ of that record type is an arrggu must compute
the indexes into the arrays independently of one another and then use the sum of thessedndbe ukHi
mate ind&. The follonving example demonstrateswdo do this:

type
recType:
record
arrayFi el d: dword[ 4, 5];
<< G her Fields >>
endr ecor d;
static

arytf Recs: recType[ 3, 3];

/1 Access aryCfRecs[i,j].arrayFieldk,I]:

intmul ( 5, i, ebx ); /1 Conputes index into aryCt Recs
add( j, ebx ); /1 as (i*5 +)*@ize( recType ).
intmul ( @i ze( recType ), ebx );

intmul (3, k, eax ); // Conputes index into arydf Recs
add( |, eax ); /Il as (k*3 +j) (*4 handled | ater).

nov( aryCr Recs. arrayFi el d[ ebx + eax*4 ], eax );

Note the use of the base plus scaledxadeaddressing mode to simplify this operation.

5.6

Controlling Field Offsets Within a Record

By default, whenger you create a record, HLA automatically assigns tfseiotero to the it field of
that record. This corresponds to records in a higlveldanguage and is the intwii defwult condition. In
some instances, hvaver, you may vant to assign a dérent starting déet to the fist field of the record.
HLA provides a mechanism that lets you set the startifigetodf the fist field in the record.

The syntax to set thadt offset is

nane:
record := starting(ffset;
<< Record Field Declarations >>
endr ecor d;

Using the syntax abve, the first field will have the starting offset specified bysthetingOffset int3Zon
stant expression. Since this isiat82 value, the starting offset value can be positive, zero, or negative.

One circumstance where this feature is invaluable is when you have a record whose base address is actu-
ally somewhere within the data structure. The classic example is an HLA string. An HLA string uses a
record declaration similar to the following:

record
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MaxStrLen: dwor d;

I engt h: dword;
charData: char[ xxxx];
endr ecor d;

As youtre well avare by na, HLA string pointers do not contain the address of\lagStrLenfield;
they point at thecharDatafield. The strstrRec record type found in the HLA Standard Library Strings-mod
ule uses a record declaration similar to the faithay:

type
strRec:
record := -8;
MaxSt rLen: dwor d;
| engt h: dword;
charDat a: char;
endr ecor d;

The starting dket for theMaxStrLenfield is -8. Therefore, the offset for thengthfield is -4 (four bytes
later) and the offset for theharDatafield is zero. Therefore, if EBX points at some string data, then “(type
str.strRec [ebx]).length” is equivalent to “[ebx-4]" since kegthfield has an offset of -4.

Generally, you will not use HLAs ability to specify the starting field offset when creating your own
record types. Instead, this feature finds most of its use when you are mapping an HLA data type over the top
of some other predefined data type in memory (strings are a good example, but there are many other exam-
ples as well).

5.7 Aligning Fields Within a Record

To achiee maximum performance in your programs, or to ensure thatsHiedords properly map to
records or structures in some highdelanguage, you will often need to be able to control the alignment of
fields within a record. d¥ example, you might want to ensure thatdword field’'s of'set is an een multiple
of four. You use thé&\LIGN directive to do this, the sameay you would useALIGN in the STATIC decla
ration section of your progranT.he folloving example shws hav to align some &lds on important bourd
aries:

type
PaddedRecor d:

record
c: char;
align(4);
d: dwor d;
b: bool ean;
align(2);
W, wor d;

endr ecor d;

Wheneer HLA encounters th&LIGN directive within a record declaration, it automatically adjusts the
following field’s of'set so that it is anven multiple of the &lue theALIGN directive specifes. It accom
plishes this by increasing thefsdt of that fld, if necessaryIn the &ample abwe, the felds would have
the following offsets: ¢:0, d:4, b:8,w:10. Note that HLA inserts three bytes of padding betweamd and
it inserts one byte of padding betwdeandw. It goes without saying that you should/@eassume that this
padding is present. If youamt to use thosexera bytes, then declaresfis for them.

Note that specifying alignment within a record declaration does not guarantee thatdthwillfibe
aligned on that boundary in memory; it only ensures thateltsfiofset is aligned on the speeifi boune
ary. If avariable of typePaddedRecat starts at an odd address in memdingn thed field will also start at
an odd address (sinceyandd address plus four is an odd address). If yantwo ensure that thesfds are
aligned on appropriate boundaries in mempoy must also use tid.IGN directive before ariable decla
rations of that record type, e.g.,

Page490 © 2001, By Randall Hyde Beta Draft - Do not distribute



Records, Unions, and Namespaces

static

align(4);
PRvar: PaddedRecor d;

The alue of theALIGN operand should be anven \alue that iseenly divisible by the lagestALIGN
expression within the record type (four is thegkst \alue in this case, andstalready eenly diisible by
two).

If you want to ensure that the recardize is a multiple of someale, then simply stick aALIGN
directive as the last item in the record declaration. HLA will emit an appropriate number of bytes of padding
at the end of the record tdlfit in to the appropriate sizeThe following example demonstrates Wato
ensure that the recosdsize is a multiple of four bytes:
type

PaddedRec:

record
<< sone field declarations >>

align(4);
endr ecor d;

5.8

Pointers to Records

During eecution, your program may refer to structure objects directly or indirectly using a pointer
When you use a pointer to accessd$ of a structure, you must load one of the 8Gx88-bit rgisters with
the address of the desired record. Suppose ywe the follaving variable declarations (assuming the
Object8structure fromfArrays/Records as Record Fielads page487):

static
Qube: (hj ect 8;
QubePtr: pointer to (bject8 : = &ube;

CubePtrcontains the address of (i.e., it is a pointer to)dhbeobject. To access tt@olor field of theCube

object, you could use an instruction like “mov( Cube.Color, eax );". When accessing a field via a pointer you
need to load the address of the object into a 32-bit register such as EBX. The instruction
“mov( CubePtiEBX );” will do the trick. After doing so, you can access fields ofGlbeobject using the
[EBX+offset] addressing mode. The only problem is “How do you specify which field to access?” Consider
briefly, the followingincorrectcode:

nov( QubePtr, ebx );
nov( [ebx].Color, eax ); // This does not work!

There is one major problem with the codeabdince field names are local to a structure and it's possible
to reuse a field name in two or more structures, how does HLA determine whichCafisetepresents?
When accessing structure members directly (.e.g., “mov( Cube.Color, EAX);”) there is no ambiguity since
Cubehas a specific type that the assembler can check. “[EBX]", on the other hand, canauyjttiiag In
particular, it can point at any structure that contair@obr field. So the assembler cannot, on its own,
decide which offset to use for timlor symbol.

HLA resolves this ambiguity by requiring that you explicitly supply a type. To do this, you must coerce
“[EBX]" to type Cube Once you do this, you can use the normal dot operator notation to acdéetothe
field:

nov( QubePtr, ebx );
nmov( (type Qube [ebx]).Color, eax );

By specifying the record name, HLA kmes which offset value to use for t@mlor symbol.
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If you have a pointer to a record and one of that recofiglds is an arraythe easiest ay to access ele
ments of that &ld is by using the base plus imdd addressing modd.o do so, you just load the pointer to
the record into one gister and compute the ind@to the array in a secondgister Then you combine
these tw ragisters in the addresgmression. In thexample abwe, thePtsfield is an array of eighgoint
objects. To access éld x of thei™ element of th€ubePtsfield, youd use code li& the follaving:

nov( QubePtr, ebx );
intmul ( @ize( point ), i, esi ); // Conpute index into point array.
nmov( (type (bject8 [ebx]).Pts.x[ esi*4 ], eax );

As usual, the indeappears after all the field names.

If you use a pointer to a particular record type frequently in your program, typing a coercion operator
like “(type Object8 [ebx])” can get old pretty quick. One way to reduce the typing needed to coerce EBX is
to use a TEXT constant. For example, consider the following statement in a program:

const
Bptr: text := “(type Chject8 [ebx])”;

With this statement at the beginning of your program you ca®@8p# in place of the type coercion opera
tor and HLA will automatically substitute the appropriate text. With a text constant like the above, the
former example becomes a little more readable and writable:

nov( QubePtr, ebx );
intnul ( @ize( point ), i, esi ); // Conpute index into point array
nov( CBPtr.Pts.x[ esi*4 ], eax );

5.9 Unions

A record defiition assigns di€rent ofsets to each éid in the record according to the size of those
fields. This behaior is quite similar to the allocation of memorysats in &/AR or STATIC section. HLA
provides a second type of structure declaration, the UNION, that does not adeigmtidddresses to each
object; instead, eaclefd in a UNION declaration has the samiseif— zero.The folloving example dem
onstrates the syntax for a UNION declaration:

type
uni onType:
uni on
<< fields (syntactically identical to record declarations) >>
enduni on;

You access the fields of a UNION exactly the same way you access the fields of a record: using dot notation
and field names. The following is a concrete example of a UNION type declaration and a variable of the
UNION type:

type
numneri c:
uni on
i: int32;
u: uns32;
r: real 64;
enduni on;

static
nunber: nuneric;
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mov( 55, nunber.u );

nmov( -5, nunber.i );

stdout. put( “Real value =*“, nunber.r, nl );

The important thing to note about UNION objects is that all #dgfiof a UNION hae the same &et
in the structure. In thexample abwe, thenumbem, number, andnumberr fields all hae the same &et:
zero. Therefore, the &lds of a UNION werlap one another in memory; this &ry similar to the \ay the
80x86 eight, sixteen, and thirty-bwbit registers @erlap one another Usually access to thedids of a
UNION are mutually eclusive; that is, you do not manipulate separatkl$i of a particular UNIONari-
able concurrently because writing to oreddioverwrite’s the other élds. In the xample abwe, ary modk
fication of numbeu would also changeumbeli andnumberr.

Programmers typically use UNIONs forawdifferent reasons: to consermemory or to create aliases.
Memory conseration is the intended use of this data structacdify. To see hw this works, lets compare
thenumericUNION abase with a corresponding record type:

type
nuneri cRec:
record
i: int32;
u: uns32;
r: real 64;
endr ecor d;

If you declare a ariable, sayn, of typenumericRecyou access the fields ag, n,y andn.r; exactly as

though you had declared the variable to be typeeric The difference between the two is thatnericRec
variables allocate separate storage for each field of the record while numeric objects allocate the-same stor
age for all fields. Therefor@size(humericRe$ 16 since the record contains two double word fields and

a quad wordreal64) field. @size(numeric)however, is eight. This is because all the fields of a UNION
occupy the same memory locations and the size of a UNION object is the size of the largest field of that
object (sed-igure 5.2.
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Figure 5.2 Layout of a UNION versus a RECORD Variable

In addition to conserving memaorgrogrammers often use UNIONS to crealiases in their codeAs
you may recall, an alias is aféifent name for the same memory objédtases are often a source of confu
sion in a program so you should use them sparingly; sometinvesydrousing an alias can be quite gen
nient. For exkample, in some section of your program you might need to constantly use type coercion to refer
to an object using a diérent type. Although you can use an HLBREXT constant to simplify this process,
another vay to do this is to use a UNIONwable with the Blds representing the téfent types you ant to
use for the objectAs an éample, consider the folldng code:

type
Char O Uns:
uni on
c: char;
u: uns32;
endr ecor d;

static
v: Char O Uns;

With a declaration li the abee, you can manipulate ams32object by accessingu. If, at some
point, you need to treat the L.O. byte of this32variable as a charactgou can do so by simply accessing
thev.c variable, e.g.,

nov( eax, V.U );
stdout.put( “v, as a character, is ‘", v.c,

“ronl);

You can use UNIONsxactly the same ay you use RECORDs in an HLA program. In partigular
UNION declarations may appear asldis in RECORDs, RECORD declarations may appearebts fin
UNIONSs, array declarations may appear within UNIONSs, you can create arrays of UNIONSs, etc.

5.10 Anonymous Unions

Within a RECORD declaration you can place a UNION declaration without specifyielgl@afine for
the union objectThe followving example demonstrates the syntax for this:

type
HasAnonUni on:
record
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r:real 64;
uni on
u: uns32;
i:int32;
enduni on;
s:string;
endr ecor d;

static
v: HasAnonUni on;

Wheneer an anopmous union appears within an RECORD you can acces®ltie éif the UNION as
though thg were direct &lds of the RECORD. In thexample abwe, for kample, you wuld access’su
andi fields using the syntax .’ and “vi”, respectvely. Theu andi fields hae the same &dfet in the
record (eight, since tlyefollow areal64 object). The fields ofv have the follaving offsets fromv’s base
address:

==<=<x<
n —c -
N oo

1

@size(v)s 16 since the andi fields only consume four bytes between them.

Warning: HLA gets confused if you attempt to create a record constant when that record has anonymous
unions (HLA doesn't allow UNION constants). So don't create record constants of a record if that record
contains anonymous unions as fields.

HLA also allows anonymous records within unions. Please see the HLA documentation for more
details, though the syntax and usage is identical to anonymous unions within records.

5.11 Variant Types

One big use of UNIONSs in programs is to creadanttypes. A variant \ariable can change its type
dynamically while the program is runningA variant object can be an igier at one point in the program,
switch to a string at a dérent part of the program, and then change to a edaé\at a later time. Man
very high lerel language systems usdymamic type system (i.e.asiant objects) to reduce theevall com
plexity of the program; indeed, proponents of maery high leel languages insist that the use of a
dynamic typing system is one of the reasons you can write coipagrams in so fe lines. Of course, if
you can createariant objects in aery high lerel language, you can certainly do it in assembly language. In
this section wef look at hav we can use the UNION structure to creatgant types.

At any one gven instant during progranxecution a ariant object has a specifiype, lut under pre
gram control the ariable can switch to a ¢irent type. Therefore, when the program processesraamt
object it must use an IF statement or SWITCH statememteioute a dierent sequence of instructions
based on the objestturrent type.Very high level languages (VHLLS) do this transparentiyp assembly
language you will hae to praide the code to test the type yoursél achiee this, the ariant type needs
some additional information fpend the objec$ value. Specifially, the \ariant object needs aefd that
specifes the current type of the objedthis field (often knavn as thedag field) is a small enumerated type
or integger that specifis the type of the object atyagiven instant.The folloving code demonstrateswdo
create a ariant type:

type
Vari ant Type:
record

tag:uns32; // 0-uns32, 1-int32, 2-real 64

uni on
u: uns32;
i:int32;
r:real 64;
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enduni on;
endr ecor d;

static
v: Vari ant Type;

The program wuld test the/tag field to determine the current type of thebject. Based on this test, the
program would manipulate the,w.u, orv.r field.

Of course, when operating on variant objects, the program’s code must constantly be testing the tag field
and executing a separate sequence of instructions for uns32, int32, or real64 values. If you use the variant
fields often, it makes a lot of since to write procedures to handle these operations for ygade,ysub,
vmul andvdiv). Better yet, you might ant to mak a class out of yourviant types. &r details on this, see
the chapter on Classes appearing later in tkis te

5.12

Namespaces

One really nice feature of RECORDs and UNIONS is that &he fiames are local to asgh RECORD
or UNION declaration.That is, you can reuseefd names in diérent RECORDs or UNIONSsThis is an
important feature of HLA because it help®ial name space pollutionName space pollution occurs when
you use up all the “good” names within the current scope and ywautbastart creating non-descrigi
names for some object because yeldlready used the most appropriate name for something else. Because
you can reuse names infdient RECORD/UNION defiitions (and you carven reuse those names outside
of the RECORD/UNION defiitions) you dort have to dream up we names for the objects thatiealess
meaning.We use the termamespac#o describe ho HLA associates names with a particular objéidie
field names of a RECORD V®a namespace that is limited to objects of that record type. Hvlpsoa
generalization of this namespace mechanism that lets you create arbitrary nhameBpasesiamespace
objects let you shield the names of constants, typembles, and other objects so their names do not inter
fere with other declarations in your program.

An HLA NAMESPACE section encapsulates a set of generic declarations in much the sathatva
RECORD encapsulates a set @ifrigble declarationsA NAMESPACE declaration teds the follaving
form:

namespace nane;
<< decl arati ons >>
end nane,

The nameidentifier provides the name for the NAMESPACE. The identifier after the END clause must
exactly match the identifier after NAMESPACE. You may have several NAMESPACE declarations within a
program as long as the identifiers for the name spaces are all unique. Note that a NAMESPACE declaration
section is a section unto itself. It does not have to appear in a TYPE or VAR section. A NAMESPACE may
appear anywhere one of the HLA declaration sections is legal. A program may contain any number of
NAMESPACE declarations; in fact, the name space identifiers don’t even have to be unique as you will soon
see.

The declarations that appear between the NAMESPACE and END clauses are all the standard HLA dec-
laration sections except that you cannot nest name space declarations. You may, however, put CONST, VAL,
TYPE, STATIC, READONLY, STORAGE, and VAR sections within a names'f)a&’dne following code
provides an rample of a typical NMESPACE declaration in an HLA program:

nanmespace nyNanes;

3. Procedure and macro declarations, the subjects of later chapters, are also legal within a name space declaration section.
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type
integer: int32;

static
i integer;
j 1uns32;

const
pi :real 64 := 3.14159;

end nyNanes;

To access thedids of a hame space you use the same dot notation that records and unior® use. F
example, to access thelils ofmyNamesutside of the name space ybu'se the follwing identifers:

nyNanes. i nteger - A type declaration equivalent to int32.
nyNanmes.i - An integer variable (int32).

nyNames.j - An uns32 variabl e.

nyNanes. pi - A real 64 constant.

This exkample also demonstrates an important point ab@MNBSPACE declarations: within a name
space you may reference other ideetsiin that same AMESPACE declaration without using the dot nota
tion. For example, thei field abae uses typenteger from the myNamesname space without the
“mynames. prefix.

What is not obious from the gample abwe is that MMESPACE declarations create a clean symbol
table wheneer you open up a declarationThe only eternal symbols that HLA recognizes in a
NAMESFACE declaration are the prededd type identiérs (e.g., int32, uns32, and char). HLA does not
recognize ay symbols yowe declared outside theANMESPACE while it is processing your namespace
declaration. This creates a problem if youawt to use symbols outside th@AMESPACE when declaring
other symbols inside theAMESPACE. For example, suppose the tyjreteger had been defied outside
myNamess follovs:

type
integer: int32;

nanespace nyNames;

static
i:integer;
j 1uns32;

const
pi:real 64 := 3.14159;

end nyNanes;

If you were to attempt to compile this code, HLAwd complain that the symbaitegeris undefined.
Clearlyintegeris defined in this program, but HLA hides all external symbols when creating a hame space
so that you can reuse (and redefine) those symbols within the name space. Of course, this doesn’t help much
if you actually want to use a name that you've defined outsidd¢amesvithin that name space. HLA pro

vides a solution to this problem: ti@global:operator. If, within a name space declaration section, yoeu pre

fix a name with “@global:” then HLA will use the global definition of that name rather than the local
definition (if a local definition even exists). To correct the problem in the previous example, you'd use the
following code:

type
integer: int32;
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nanespace nyNames;

static
i@l obal :integer;
j 1uns32;

const
pi:real 64 := 3.14159;

end nyNanes;

With the @global: prefix, thei variable will be typent32 even if a different declaration of integer appears
within themyNamesame space.

You cannot nest NAMESPACE declaratingiowever, you can hege multiple NN\MESPACE declara
tions in the same program that use the same name spaceddengf

nanespace ns;
<< decl aration group #1 >>

end ns;

nanespace ns;
<< decl aration group #2 >>
end ns;

When HLA encounters a secondAMESPACE declaration for a given identifier, it simply appends the dec
larations in the second group to the end of the symbol list it created for the first group. Thereforeafter pro
cessing the two NAMESPACE declarations, tissame space would contain the set of all symbols you've
declared in both the name space blocks.

Perhaps the most common use of name spaces is in library modules. If you create a set of library rou-
tines to use in various projects or distribute to others, you have to be careful about the names you choose for
your functions and other objects. If you use common namegdil@ndput, the users of your module will
complain when your names collide with theifm easily solution is to put all your code in AMESPACE
block. Then the only name you ¥&to worry about is the name of theANIESPACE itself. This is the only
name that will collide with other usersdde. That can happenubit's much less ligly to happen than if
you dont use a hame space and your library module introduces dozens, if not hundredsnafes into
the global name spateThe HLA Standard Library prides mag good eamples of name spaces in use.

The HLA Standard Library defes seeral name spaces élstdout stdin, str, cs, andchars. You refer to
functions in these name spaces using namestilout.put, stdingf, cs.intesection, steq,andchars.toUp

per. The use of hame spaces in the HLA Standard Libramepte conftts with similar names in youmm

programs.

5.13

Putting It All Together

One of the more amazingdts about programmer psychology is thet that a high kel language pro
grammer would refuse to use a highvle language that doesrsupport records or structures; then that same
programmer wn't bother to learn he to use them in assembly language (all the time, grumbling about their

4. There really doesn’t seem to be a need to do this; hence its omission from HLA.
5. The global name space is the global section of your program.
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absence).You use records in assembly language for the same reason you use them irehighdeages.
Given that most programmers consider records and structure essential ivdlitgniguages, it is surprising
they arent as concerned about using them in assembly language.

This short chapter demonstrates that it ddask& much dbrt to master the concept of records in an
assembly language prograriiaken together with UNIONs andAVESPACES, RECORDs can help you
write HLA programs that areaf more readable and easier to understdrterefore, you should use these
language features as appropriate when writing assembly code.
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