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Managing Large Programs Chapter Nine

9.1

Chapter Overview

When writing lager HLA programs you do not typically write the whole program as a single source
file. This chapter discusseswao break up a lge project into smaller pieces and assemble the pieces sep
arately This radically reduces gelopment time on lge projects.

9.2

Managing Large Programs

Most assembly language programs are not totally stand alone programs. In general, you wilboall v
standard library or other routines that are notngefiin your main programofF example, yowe probably
noticed by na that the 80x86 doedrprovide ary machine instructions l&k“read”, “write”, or “printf” for
doing I/O operations. Of course, you can write youn @rocedures to accomplish this. Unfortunatesit-
ing such routines is a compléask, and bginning assembly language programmers are not ready for such
tasks.That's where the HLA Standard Library comesTihis is a package of procedures you can call to per

form simple 1/0O operations léstdout.put

The HLA Standard Library contains tens of thousands of lines of source code. Imagidéfionlt
programming wuld be if you had to mge these thousands of lines of code into your simple programsl
imagine hav slow compiling your programs euld be if you had to compile those tens of thousands of lines
with each program you write oRtunately you dont have to.

For small programs, arking with a single sourcddiis fine. For large programs this getery cumber
some (consider thexample abwe of haiing to include the entire HLA Standard Library into each of your
programs). Furthermore, once yeeI'delugged and tested a ¢gr section of your code, continuing to assem
ble that same code when you reaksmall change to some other part of your program astewf timeThe
HLA Standard Libraryfor example, taks sgeral minutes to assemblejem on a &st machine. Imagine
having to wait five or ten minutes on agt Pentium machine to assemble a program to whicke/otade a
one line change!

As with high level languages, the solution sepagate compilation. First, you break up your lge
source fies into manageable chunK$ien you compile the separatiediinto object code modules. Finally
you link the object modules together to form a complete program. If you needéaarsaiall change to one

of the modules, you only need to reassemble that one module, you do not need to reassemble the entire pro

gram.

The HLA Standard Library arks in precisely this ay. The Standard Library is already compiled and
ready to useYou simply call routines in the Standard Library and link your code with the Standard Library
using alinker program.This saes a tremendous amount of time whewetllgping a program that uses the
Standard Library code. Of course, you can easily create yaumbject modules and link them together
with your codeYou could gen add ne routines to the Standard Library soythvéll be available for use in
future programs you write.

“Programming in the lge”is a term soft@re engineers ka coined to describe the processes, method
ologies, and tools for handling thevetpment of lage softvare projectsWhile everyone has theirven
idea of what “lage” is, separate compilation, and someveattions for using separate compilation, are
among the more popular techniques that support “programming in thes’ [&he folloving sections
describe the tools HLA pwides for separate compilation andahto efectively emply these tools in your
programs.
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9.3 The #INCLUDE Directive

The #NCLUDE directive, when encountered in a sourde, fswitches program input from the current
file to the fie specifed in the parameter list of thelude directive. This allovs you to construct x files
containing common constants, types, source code, and other HLA items, and include kugttcatkie
assembly of seeral separate programihe syntax for thinclude directive is

#include( “fil ename” )

Filename must be a alid filename. HLA merges the specified file into the compilation at the point of the
#INCLUDE directive. Note that you can ne8iNCLUDE statements insideldis you include. That is, a file
being included into another file during assembly may itself include a third file. In fact, the “stdlib.hhf”
header file you see in most example programs contains the folfowing

#i ncl ude( "hla. hhf" )
#i ncl ude( "x86. hhf" )
#i ncl ude( "m sctypes. hhf" )
#include( "hll.hhf" )

#incl ude( "excepts. hhf" )
#i ncl ude( "nenory. hhf" )

#incl ude( "args. hhf" )

#i ncl ude( "conv. hhf" )
#include( "strings. hhf" )
#incl ude( "cset.hhf" )

#i ncl ude( "patterns. hhf" )
#i ncl ude( "tabl es. hhf" )
#i ncl ude( "arrays. hhf" )
#i ncl ude( "chars. hhf" )

#incl ude( "math. hhf" )
#i ncl ude( "rand. hhf" )

#i ncl ude( "stdio. hhf" )
#incl ude( “stdin. hhf” )
#i ncl ude( “stdout. hhf” )

Program 9.1  The stdlib.hhf Header File, as of 01/01/2000

By including “stdlibhhf” in your source code, you automatically include all the HLA library modules. It's
often more efficient (in terms of compile time and size of code generated) to provide only those #INCLUDE
statements for the modules you actually need in your program. However, including “stdlib.hhf” is extremely
convenient and takes up less space in this text, which is why most programs appearing in this text use
“stdlib.hhf”.

Note that the #INCLUDE directive does not need to end with a semicolon. If you put a semicolon after
the #INCLUDE, that semicolon becomes part of the source file and is the first character following the
included file during compilation. HLA generally allows spare semicolons in various parts of the program, so
you will often see a #INCLUDE statement ending with a semicolon that produces no harm. In general,

1. Note that this & changes over time as new library modules appear in the HLA Standard Library, so this file is probably not
up to date. Furthermore, there are some minor differences between the Linux and Windows version of this file. Fhe OS-spe
cific entries do not appear in this example.
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though, you should not get in the habit of putting semicolons after #NCLUDE statements because there is
the slight possibility this could create a syntax error in certain circumstances.

Using the #hclude directive by itself does not pwide separate compilatioffou could use thenclude
directive to break up a lge source e into separate modules and join these modules together when you
compile your flie. The folloving example would include the PRINTEHLA and PUTC.HLA fles during the
compilation of your program:

#include( “printf.hla” )
#incl ude( “putc.hla” )

Now your progranwill beneft from the modularity gined by this approachlas, you will not see ary
development timeThe#INCLUDE directive inserts the sourcddiat the point of théINCLUDE during com
pilation, actly as though you had typed that code in yourself. HLA still has to compile the code and that
takes time Were you to include all theldis for the Standard Library routines in this mangeur compila
tions would tale forever.

In general, you shouldot use thenclude directive to include source code as simoabaée?. Instead,
you should use thdNCLUDE directive to insert a common set of constants, typedsyeal procedure decla
rations, and other such items into a progragpically an assembly language include floesnot contain
ary machine code (outside of a macro, see the chapter on Macros and the Campileafiguage for
details).The purpose of usingINCLUDE files in this manner will become clearer after you see the
external declarations avk.

9.4 Ignoring Duplicate Include Operations

As you bgin to develop sophisticated modules and libraries, yeenéually discwer a big problem:
some headerlés will need to include other headéedi(e.g., the stdlibhf header fe includes all the other
Standard Library Headelds). Well, this isnt actually a big problem,ub a problem will occur when one
header fe includes anotheand that second headde fincludes anotheand that third headeidiincludes
anotherand ..., and that last headds fncludes the fst header 2. Now thisis a big problem.

There are tw problems with a headefdiindirectly including itself. First, this creates anriité loop
in the compiler The compiler will happily go on about itsiginess including all thesde$ over and oer
again until it runs out of memory or some other error occurs. Clearly this is not a good Thmgecond
problem that occurs (usually before the problenvapis that the second time HLA includes a headerifi
starts complaining bitterly about duplicate symbolrdgéins. After all, the frst time it reads the headdefi
it processes all the declarations in thi, fihe second time around it wige all those symbols as duplicate
symbols.

HLA provides a special include direati that eliminates this problestNCLUDEONCE. You use this
directive exactly like you use the #include diregti e.g.,

#i ncl udeonce( “nyHeaderFil e. hhf” )

If myHeaderFile.hhf directly or indirectly includes itself (with a #INCLUDEONCE divegtithen HLA

will ignore the new request to include the file. Note, however, that if you use the #INCLUDE directive,
rather than #INCLUDEONCE, HLA will include the file a second name. This was done in case you really
do need to include a header file twice, for some reason (though it is hard to imagine needing to do this).

The bottom line is this: you should always use the #INCLUDEONCE directive to include header files
you've created. In fact, you should get in the habit of always using #NCLUDEONCE, even for header files
created by others (the HLA Standard Library already has provisions to prevent recursive includes, so you
don’t have to worry about using #INCLUDEONCE with the Standard Library header files).

There is another technique you can use to prevent recursive includes — using conditional compilation.
For details on this technique, see the chapter on the HLA Compile-Time Language in a later volume.

2. There is nothing wrong with this, other than the fact that it does not take advantage of separate compilation.
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9.5

UNITs and the EXTERNAL Directive

Technically the#INCLUDE directive provides you with all thedcilities you need to create modularfro
grams. You can create geral modules, each containing some specdutine, and include those modules,
as necessaryn your assembly language programs using #INCLUDEweder, HLA provides a better
way: eternal and public symbols.

One major problem with theclude mechanism is that once yoe'delugged a routine, includinginto
a compilation still vastes a lot of time since HLA must recompilggiree code\ery time you assemble the
main program.A much better solution @uld be to preassemble the dgged modules and link the object
code modules together rather than reassembling the entire progrgntime you change a single module.
This is what th&XTERNAL directive allavs you to do.

To use theexternal facilities, you must create at leasitaource fes. One fe contains a set ofavi-
ables and procedures used by the secofite second ¢ uses thoseaviables and procedures without
knowing how they're implemented.The only problem is that if you createdweparate HLA programs, the
linker will get confused when you try to combine thehhis is because both HLA programssadheir avn
main program.Which main program does the OS run when it loads the program into memongzole
this problem, HLA uses a ddrent type of compilation module, théNIT, to compile programs without a
main program.The syntax for an HLA UNIT is actually simpler than that for an HLA program, éstéfe
following form:

unit uni t nane;
<< decl arations >>
end uni t nane;

With one exception (the VAR section), anything that can go in the declaration section of an HLA program
can go into the declaration section of an HLA unit. Notice that a unit does not have a BEGIN clause and
there are no program statements in the3prtunit only contains declarations.

In addition to thedct that a unit does not contairyaexecutable statements, there is one otheferdif
ence between units and programs. Units cannat B&AR section. This is because th¢AR section
declares ariables that are local to the main progmsource code. Since there is no source code associated
with a unit,VAR sections are iligal*

To demonstrate, consider the feliog two modules:

unit Nunber1;

static
Var 1: uns32;
Var 2: uns32;

procedur e Addland2;
begi n Addland2;

push( eax );
nov( Var2, eax );
add( eax, Varl );

end Addland2;

3. Of course, units may contain procedures and those proceduresveayatements, but the unit itself does not have any
executable instructions associated with it.

4. Of course, procedures in the unit may have their own VAR sections, but the procedure’s declaration section is separate from

the unit’s declaration section.
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end Nunber 1;

Program 9.2  Example of a Simple HLA Unit

program nai n;
#incl ude( “stdlib.hhf” );

begi n mai n;
nmov( 2, Var2);
mov( 3, Varl);
Addland2();
stdout.put( “Varl=", Varl, nl );

end nain;

Program 9.3  Main Program that References External Objects

The main program referencearl, var2, andAddland2, yet these symbols argternal to this program
(they appear in uniNumber). If you attempt to compile the main program as it stands, HLA will complain
that these three symbols are unuoled.

Therefore, you must declare thertegnal with theEXTERNAL option. An external procedure declara
tion looks just lile a forvard declaration>eept you use the resed word EXTERNAL rather than FOR
WARD. To declare gternal static &riables, simply folle those wariables’declarations with the resers
word EXTERMNAL. The following is a modiftation to the prdous main program that includes theeznal
declarations:

progr am nai n;
#include( “stdlib.hhf” );

procedur e Addland2; external;
static

Var1l: uns32; external;

Var2: uns32; external;
begi n mai n;

mov( 2, Var2);

nmov( 3, Varl );

Addland2();

stdout.put( “Varl=", Varl, nl );

end nain;
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Program 9.4  Modified Main Program with EXTERNAL Declarations

If you attempt to compile this secondrgion ofmain, using the typical HLA compilation command
“HLA main2.hla” you will be som&hat disappointed.This program will actually compile without error
However, when HLA attempts to link this code it will report that the symbal4, Var2, andAddland2are
undefned. This happens because yowdat compiled and linkd in the associated unit with this main{pro
gram. Before you try that, and diseo that it still doesn’'work, you should knw that all symbols in a unit,
by default, areprivateto that unit. This means that those symbols are inaccessible in code outside that unit
unless youeplicitly declare those symbols pablic symbols. To declare symbols as public, you simply put
external declarations for those symbols in the unit before the actual symbol declarationstdfraal dee
laration appears in the same sourlseds the actual declaration of a symbol, HLA assumes that the name is
needed xeternally and mads that symbol a public (rather thanvpte) symbol. The following is a corree
tion to theNumberlunit that properly declares theternal objects:

unit Nunber1;
static
Var 1: uns32; external;
Var 2: uns32; external ;
procedur e Addland2; external;
static

Var 1: uns32;
Var 2: uns32;

procedur e Addland2;
begi n Addlandz;

push( eax );

nov( Var2, eax );

add( eax, Varl);
end Addland?2;

end Nunber 1;

Program 9.5  Correct Numberl Unit with External Declarations

It may seem redundant declaring these symbols twice as oc@&negiram 9.5but you’ll soon seen that you
don’t normally write the code this way.

If you attempt to compile thmain program or th&lumberlunit using the typical HLA statement, i.e.,

HLA nmai n2. hl a
HLA unit2.hla

You'll quickly discover that the linker still returns errors. It returns an error on the compilation of main2.hla
because you still haven't told HLA to link in the object code associated with unit2.hla. Likewise, the linker
complains if you attempt to compile unit2.hla by itself because it can’'t find a main program. The simple
solution is to compile both of these modules together with the following single command:

HLA mai n2. hla unit2. hla
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This command will properly compile both modules and link together their object code.

Unfortunately the command alve defeats one of the major beteff separate compilationWhen
you issue this command it will compile both main2 and unit2 prior to linking them togdReenembera
major reason for separate compilation is to reduce compilation timegepeasjects. While the abwe
command is corenient, it doest’achieve this goal.

To separately compile the &wnodules you must run HLA separately on them. Of course,weaa
lier that attempting to compile these modules separately producest dimkrs.To get around this problem,
you need to compile the modules without linking thélrhe “-c¢” (compile-only) HLA command line option
achieves this. To compile the tw source fes without running the lirée, you would use the follwing com
mands:

HLA -¢c main2. hla
HLA -c unit2.hla

This produces tw object code s, main2.obj and unit2.obj, that you can link together to produce a
single executable.You could run the linkr program directlybut an easier ay is to use the HLA compiler
to link the object modules together for you:

HLA nai n2. obj unit2. obj

UnderWindows, this command produces an executable file nana@tR.ex& under Linux, this command
produces a file namadain2 You could also type the following command to compile the main program and
link it with a previously compiled unit2 object module:

HLA mai n2. hl a uni t 2. obj

In general, HLA looks at the dixes of the filenames following the HLA commands. If the filename doesn’t
have a suffix, HLA assumes it to be “.HLA". If the filename has a suffix, then HLA will do the following
with the file:

» If the suffix is “.HLA”, HLA will compile the file with the HLA compiler.

* If the suffix is “.ASM”, HLA will assemble the file with MASM.

» If the suffix is “.OBJ” or “.LIB"(Windows), or “.0” or “.a” (Linux), then HLA will link that
module with the rest of the compilation.

9.5.1 Behavior of the EXTERNAL Directive

Wheneer you declare a symbBIXTERNAL using the &ternal directve, keep in mind seeral limita
tions of EXTERML objects:

e Only one EXTERNAL declaration of an object may appear in a given source file. That is, you
cannot define the same symbol twice as an EXTERNAL object.

 Only PROCEDURE, STATIC, READONLY, and STORAGE variable objects can be external.
VAR and parameter objects cannot be external.

e External objects must be at the global declaration level. You cannot declarare EXTERNAL
objects within a procedure or other nested structure.

« EXTERNAL objects publish their name globally. Therefore, you must carefully choose the
names of your EXTERNAL objects so they do not conflict with other symbols.

This last point is especially important to keep in mind. As this text is being written, the HLA compiler
translates your HLA source code into assembly code. HLA assembles the output by using MASM (the
Microsoft Macro Assembler), Gas (Gnu’s as), or some other assembler. Finally, HLA links your modules
using a linker. At each step in this process, your choice of external names could create problems for you.

5. If you want to explicitly specify the name of the output file, HLA provides a command-line option to achieve this. You can
get a menu of all legal command line options by entering the command “HLA -?".
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Consider the follwing HLA external/public declaration:

static
ext oj : uns32; external ;
ext oj : uns32;
| ocal (oj ect: uns32;

When you compile a program containing these declarations, HLA automatically generates a “munged”
name for thdocalObjectvariable that probably isn't ever going to have any conflicts with system-global
external symbof& Whenever you declare an external symbol, however, HLA uses the object's name as the
default external name. This can create some problems if you inadvertently use some global name as your
variable name. Worse still, the assembler will not be able to properly process HLA's output if you happen to
choose an identifier that is legal in HLA but is one of the assembler’s reserved word. For example, if you
attempt to compile the following code fragment as part of an HLA program (producing MASM output), it
will compile properly but MASM will not be able to assemble the code:

static
c: char; external;
c: char;

The reason MASM will hee trouble with this is because HLA will write the identifier “c” to the assembly
language output file and it turns out that “c” is a MASM reserved word (MASM uses it to denote C-language
linkage).

To get around the problem of conflicting external names, HLA supports an additional syntax for the
EXTERNAL option that lets you explicitly specify the external name. The following example demonstrates
this extended syntax:

static
c: char; external ( “var_c” );
c: char;

If you follow the EXTERML keyword with a string constant enclosed by parentheses, HLA will con
tinue to use the declared nansén(this example) as the ident#r within your HLA source code. Externally
(i.e., in the assembly code) HLA will substitute the narae c wheneer you reference. This features
helps you woid problems with the misuse of assembler resemords, or other global symbols, in your
HLA programs.

You should also note that this feature of the EXTBRMption lets you creataliases For example,
you may vant to refer to an object by the naBtedentCounin one module while refer to the objectRes-
sonCountn another module (you might do this because youe lzageneral library module that deals with
counting people and youant to use the object in a program that deals only with students). Using a-declara
tion like the follaving lets you do this:

static
St udent Count : uns32; external ( “PersonCount” );

Of course, yowe already seen some of the problems you might encounter when you start creating aliases.
So you should use this capability sparingly in your programs. Perhaps a more reasonable use of this feature
is to simplify certain OS APIs. For example, Win32 uses some really long names for certain procedure calls.
You can use the EXTERNAL directive to provide a more meaningful name than the standard one supplied
by the operating system.

9.5.2

Header Files in HLA

HLA'’s technique of using the same EXTE&RNdeclaration to defie public as well asxéernal sym
bols may seem somhat counteiintuitive. Why not use a PUBLIC resezd word for public symbols and

6. Typically, HLA creates a name lik®01A localObjecbut oflocalObject This is a legal MASM identifier
but it is not likely it will conflict with any other global symbols when HLA compiles the program with MASM.
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the EXTERML keyword for external definitions? Well, as countemtuitive as HLAs ecternal declarations
may seem, theare founded on decades of sobigherience with the C/C++ programming language that uses
a similar approach to public andternal symbol& Combined with @eader fie, HLA's external declara
tions male lage program maintenance a breeze.

An important benefiof theEXTERNAL directive (versus separate PUBLIC and EXTERINdirectives)
is that it lets you minimize duplication offeft in your source kes. Suppose, forxample, you vant to cre
ate a module with aumch of support routines andniables for use in seral diferent programs (e.g., the
HLA Standard Library). In addition to sharing some routines and sanebles, suppose youawt to share
constants, types, and other items as well.

The #INCLUDE file mechanism prades a perfect ay to handle thisvou simply create &NCLUDE
file containing the constants, macros, axdrnal definitions and include thislé in the module that imple
ments your routines and in the modules that use those routinésgse=9.).

Header.hhf
Implementation Module Using Module
#INCLUDE ("Header.hhf") #INCLUDE ( "Header.hhf")
«—

Figure 9.1 Using Header Files in HLA Programs

A typical header fe contains only CONSVAL, TYPE, SATIC, READONLY, STORAGE, and pre
cedure prototypes (plus anfeothers we haen't look at yet, lile macros). Objects in the SMC, REA-
DONLY, and SDRAGE sections, as well as all procedure declarations, weystlEXTERML objects. In
particular you generally should not putyaAR objects in a headeltdj nor should you put gmon-eter
nal variables or procedure bodies in a header filf you do, HLA will male duplicate copies of these
objects in the dferent source Iés that include the headelefi Not only will this mak your programs
larger, but it will cause them todil under certain circumstancesorfexample, you generally put anable
in a header e so you can share thalue of that ariable amongst seral diferent modules. Heever, if
you fail to declare that symbol asternal in the headeddiand just put a standardnable declaration there,
each module that includes the sourte \ill get its avn separate ariable - the modules will not share a
common \ariable.

If you create a standard headée,ficontaining CONSTVAL, and TYPE declarations, andxernal
objects, you shouldwahys be sure to include thadefin the declaration section of all modules that need the
definitions in the headerléi. GenerallyHLA programs include all their headele§ in the fist fav state
ments after the RRGRAM or UNIT header

This text adopts the HLA Standard Library a@mtion of using an “.hhf” stik for HLA header fes
(“HHF” stands for HLA Header File).

7. Actually, C/C++ is a little different. All global symbols in a module are assumed to be public unless explicitly deelared p
vate. HLA's approach (forcing the declaration of public items via EXTERNAL) is a little safer.
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9.6

Make Files

Although using separate compilation reduces assembly time and promotes code reuse and pibdularity
is not without its wn dravbacks. Suppose youvea program that consists ofdwnodules: pgma.hla and
pgmbhla.Also suppose that yoee already compiled both modules so that tles figma.obj and pgnidbj
exist. Finally, you male changes to pgma.hla and pghtéo and compile the pgma.hl&fbut forget to com
pile the pgmihla fie. Therefore, the pgmbbj file will be out of datesince this object i does not refict the
changes made to the pginla fie. If you link the prograng’ modules togethethe resulting xecutable fe
will only contain the changes to the pgma.hle, fit will not have the updated object code associated with
pgmbhla. As projects get lgrer the tend to hee more modules associated with them, and as more pro
grammers bgin working on the project, it getewy difficult to keep track of which object modules are up to
date.

This compleity would normally cause someone to recompllanodules in a projectyven if mary of
the object fes are up to date, simply because it might seem téoudifto keep track of which modules are
up to date and which are not. Doing so, of courseyldveliminate may of the benefs that separate compi
lation ofers. Fortunately there is a tool that can help you managgaeleprojectsmales. The male program,
with a little help from you, candure out which fes need to be reassemble and whilgs faae up to date
.obj files. With a properly defied male fie, you can easily assemble only those modules that absolutely
must be assembled to generate a consistent program.

A make file is a tet file that lists compile-time dependencies betwdenr.f\n .exe file, for exkample, is
dependenbn the source code whose assembly producextbeutable. If you mak ary changes to the
source code you will (probably) need to reassemble or recompile the source code to produeeaute
able fie®.

Typical dependencies include the foling:

e An executable file generally depends only on the set of object files that the linker combines to
form the executable.

e A given object code file depends on the assembly language source files that were assembled to
produce that object file. This includes the assembly language source files (.hla) and any files
included during that assembly (generally .hhf files).

e The source files and include files generally don’t depend on anything.

A make file generally consists of a dependency statement followed by a set of commands to handle that
dependency. A dependency statement takes the following form:

dependent-file : list of files

Example :
pgm exe: pgna. obj pgnb. obj --Wndows/ nnake exanpl e

This statement says that “pgixeg is dependent upon pgma.obj and pgmb.obj. Any changes that occur to
pgma.obj or pgmb.obj will require the generation of a new pgm.exe file. This example is Windows-specific,
here’s the same makefile statement in a Linux-friendly form:

Example :
pgm pgna. o pgnb. o - - Li nux/ nake exanpl e

Themake program uses time/date stampo determine if a dependeniefis out of date with respect to
the fles it depends upoAny time you mak a change to ddi, the operating system will updatenadifca
tion time and datassociated with theldl. The make program compares the modétion date/time stamp of
the dependentlé aginst the moditiation date/time stamp of thdeB it depends upon. If the dependent

8. Under Windows, Microsoft calls this prograamake This text will use the more generic name “make” when refering to

this program. If you are using Microsoft tools under Windows, just substitute “nmake” for “make” throughout this chapter.

9. Obviously, if you only change comments or other statements in the source file that do not affect the executable file, a
recompile or reassembly will not be necessary. To be safe, though, we will asgurhange to the source file will require a
reassembly.

Pages78 © 2001, By Randall Hyde Beta Draft - Do not distribute



Managing Large Programs

file’s modifcation date/time is earlier than one or more of tles it depends upon, or one of thiediit
depends upon is not present, thegle assumes that some operation must be necessary to update the depen
dent fle.

When an update is necessanale executes the set of commands fellng the dependegcstatement.
Presumablythese commandsowld do whateer is necessary to produce the updated fi

The dependencstatemenmustbegin in column oneAny commands that muskecute to resokr the
dependencmust start on the line immediately follimg the dependegcstatement and each command must
be indented one tabstophe pgm.ge statement alve (theWindows example) would probably look some
thing like the follaving:

pgm exe: pgma. obj pgnb. obj
hl a - opgm exe pgna. obj pgnb. obj

(The “-opgm.&e” option tells HLA to name the executable file “pgm.exe.”) Here's the same example for
Linux users:

pgm pgna.o pgnb. o
hl a - opgm pgna. obj pgnb. obj

If you need to xecute more than one command to resohe dependencies, you can placesd com
mands after the dependgrstatement in the appropriate ordgote that you must indent all commands one
tab stop.The make program ignores anblank lines in a makfile. Therefore, you can add blank lines, as
appropriate, to makthe fie easier to read and understand.

There can be more than a single depengstatement in a makfile. In the @ample abwe, for e<cam
ple, eecutable (pgm or pgnxe) depends upon the objede$ (pgma.obj or pgma.o and pgotj or
pgmho). Olviously, the object fes depend upon the sourckedithat generated themmherefore, before
attempting to resokvthe dependencies for theseutable malke will fi rst check out the rest of the nealie
to see if the objectlés depend on gthing. If they do, malke will resolve those dependenciessfi Consider
the followving (Windows) male file:

pgm exe: pgma. obj pgnb. obj
hl a - opgm exe pgna. obj pgnb. obj

pgna. obj : pgna. hl a
hla -c pgma. hl a

pgnb. obj : pgnb. hl a
hla -c pgnb. hl a

Themake program will process the first dependency line it finds in the file. However, the files that pgm.exe
depends upon themselves have dependency lines. Therefore, make will first ensure that pgma.obj and
pgmb.obj are up to date before attempting to execute HLA to link these files together. Therefore, if the only
change you've made has been to pgmb.hla, make takes the following steps (assuming pgma.obj exists and is

up to date).

1. The make program processes the first dependency statement. It notices that dependency lines for
pgma.obj and pgmb.obj (the files on which pgm.exe depends) exist. So it processes those state
ments first.

2. the make program processes the pgma.obj dependency line. It notices that the pgma.obj file is
newer than the pgma.hla file, so it doesexecute the command following this dependency state
ment.

3. The make program processes the pgmb.obj dependency line. It notes that pgmb.obj is older than

pgmb.hla (since we just changed the pgmb.hla source file). Therefore, make executes the command
following on the next line. This generates a new pgmb.obj file that is now up to date.

4, Having processed the pgma.obj and pgmb.obj dependencies, make now returns its attention to the
first dependency line. Since make just created a new pgmb.obj file, its date/time stamp will be
newer than pgm.exe’s. Therefore, make will execute the HLA command that links pgma.obj and
pgmb.obj together to form the new pgm.exe file.
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Note that a properly written meKile will instruct themake program to assemble only those modules
absolutely necessary to produce a consistestigable fe. In the &ample abwe, make did not bother to
assemble pgma.hla since its objelet fias already up to date.

There is one fial thing to emphasize with respect to dependencies. Often, olgsetré dependent not
only on the sourcelé that produces the objedefi but ary files that the sourcddiincludes as well. In the
previous example, there (apparently) were no such inclugs.fiOften, this is not the cagemore typical
malke file might look like the follaving (Linux example):

pgm pgna. o pgnb. o
hl a - opgm pgna. o pgnb. o

pgna. o: pgna. hl a pgm hhf
hla -c pgma. hl a

pgnb. o: pgnb. hl a pgm hhf
hla -c pgnb. hl a

Note that ap changes to the pgm.hhf file will force the make program to recorbpifepgma.hla and
pgmb.hla since the pgma.o and pgmb.o files both depend upon the pgm.hhf include file. Leaving include
files out of a dependency list is a common mistake programmers make that can produce inconsistent execut
able files.

Note that you would not normally need to specify the HLA Standard Library include files nor the Stan-
dard Library “.lib” (Windows) or “.a” (Linux) files in the dependency list. True, your resulting exectuable
file does depend on this code, but the Standard Library rarely changes, so you can safely leave it out of your
dependency list. Should you make a modification to the Standard Library, simply delete any old executable
and object files to force a reassembly of the entire system.

The make program, by default, assumes that it will be processing a make file named “makefile”. When
you run the make program, it looks for “makefile” in the current directory. If it doesn'’t find this file, it com-
plains and terminaté® Therefore, it is a good idea to collect tHedfifor each project youawk on into their
own subdirectory and gé each project itsven malefile. Then to create anxecutable, you need only
change into the appropriate subdirectory and rumtile program.

Although this section discusses thake program in sufcient detail to handle most projects you will be
working on, lkeep in mind that thenake program prweides considerable functionality that this chapter does
not discussTo learn more about the nnmeakke program, consult the the appropriate documentation. Note
that seeral \ersions of MAKE gist. Microsoft produces nmalkexe, Borland has theinm MAKE.EXE
program and arious \ersions of MAKE hae been ported td/indows from UNIX systems (e.g., GMAKE).
Linux users will typically emplp the GNU mak programWhile these &rious mak programs are not
equialent, thg all do a pretty good job of handling the simple makntax that this chapter describes.

9.7

Code Reuse

One of the principle goals of Softie Engineering is to reduce programalepment time.Although
the techniques weé studied in this chapter will certainly reduceelepment ebrt, there are bigger prizes
to be had here. Consider for a moment a simple program that readsgen firim the user and then dis
plays the alue of that intger on the standard outputvitee. You can easily write a tiial version of this
program with about eight lines of HLA cod@&hat’s not too dificult. However, suppose you did not &
the HLA Standard Library at your disposal. Wanstead of an eight line program, ydie ficed with writ
ing a program that hundreds if not thousands of lines longioGdly, this program will tak a lot longer to
write than the original eight-lineevsion. The diference between thesedvapplications is theatt that in
the frst version of this program you got to reuse some code thatalveady written; in the seconersion
of the program you had to writeerything from scratchThis concept of code reuse isry important when

10. There is a command line option that lets you specify the name of the makefile. See the nmake documentation in the
MASM manuals for more details.
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writing large programs — you can getdarprograms wking much more quickly if you reuse code from
previous projects.

The idea behind code reuse is that ynewde sequences you write will be usable in future prograss.
time passes and you write more code, progress on your projects walstee $ince you can reuse code
you've written (or others k& written) on preious projects.The HLA Standard Library functions are the
classic @ample, somebody had to write those functions so you could use #rehuse them you doAs of
this writing, the Standard Library represented about 50,000 lines of HLA source code. Imagigada
write a fair portion of that eerytime you vanted to write an HLA program!

Although the HLA Standard Library contains lots efy useful routines and functions, this code base
cannot possible predict the type of code you will need/émyefuture project.The HLA Standard Library
provides some of the more common routines {fa&ed when writing programsubyoute certainly going
to have need for routines that the HLA Standard Library cannot satisfyess you canrfd a source for the
code you need from some third pastgure probably going to Ive to write the n& routines yourself.

The trick when writing a program is to try anguie out which routines are general purpose and could
be used in future programs; once you en#ks determination, you should write such routines separately
from the rest of your application (i.e., put them in a separate soleréerfcompilation). By keping them
separate, you can use them in future projects. If “try aulefiout which routines are general purpdse...
sounds a hit difcult, well, youre right it is. Een after 30 years of Sofawe Engineering research, no one
has really fjured out hw to efectively reuse codeThere are some w@lbus routines we can reuse (tlsat’
why there are “standard libraries"yitit is quite dificult for the practicing engineer to successfully predict
which routines s/he will need in the future and write these as separate modules.

Attempting to teach you moto decide which routines areowthy of saving for future programs and
which are specifi to your current application is well yind the scope of thisxe There are seral Soft
ware Engineering s out there that try toxplain hav to do this, ot keep in mind thatwen after the publi
cation of these #s, practicing engineers still Y& problems picking the right routines tavsa Hopefully
as you @in eperience, you will bgin to recognize those routines that amrtiv keeping for future pro
grams and those that areworth bothering with.This text will take the easy ay out and assume that you
know which routines you ant to leep and which you dan’

9.8 Creating and Managing Libraries

Imagine that yowe created a f@ hundred routinesver the past couple of years and yooud like to
have the object code ready to link withyamew projects you bgin. You could mee all this code into a sin
gle source fe, stick in a inch of EXTERML declarations, and then link the resulting objelet With ary
new programs you write that can use the routines in your “library”. Unfortundtedye are a couple of
problems with this approach. Letale a look at some of these problems.

Problem number one is that your library will gréo a firly good size with time; if you put the source
code to gery routine in a single sourcéefi small additions or changes to tHe fiill require a complete
recompilation of the whole libraryThats clearly not what we ant to do, based on what yee’learned
from this chapter

Another problem with this “solution” is that wheme you link this object I to your nes applications,
you link in the entire librarynot just the routines youamt to use.This males your applications unnecessar
ily large, especially if your library has gra. Were you to link your simple projects with the entire HLA
Standard libraryfor example, the result auld be positiely huge.

A solution to both of the alve problems is to compile each routine in a sepanateifid produce a
unique object fe for it. Unfortunatelywith hundreds of routines ya®’ going to wind up with hundreds of
object fles; aly time you vant to call a dozen or so library routines, yblndve to link your main application
with a dozen or so object modules from your libra@tearly this isnt acceptable either

You may hae noticed by ne that when you link your applications with the HLA Standard Liraou
only link with a single fe: hlalib.lib (Windows)or hlalib.a (Linux) .LIB (library) and “.a” (archie) fies
are a collection of objectléis. When the linler processes a libranydij it pulls out only the objectldis it
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needs, it does not link the entirkefivith your application. Hence you get tonk with a single fe and your
applications dort’gron unnecessarily lge.

Linux provids the “ar” (archier) program to manage libraryef. To use this program to combinevse
eral object fes into a single “.a” ke, youd use a command line &kthe follaving:

ar -q library.a list_of_.o_files

For more information on this command, check out the man page on the “ar” program (“man ar”).

To collect your library object files into a single library file, you need to use a library manager program.
This is actually built into Microsoft’s linker program, although Microsoft provides a LIB.EXE program that
acts as a front end to LINK.EXE and processes command line parameter specifically for creating library
files. In this section we'll discuss how to use LIB.EXE to construct library files.

Warning: section describes the use of Microsoft's LIB program version 6.00.8168.
Microsoft has a history of changing the user (command line) interface to their tools
between even minor revisions of their products. Please be aware that the specific exam
ples in this section may need to be modified for the version of LIB.EXE that you are actu
ally using. The basic principles, however, will be the same. See the Microsoft manuals if
you have any questions about the use of the LIB.EXE program. You should also be able to
type “LIB /?” from the command line prompt to get an idea of the LIB.EXE invocation
syntax.

The LIB.EXE program uses the following general syntax (from a command window prompt):
lib {options} {files}

opt i ons:

/ CONVERT

| DEBUGTYPE: CV

[ DEF[: fil enane]

/ EXPCRT: synbol

/ EXTRACT: nenber nane

/ 1 NCLUDE: synbol

/ LI BPATH di r

/ LI NK50COVPAT

/LI ST[: fil ename]

/ MACH NE: { ALPHA| ARM | X86|] M PS| M PS16| M PSRA1XX| PPC SH3| SH4}
/ NAMVE: fi | enane

/ NCDEFAULTLI B[ : | i brary]

/ NOLORO

[ QJT: fil enane

/ REMOVE: nenber nane

/ SUBSYSTEM { NATI VE| W NDOAB| CONSCLE| W NDOABCE| PCSI X} [, #] . ##] ]
/ VERBCSE

Most of these options are not of interest to ug,there are a ¥e important ones. First of all, you
should alvays use the “/ouilenamé to specify the name of your libranydi For exkample, you wuld often
begin a LIB.EXE command line with the folidng:

lib /out:nylib.lib .... (or whatever library name you want to use)

The second option yo& probably going to use all the time is the “/subsystem:xxxxx” option.céit
sole mode (i.e., -based command windg programs you wuld use “/subsystem:console”.of\Vin-
dows programs you write that use the graphical user adeyf youd probably use the
“Isubsystem:windas” option. The HLA Standard Librarysince its mostly intended for console applica
tions, uses the “/subsystem:console” optigou probably wn't need to use most of the other options since
LIB.EXE uses appropriate dailt values for them. If youé doing some adwnced stuf or if you're just
curious, check out Microsoft’documentation on the LIB.EXE program for more detalils.
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Following ary options on the command line come the OBhéimes that you ant to mege together
when creating the libraryléi. A typical LIB.EXE command line might look somethingdikhe follaving:

lib /out:nylib.lib /subsystemconsole filel.obj file2. obj file3.obj

If you want to mege dozens or hundreds déf into a single libraryou’re going to run into a problem.
The command wind® command line doesnallow aribtrarily long lines.This will severely limit the num
ber of fles you can add to your library at one tinféne easiest ay to handle this problem is to createx te
file containing the commands antkfiames for LIB.EXE. Herg’'the fie from HLAs “bits.lib” library
module:

/out:..\bits.lib

/ subsyst em consol e
cnt. obj

rever se. obj

ner ge. obj

(This file was chosen because it's really short.)

The first line tells LIB.EXE to create a library module named “bits.lib” in the parent subdirectory. Like
most HLA Standard Library modules, this module is intended for use in console applications (not that it
makes any difference to this module), hence the “/subsystem:console” option. The next three lines of the file
contain the files to merge together when creating the bits.lib file. A separate call to LIB.EXE elsewhere
combines bits.lib, strings.lib, chars.lib, etc., into a single library module: hlalib.lib. To specify that LIB.EXE
should read this file instead of extracting this information from the command line, you use “@responsefile”
in place of the operands on the LIB.EXE command line. For example, if the file above is named “bits.txt”
(which it is, by the way), then you could tell LIB.EXE to read its commands from this file using the follow-
ing comand line:

lib @its.txt

Once youwre created a librarylé, you can tell HLA to automaticallyxact aty important fies from
the fie by specifying its name on the HLA command line, e.g.,

hla nypgmhla nylib.lib

Assuming all the necessary modules you need are present inlityythile command line albe will
compile mypgm and link in the appropriate OBJ modules found in the.tiylibrary file. Note that HLA
automatically links in hlaliltib, so you dort’have to specify this on the command line when compiling your
programs.

For more gamples of using the LIB.EXE program, ¢éak look at the madiles in the HLA library
source fie directories.These magfiles contain seeral calls to LIB.EXE thatuild the hlaliblib file. Hope
fully you can see he to use LIB.EXE by looking at thesdef.

9.9 Name Space Pollution

One problem with creating libraries with lots offdient modules is name space pollutightypical
library module will hae a #INCLUDE fie associated with it that prinles external defiitions for all the
routines, constantsaviables, and other symbols piged in the library Wheneer you vant to use some
routines or other objects from the libraypu would typically #iINCLUDE the librang header ke in your
project. As your libraries get lger and you add more declarations in the healggitfbecomes more and
more likely that the names yot€ chosen for your librarg’identifers will conflct with names you ant to
use in your current projeciThis confict is what is meant by name space pollution: library healésrgot
lute the name space with nyanames you typically dohheed in order togn easy access to thevfeou-
tines in the library you actually use. Most of the time those namestdoni agthing — unless you ant to
use those names yourself in your program.

HLA requires that you declare akternal symbols at the global (BRERAM/UNIT) level. You cannot,
therefore, include a headelefwith external declarations within a procedhlr.eAs such, there will be no
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naming conftts betweenxdernal library symbols and symbols you declare locally within a procedure; the
conflcts will only occur between theternal symbols and your global symboWhile this is a good gu-

ment for &oiding global symbols as much as possible in your programathedmains that most symbols

in an assembly language program wilV@global scope. So another solution is necessary

HLA's solution, which it certainly uses in the Standard Libriarjo put most of the library names in a
NAMESFACE declaration sectionA NAMESFACE declaration encapsulates all declarations apdses
only a single name (the AMESPACE identifer) at the global leel. You access the names within the
NAMESFACE by using thedmiliar dot-notation (se&Namespacéson page496). This reduces the fefct
of namespace pollution from madozens or hundreds of namesvddo a single name.

Of course, one disadutage of using aAMESPACE declaration is that you V&to type a longer name
in order to reference a particular idewtifin that name space (i.e., yowéao type the KMESPACE iden
tifier, a period, and then the specifientifier you wish to use). df a fav identifiers you use frequentlyou
might elect to le@e those identiéirs outside of gnNAMESPACE declaration. & example, the HLA Stan
dard Library does not deg the symbolsnalloc, fee or nl (among others) within aAMESPACE. Haw-
ever, you want to minimize such declarations in your librariesvoic conficts with names in yourven
programs. Often, you can choose RMNESPACE identifer to complement your routine namesr Bxam
ple, the HLA Standard Libraries string goputine vas named after the egalent C Standard Library
function,strcpy. HLA's \ersion isstr.cpy The actual function namedpy, it happens to be a member of the
str NAMESPACE, hence the full nansgr.cpywhich is \ery similar to the comparable C functiofihe HLA
Standard Library contains\gral ekamples of this carention. The arg.c andarg.v functions are another
pair of such identiérs (corresponding to the C ider@i§argc andargv).

Using a MMMESPACE in a headerlé is no diferent than using aAMESPACE in a PRRGRAM or
UNIT. Heres an @ample of a typical headetdicontaining a NMESPACE declaration:

/1 nyHeader . hhf -
/1
// Routines supported in the nyLibrary.lib file.

namespace nyLi b;

procedure funcl; external;
procedure func2; external;
procedure func3; external;

end nylLi b;

Typically, you would compile each of the functions (funcl..func3) as separate units (so eachWwas its o
object fle and linking in one function doestink them all). Heres what a sample UNIT declaration for one
of these functions:

unit funclUnit;
#i ncl udeonce( “nyHeader. hhf” )

procedure nyLib. funcl;
begi n funci,;

<< code for funcl >>
end funcl;
end funcllnit;

You should notice two important things about this unit. First, you do not put thefaoigtrocedure code

within a NAMESPACE declaration block. By using the identifigyLib.funclas the procedure’s name,

HLA automatically realizes that this procedure declaration belongs in a name space. The second thing to
note is that you do not prefafnclwith “myLib.” after the BEGIN and END clauses in the procedure.

11. Or within an Iterator or Method, as you will see in later chapters.
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HLA automatically associates the BEGIN and END idesrtfiwith the PROCEDURE declaration, so it
knows that these identifiers are part of itng_ib name space and it doesn’t make you type the whole name
again.

Important note: when you declare external names within a name space, as wasutaridinitabove,
HLA uses only the function namé&ifclin this kample) as thexternal name.This creates a name space
pollution problem in thexd¢ernal name space.oFexample, if you hae two different name spacesyyLib
andyourLiband thg both define afunclprocedure, the lirde will complain about a duplicate dafion for
funclif you attempt to use functions from both these library moduléere is an easyark-around to this
problem: use thexéended form of the EXTERAL directive to eplicitly supply an &ternal name for all
external identifers appearing in aAMESPACE declaration. & example, you could soé/this problem
with the folloving simple modiitation to the myHeadéhf file abwe:

/| nyHeader . hhf -
/1
/1 Routines supported in the nyLibrary.lib file.

namespace nyLi b;

procedure funcl; external ( “nyLib_funcl” );
procedure func2; external ( “nyLib_func2” );
procedure func3; external ( “nyLib_func3” );

end nylLi b;

This exkample demonstrates an excellent convention you should adopt: when exporting names from a name
space, always supply an explicit external name and construct that name by concatenating the NAMESPACE
identifier with an underscore and the object’s internal name.

The use of NAMESPACE declarations does not completely eliminate the problems of name space pol-
lution (after all, the name space identifier is still a global object, as anyone who has included stdlib.hhf and
attempted to define a “cs” variable can attest), but NAMESPACE declarations come pretty close to eliminat-
ing this problem. Therefore, you should use NAMESPACE everywhere practical when creating your own
libraries.

9.10

Putting It All Together

Managing lage projects is considerably easier if you break your program up into separate modules and
work on them independently In this chapter you learned about HEAJNITS, include fes, and the
EXTERNAL directive. These pruide the tools you need to break a program up into smaller modules. In
addition to HLAs facilities, youll also use a separate tool, nmeake, to automatically compile and link
only those fies that are necessary in aguproject.

This chapter praded a \ery basic introduction to the use of refiles and themale utility. Note that
the MAKE programs are quite sophisticatethe presentation of th@ake program in this chapter barely
scratches the swate. If youre interested in more information about MAK&cilities you should consult
one of the rcellent tets available on this subject. Lots of good information is alslable on the Internet
(just use the usual search tools).

This chapter also presented a brief introduction to the Library Manager programs (i.e., LIB.EXE and ar)
that let you combine seral diferent object fes into a single libraryl&. A single library fle is much easier
to work with than dozens or hundreds of objdetsfi If you write lots of little subroutines and compile them
as separate modules for use with future projects, you wihitid§i want to create a libraryldé from those
object fles.

In addition to breaking up lge HLA projects, UNITs are also the basis for letting you write assembly
language functions that you can call from higleldanguages li& C/C++ and Delphi/idix. A later vol-
ume in this t&t will describe hav you can use UNITs for this purpose.

Beta Draft - Do not distribute © 2001, By Randall Hyde Pages85



Chapter Nine Volume Three

Pages86 © 2001, By Randall Hyde Beta Draft - Do not distribute



	Managing Large Programs Chapter Nine
	9.1 Chapter Overview
	9.2 Managing Large Programs
	9.3 The #INCLUDE Directive
	9.4 Ignoring Duplicate Include Operations
	9.5 UNITs and the EXTERNAL Directive
	9.5.1 Behavior of the EXTERNAL Directive
	9.5.2 Header Files in HLA

	9.6 Make Files
	9.7 Code Reuse
	9.8 Creating and Managing Libraries
	9.9 Name Space Pollution
	9.10 Putting It All Together


