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Intermediate Procedures Chapter Three

3.1  Chapter Overview

This chapter picks up where the chapter “Introduction to Procedur@sfumeThree leaes of. That
chapter presented a higlvéd view of procedures, parameters, and localables; this chapter tak a look
at some of the le-level implementation detailsThis chapter bgins by discussing the CALL instruction
and hov it affects the stackThen it discusses aecétion records and moa program passes parameters to a
procedure and ho that procedure maintains local (automatiayiables. Ngt, this chapter presents an
in-depth discussion of pass bglve and pass by reference paramef€hss chapter concludes by discussing
procedure ariables, procedural parameters, iterators, and the FCREENDFOR loop.

3.2 Procedures and the CALL Instruction

Most procedural programming languages implement procedures using the call/return medfeatism
is, some code calls a procedure, the procedure does its thing, and then the procedure returns tdtfee caller
call and return instructions pricle the 80x8& procedue invocation melsanism The calling code calls a
procedure with the CALL instruction, the procedure returns to the caller with the RET instruction. F
example, the follaving 80x86 instruction calls the HLA Standard Libratglout.n&In routine:

cal |l stdout. new n;

stdout.n&vIn prints a carriage return/line feed sequence to the video display and returns control to the
instruction immediately following the “call stdout.newln;” instruction.

The HLA language lets you call procedures using a high level language syntax. Specifically, you may
call a procedure by simply specifying the procedure’s name and (in the cssmwingIn) an empty
parameter list.That is, the follaving is completely equalent to “call stdout.nelin”:

st dout . new n();

The 80x86 CALL instruction does bathings. First, it pushes the address of the instruction immedi
ately following the CALL onto the stack; then it transfers control to the address of theexsppoifcedure.
The \alue that CALL pushes onto the stack iswnas thereturn addess When the procedureamts to
return to the caller and continugegution with the fist statement folling the CALL instruction, the pro
cedure simply pops the return addregdtoé stack and jumps (indirectly) to that address. Most procedures
return to their caller byxecuting aRET (return) instructionThe RET instruction pops a return addregs of
the stack and transfers control indirectly to the address it pbfiedftack.

By default, the HLA compiler automatically places a RET instruction (along withvaoteer instrue
tions) at the end of each HLA procedure you writdis is wly you haen't had to &plicitly use the RET
instruction up to this pointTo disable the defilt code generation in an HLA procedure, specify thevsllo
ing options when declaring your procedures:

procedure ProcNane; @ofrane; @odi spl ay;
begi n ProcNang;

end ProcNang;

The @NOFRAME and@NODISPLAY clauses arexamples of procedureptions HLA procedures
support seeral such options, including RETURNSde The HLA RETURNS Option in Procedufesn
page560), the @NOFRAME, @NODISPLYA and @NOALIGNSTACKK. You'll see the purpose of
@NQALIGNSTACK and a couple of other procedure options a little later in this chafitese procedure
options may appear in yworder follaving the procedure name (and parameters,)if.aNote that @NO¥F
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RAME and @NODISPLX (as well as @NALIGNSTACK) may only appear in an actual procedure-dec
laration. You cannot specify these options in ateenal procedure prototype.

The @NOFRAME option tells HLA that you ddnvant the compiler to automatically generate entry
and &it code for the procedureThis tells HLA not to automatically generate the RET instruction (along
with several other instructions).

The @NODISPLA option tells HLA that it should not allocate storage in proceduoeal \ariable
area for adisplay Thedisplay is a mechanism you use to access non-\g&&l objects in a procedure.
Therefore, a display is only necessary if you nest procedures in your progtasnshapter will not con
sider the display or nested procedures; for more details on the display and nested procedures see the appro
priate chapter itvolume Fve. Until then, you can safely specify the @NODISFL@ption on all your
procedures. Note that you may specify the @NODISPlofition independently of the @NOFRAME
option. Indeed, for all of the procedures appearing in tiisue to this point specifying the @NODIS
PLAY option males a lot of sense because none of those procedwmesdtaally used the displayroce
dures that hae the @NODISPLX option are a tin bit faster and a tinbit shorter than those procedures
that do not specify this option.

The following is an &ample of the minimal procedure:

procedure mni nal ; nodi spl ay; nofrane; noalignstk;
begi n mni nal ;

ret();
end m ni nal ;

If you call this procedure with the CALL instructiamjnimal will simply pop the return addresd ttfie
stack and return back to the call¥ou should note that a RET instruction is absolutely necessary when you
specify the @NOFRAME procedure optfonlf you fail to put the RET instruction in the procedure, the
program will not return to the caller upon encountering the “end minimal;” statement. Instead, the program
will fall through to whateer code happens to follothe procedure in memaonyhe folloving example pre
gram demonstrates this problem:

progr am m ssi ngRET;
#include( “stdlib.hhf” );

/1 This first procedure has the NOFRAME
/1 option but does not have a RET instruction.

procedure firstProc; @ofrane; @odispl ay;
begi n firstProc;

stdout.put( “Inside firstProc” nl );

end firstProc;

/'l Because the procedure above does not have a
// RET instruction, it will “fall through” to
// the following instruction. Note that there
// is no call to this procedure anywhere in

/1 this program

procedur e secondProc; @ofrane; @odispl ay;
begi n secondPr oc;

1. Strictly speaking, this isn’'t true. But some mechanism that pops the return address off the stack and jumps to the return
address is necessary in the procedure’s body.
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stdout. put ( “Inside secondProc” nl );
ret();

end secondPr oc;

begi n m ssi ngRET;

[l Call the procedure that doesn’t have
/1 a RET instruction.

call firstProc;

end m ssi ngRET;

Program 3.1  Effect of Missing RET Instruction in a Procedure

Although this behaor might be desirable in certain rare circumstances, it usually represents a defect in
most programs.Therefore, if you specify the @NOFRAME optionwalys remember toxelicitly return
from the procedure using the RET instruction.

3.3

Procedures and the Stack

Since procedures use the stack to hold the return address, yowenasteecaution when pushing and
popping data within a procedure. Consider the ¥alg simple (and defeet®) procedure:

procedure MessedUp; noframe; nodi spl ay;
begi n MessedUp;

push( eax );
ret();

end MessedUp;

At the point the program encounters the RET instruction, the 80x86 staskttekform shen in Fig-
ure 3.1
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Previois
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Value
Figure 3.1 Stack Contents Before RET in “MessedUp” Procedure

The RET instruction ist’awvare that the alue on the top of stack is not alid address. It simply pops
whatever \value is on the top of the stack and jumps to that location. Inxampe, the top of stack con
tains the seed EAX walue. Since it isery unlikely that EAX contains the proper return address (indeed,
there is about a one in four billion chance it is correct), this program will probably crashilit some
other undefied beheior. Therefore, you must takcare when pushing data onto the stack within a proce
dure that you properly pop that data prior to returning from the procedure.

Note: if you do not specify the @NOFRAME option when writing a procedure, HLA
automatically generates code at the beginning of the procedure that pushes some data onto
the stack. Therefore, unless you understand exactly what is going on and you've taken
care of this data HLA pushes on the stack, you should never execute the bare RET instruc
tion inside a procedure that does not have the @NOFRAME option. Doing so will
attempt to return to the location specified by this data (which is not a return address) rather
than properly returning to the caller. In procedures that do not have the @NOFRAME
option, use the EXIT or EXITIF statements to return from the procedBee (
“BEGIN..EXIT..EXITIF..END” on pager40).

Popping extra data off the stack prior to executing the RET statement can also create havoc in your pro-
grams. Consider the following defective procedure:

procedure MessedUpToo; nof rane; nodi spl ay;
begi n MessedUpToo;

pop( eax );
ret();

end MessedUpToo;

Upon reaching the RET instruction in this procedure, the 80x86 stack looks somethitigaiikhan
in Figure 3.2
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Figure 3.2 Stack Contents Before RET in MessedUpToo

Once agin, the RET instruction blindly pops wheg¢e data happens to be on the top of the stack and
attempts to return to that address. Umlike preious example, where it &s \ery unlikely that the top of
stack contained aalid return address (since it contained thkig in EAX), there is a small possibility that
the top of stack in thisxample actuallydoescontain a return address. \Wever, this will not be the proper
return address for thdessedUpdo procedure; instead, it will be the return address for the procedure that
calledMessUp®o. To understand thefett of this code, consider the folllmg program:

progr am ext r aPop;
#include( “stdlib.hhf” );

/1 Note that the follow ng procedure pops
/1 excess data off the stack (in this case,
/1 it pops messedUpToo’ s return address).

procedur e nessedUToo; @of rane; @odi spl ay;
begi n nessedUpToo;

stdout. put ( “Entered nessedUToo” nl );

pop( eax );
ret();

end nmessedUpToo;

procedure cal | sMR2; @of rame; @aodi spl ay;
begi n cal | sSM2;

stdout. put( “calling messedUpToo” nl );
messedUpToo() ;

/1 Because nmessedUpToo pops extra data

/1 off the stack, the follow ng code

/1 never executes (since the data popped
/1 off the stack is the return address that
/1l points at the fol |l owi ng code.
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stdout. put ( “Returned from nmessedUpToo” nl );
ret();

end cal | sMR2;

begi n extraPop;
stdout.put( “Calling call sMR2" nl );
cal | sMR2();
stdout. put ( “Returned fromcal |l sMR2” nl );

end extraPop;

Program 3.2  Effect of Popping Too Much Data Off the Stack

Since a wlid return address is sitting on the top of the stack, you might think that this program will actu
ally work (properly). Havever, note that when returning from thiMessedUpdo procedure, this code
returns directly to the main program rather than to the proper return addres&mmd8léppedgprocedure.
Therefore, all code in theallsMU2procedure that folles the call tdMessedUpdo does not xecute.When
reading the source code, it may lywdifiicult to figure out wly those statements are nekeuting since
they immediately follav the call to theMessUp®o procedure. It isit’clear unless you lookery closely
that the program is popping arte return address fothe stack and, therefore, dodsréturn back to
callsMU2 but, rathey returns directly to whonver callscallsMU2 Of course, in thisxample its fairly
easy to see what is going on (because tkasnple is a demonstration of this problem). In real programs,
however, determining that a procedure has accidentally popped too much tilia sefack can be much
more dificult. Therefore, you shouldwahys be careful about pushing and popping data in a procechue.
should alvays \erify that there is a one-to-one relationship between the pushes in your procedures and the
corresponding pops.

3.4 Activation Records

Whenever you call a procedure there is certain information the program associates with that procedure
call. The return address is a goochmple of some information the program maintains for a speuifice
dure call. Rrameters and automatic locariables (i.e., those you declare in &R section) are addi
tional xkamples of information the program maintains for each procedureAadilzation ecod is the term
we’'ll use to describe the information the program associates with a speadifio a procedu?e

Activation record is an appropriate name for this data structline program creates an aetion
record when calling (astating) a procedure and the data in the structuregenared in a manner identical
to records (seeRecords on page483). Perhaps the only thing unusual about arvatitin record (when
comparing it to a standard record) is that the base address of the record is in the middle of the data structure,
S0 you must acceselils of the record at posii and ngative of'sets.

Construction of an astation record bgins in the code that calls a procedufiéhe caller pushes the
parameter data (if gy onto the stackThen the gecution of the CALL instruction pushes the return address
onto the stackAt this point, construction of the aedition record continues withinin the procedure itself.
The procedure pushegisters and other important state information and theresnadom in the astation
record for local griables. The procedure must also update the EBfster so that it points at the base
address of the agttion record.

2. Stack frame is another term many people use to describe the activation record.
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To see what a typical aetition record looks li&, consider the folleing HLA procedure declaration:

procedure ARDeno( i:uns32; j:int32; k:dword ); nodisplay;
var

a:int32;

r:real 32;

c: char;

b: bool ean;

W, wor d;
begi n ARDenv;

end ARDeno;

Wheneer an HLA program calls thkRDemaprocedure, it bgins by pushing the data for the parame
ters onto the stackThe calling code will push the parameters onto the stack in the orgeagghear in the
parameter list, from left to righfTherefore, the calling codedt pushes thealue for the parameterthen it
pushes thealue for thel parameterand it fhally pushes the data for tlkeparameter After pushing the
parameters, the program calls kRDemarocedure. Immediately upon entry into #&RDemo procedure,
the stack contains these four items arranged agrsimi=igure 3.3

Previous
Stack
Content

i's value

J's value

k's valwe

Return Addres (@— ESF

Figure 3.3 Stack Organization Immediately Upon Entry into ARDemo

The frst faw instructions ilPARDemaqnote that it does not tia the @NOFRAME option) will push the
current \alue of EBP onto the stack and thenyctye \alue of ESP into EBPNext, the code drops the stack
pointer dovn in memory to mad& room for the localariables. This produces the stackgamnization shan
in Figure 3.4
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Previois
Stack
Content

i's value

j's value

k's valie
Return Addres

Old EBP vala <—— EBP

Q)

Soco —

<L+— ES

Figure 3.4 Activation Record for ARDemo

To access objects in the aetiion record you must usefgdts from the EBP gister to the desired
object. The two items of immediate interest to you are the parameters and the doicddles. You can
access the parameters at pusitifsets from the EBP giéster you can access the localriables at ngative
offsets from the EBP gister ag-igure 3.5shaws:

Previous Offset from EBP
Stack

Content +

i's value +1€

j's value +12

k's valte +8&

Return Addres +4

Old EBP vala +C 44— EBP

a -4
I -&
c -G
b -1C
w -12
Figure 3.5 Offsets of Objects in the ARDemo Activation Record

Intel speciftally reseres the EBP ¢gended base pointer) for use as a pointer to the base of thee acti
tion record. This is wty you should neer use the EBP géster for general calculations. If you arbitrarily
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change the alue in the EBP igster you will lose access to the current proceduparameters and local
variables.

3.5

The Standard Entry Sequence

The caller of a procedure is responsible for pushing the parameters onto the stack. Of course, the CALL
instruction pushes the return address onto the stack. It is the prosedapsnsibility to construct the rest
of the actvation record.This is typically accomplished by the folling “standard entry sequence” code:

push( ebp ); /1 Save a copy of the old EBP val ue
nmov( esp, ebp ); /1l Get ptr to base of activation record into EBP
sub( NunmVars, esp ); // Alocate storage for |ocal variables.

If the procedure doednhave ary local variables, the third instruction alm “sub( Num\drs, esp );”
isn't needed.Num\ars represents the number of bytes of locaiables needed by the proceduréis is a
constant that should be amea multiple of four (so the ESPgister remains aligned on a doublerd
boundary). If the number of bytes of localriables in the procedure is not aree multiple of fouryou
should round thealue up to the ne higher multiple of four before subtracting this constant from. ESP
Doing so will slightly increase the amount of storage the procedure uses fordoahlas bt will not oth
erwise afect the operation of the procedure.

Warning: if the NumVarsconstant is not an even multiple of four, subtracting this value
from ESP (which, presumably, contains a dword-aligned pointer) will virtually guarantee
that all future stack accesses are misaligned since the program almost always pushes and
pops dword values. This will have a very negative performance impact on the program.
Worse still, many OS API calls will fail if the stack is not dword-aligned upon entry into

the operating system. Therefore, you must always ensure that your local variable alloca
tion value is an even multiple of four.

Because of the problems with a misaligned stack, by default HLA will also emit a fourth instruction as
part of the standard entry sequence. The HLA compiler actually emits the following standard entry
sequence for the ARDemo procedure defined earlier:

push( ebp );

nmov( esp, ebp );

sub( 12, esp ); /1 Make roomfor ARDeno’s |ocal variables.
and( $FFFF_FFFC, esp ); // Force dword stack alignnent.

The AND instruction at the end of this sequence forces the stack to be aligned on a four-byte boundary (it
reduces the value in the stack pointer by one, two, or three if the value in ESP is not an even multiple of
four). Although theARDemoentry code correctly subtracts 12 from ESP for the local variables (12 is both

an even multiple of four and the number of bytes of local variables), this only leaves ESP double word
aligned if it was double word aligned immediately upon entry into the procedure. Had the caller messed
with the stack and left ESP containing a value that was not an even multiple of four, subtracting 12 from ESP
would leave ESP containing an unaligned value. The AND instruction in the sequence above, however,
guarantees that ESP is dword aligned regardless of ESP’s value upon entry into the procedure. The few
bytes and CPU cycles needed to execute this instruction pay off handsomely if ESP is not double word
aligned.

Although it is always safe to execute the AND instruction in the standard entry sequence, it might not be
necessary. If you always ensure that ESP contains a double word aligned value, the AND instruction in the
standard entry sequence above is unnecessary. Therefore, if you've specified the @NOFRAME procedure
option, you don’t have to include that instruction as part of the entry sequence.

If you haven't specified the @NOFRAME option (i.e., you're letting HLA emit the instructions to con-
struct the standard entry sequence for you), you can still tell HLA not to emit the extra AND instruction if
you're sure the stack will be dword aligned whenever someone calls the procedure. To do this, use the
@NOALIGNSTACK procedure option, e.g.,

procedure NASDeno( i:uns32; j:int32; k:dword ); @oalignstack;
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var
Local Var:int 32;
begi n NASDenv;

end NASDeno;

HLA emits the follaving entry sequence for the procedure above:

push( ebp );
mov( esp, ebp );
sub( 4, esp);

3.6 The Standard Exit Sequence

Before a procedure returns to its calleneeds to clean up the aetiion record.Although it is possible
to share the clean-up duties between the procedure and the pracedleg’Intel has included some fea
tures in the instruction set that alle the procedure tofegiently handle all the clean up chores itself. Stan
dard HLA procedures and procedure calls, therefore, assume that it is the preaedpisibility to clean
up the actiation record (including the parameters) when the procedure returns to its caller

If a procedure does notVmary parameters, the calling sequencees/\simple. It requires only three

instructions:
nov( ebp, esp ); /'l Deallocate |ocals and clean up stack.
pop( ebp ); /!l Restore pointer to caller’s activation record.
ret(); /l Return to the caller.

If the procedure has some parameters, then a slight oaddifi to the standarcié sequence is neces
sary in order to rem@ the parameter data from the stack. Procedures with parameters use \thegfollo
standard @t sequence:

nmov( ebp, esp ); /1 Deallocate |ocals and clean up stack.
pop( ebp ); /1l Restore pointer to caller’s activation record.
ret( ParnBytes ); /1 Return to the caller and pop the paraneters.

TheParmBytesoperand of the RET instruction is a constant that spsdifie number diytesof param
eter data to renve from the stack after the return instruction pops the return addressxample, the
ARDemo eample code in the pvus sections has three doublerds parametersTherefore, the standard
exit sequence wuld tale the follaving form:

mov( ebp, esp );

pop( ebp );
ret( 12 );

If you've declared your parameters using HLA syntax (i.e., a parameter ligt§aHe procedure deela
ration), then HLA automatically creates a local constant in the proceghaens, that is equal to the num
ber of bytes of parameters in that proceduféerefore, rather thanosrying about heing to count the
number of parameter bytes yourself, you can use theviolipstandard>dt sequence for gnprocedure that
has parameters:

mov( ebp, esp );

pop( ebp );
ret( _parns_ );

Note that if you do not specify a byte constant operand to the RET instruction, the 80x86 will not pop
the parameters bthe stack upon returnThose parameters will still be sitting on the stack when yeu e
cute the fist instruction folleving the CALL to the procedure. Similarly you specify a &lue that is too
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small, some of the parameters will be left on the stack upon return from the procedure. If the RET operand
you specify is too laje, the RET instruction will actually pop some of the calddta dfthe stack, usually
with disastrous consequences.

Note that if you wish to return early from a procedure that doasre the @NOFRAME option, and
you dont particularly vant to use the EXIT or EXITIF statement, you mustceite the standardkie
sequence to return to the callé simple RET instruction is insfi€ient since local ariables and the old
EBP \alue are probably sitting on the top of the stack.

3.7 HLA Local Variables

Your program accesses locariables in a procedure by usinggative ofisets from the actation
record base address (EBP)rlexample, consider the folldng HLA procedure (which admittedlgoesnt
do much other than demonstrate the use of lcn@bles):

procedure Local Vars; nodi spl ay;
var

a:int32;

b:int32;
begi n Local Vars;

nmov( 0, a);
nov( a, eax );
nov( eax, b );

end Local Vars;

The actvation record for LocalVars looks like

Offset from EBP

Previois *
Stack
Content +8

Return Addres +4

Old EBP vala +C 4— EBP

P -4
b -€
Figure 3.6 Activation Record for LocalVars Procedure

The HLA compiler emits code that is roughly aglént to the follaing for the body of this proee
durée®:

nmov( O, (type dword [ebp-4]));
mov( [ebp-4], eax );
nov( eax, [ebp-8] );

3. Ignoring the code associated with the standard entry and exit sequences.
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You could actually type these statements into the procedure yourself wwvebtiid work. Of course,
using memory references éik[ebp-4]" and “[ebp-8]” rather thaa or b makes your programsevy difficult
to read and understan@herefore, you shouldwhys declare and use HLA symbolic names rather tHan of
sets from EBP

The standard entry sequence for ttosal\ars procedure will b

push( ebp );
nov( esp, ebp );
sub( 8, esp);

This code subtracts eight from the stack pointer because there are eight bytes afrialcksv(tvo
dword objects) in this procedure. Unfortunatedg the number of locabxiables increases, especially if
those wariables hee different types, computing the number of bytes of lo@iables becomes rather
tedious. Brtunately for those who wish to write the standard entry sequence thexaselizA automati
cally computes thisalue for you and creates a constangrs_, that speciis the number of bytes of local
variables for yott Therefore, if you intend to write the standard entry sequence yourself, you should use the
_vars_constant in the SUB instruction when allocating storage for the ladables:

push( ebp );
mov( esp, ebp );
sub( _vars_, esp);

Now that youve seen hw assembly language (and, indeed, most languages) allocate and deallocate
storage for localariables, it easy to understand whutomatic (local/AR) variables do not maintain their
values between tavcalls to the same procedure. Since the memory associated with these autannatic v
ables is on the stack, when a procedure returns to its caller the caller can push other data onto the stack oblit
erating the glues of the localariable alues preiously held on the stack. Furthermore, ingarwng calls to
other procedures (with theimm local \ariables) may wipe out theles on the stackAlso, upon reentry
into a procedure, the procedwddcal \ariables may correspond to féifent plysical memory locations,
hence the alues of the localariables wuld not be in their proper locations.

One big adantage to automatic storage is that fiicgntly shares axed pool of memory among\se
eral procedures. df example, if you call three procedures in &/ro

ProcA();
ProcB();
Proc(();

The first procedureRrocAin the code abee) allocates its localariables on the stack. Upon return,
ProcAdeallocates that stack storage. Upon entryfnéeB, the program allocates storage RvocB's local
variablesusing the same memory locations justft by PocA Likewise, wherProcBreturns and the pro
gram callsProcC, ProcC uses the same stack space for its loaehbles thaProcBrecently freed upThis
memory reuse mals eficient use of the system resources and is probably the greatastaamvto using
automatic (AR) variables.

3.8

Parameters

Although there is a lge class of procedures that are totally self-contained, most procedures require
some input data and return some data to the cBileameters arealues that you pass to and from a proce
dure.There are manfacets to parameters. Questions concerning parameters include:

4. This code assumes that ESP is dword aligned upon entry so the “AND( $FFFF_FFFC, ESP );” instruction is unnecessary.
5. HLA even rounds this constant up to the next even multiple of four so you don't have to worry about stack alignment.
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* where is the data coming from?
e whatmechanism do you use to pass and return data?
* howmuch data are you passing?

In this chapter we will take another look at the two most common parameter passing mechanisms: pass by
value and pass by reference. We will also discuss three popular places to pass parameters: in the registers,
on the stack, and in the code stream. The amount of parameter data has a direct bearing on where and how
to pass it. The following sections take up these issues.

3.8.1 Pass by Value
A parameter passed bylue is just that — the caller passesabu® to the procedureaBs by walue
parameters are input only paramet@tsat is, you can pass them to a procedurtettie procedure cannot
return \alues through them. In highviel languages the idea of a pass alpig parameter being an input only
parameter mads a lot of sense. @n the procedure call:
Cal |l Proc(l);
If you pasd by value, CallProc does not change the valuel pfegardless of what happens to the parameter
insideCallProc.
Since you must pass a copy of the data to the procedure, you should only use this method for passing
small objects like bytes, words, and double words. Passing arrays and strings by value is very inefficient
(since you must create and pass a copy of the structure to the procedure).
3.8.2 Pass by Reference

To pass a parameter by reference you must pass the addressiabke vather than itsalue. In other
words, you must pass a pointer to the dakee procedure must dereference this pointer to access the data.
Passing parameters by reference is useful when you must modify the actual parameter or when you pass
large data structures between procedures.

Passing parameters by reference can produce some peculiar rEselfelloving Pascal procedure
provides an gample of one problem you might encounter:
program nai n(i nput, out put) ;
var minteger;
(*
** Note: this procedure passes i and j by reference.

*)

procedure bletch(var i,j:integer);
begi n

i = i+2;

o=

witeln(i,” “,j);
end;

begi n {nai n}

m:=5;
bl etch(mm;

end.
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This particular code sequence will print “00eaedless ofn’s value.This is because the parameters
andj are pointers to the actual data and/theth point at the same object (that isythee aliases)here
fore, the statement “j:=j-i;” alays produces zero sintand] refer to the sameaviable.

Pass by reference is usually lesaént than pass byalue.You must dereference all pass by reference
parameters on each access; this iwastahan simply using aalue. Havever, when passing a lge data
structure, pass by referenceaster because you do novbdo coly a lage data structure before calling the
procedure.

3.8.3 Passing Parameters in Registers

Having touched on he to pass parameters to a procedure, th théng to discuss isvhele to pass
parametersWhere you pass parameters depends on the size and number of those parameters. If you are
passing a small number of bytes to a procedure, thendisters are arnxeellent place to pass parameters to
a procedurelf you are passing a single parameter to a procedure you should use thiedollyisters for
the accompaying data types:

Data Size Pass in this Rgister
Byte: al

Word: ax
DoubleWord: eax
Quadword: edx:eax

This is not a hard anést rule. If you fid it more comenient to pass 16 bialues in the Sl or BX g
ister, do so. Havever, most programmers use thgisters abwe to pass parameters.

If you are passing seral parameters to a procedure in the 80x8&jisters, you should probably use
up the rgisters in the follwing order:

First Last
eax, edx, esi, edi, ebx, ecx

In general, you shouldvaid using EBP register. If you need more than six double words, perhaps you
should pass your values elsewhere.

As an example, consider the following “strfill(str,c);” that copies the chara¢perssed by alue in
AL) to each character position &(passed by reference in EDI) up to a zero terminating byte:

/1l strfill- COverwites the data in a string with a character.

11

/1 EDI - pointer to zero termnated string (e.g., an H.A string)
/1 AL- character to store into the string

procedure strfill; nodisplay;

begin strfill;

push( edi ); // Preserve this because it will be nodified
while( (type char [edi] <> #0 ) do

mov( al, [edi] );
inc( edi );

endwhi | e;
pop( edi );

end strfill;

PageS818 © 2001, By Randall Hyde Version:9/9/02



Intermediate Procedures

To call thestrfill procedure you wuld load the address of the string data into EDI and the character
value intoAL prior to the call. The following code fragment demonstrates a typical caskifil :
nov( s, edi ); // Get ptr to string data into edi (assumes s:string).
mv( ‘ “, al );
strfill();

Don't forget that HLA string &riables are pointersThis ekample assumes thats a HLA string \ari-
able and, therefore, contains a pointer to a zero-terminated sttiegefore, the “me( s, edi );” instruction
loads the address of the zero terminated string into the GBtee(hence this code passes the address of the
string data testrfill, that is, it passes the string by reference).

One vay to pass parameters in thegisters is to simply load thegisters with the appropriateles
prior to a call and then reference treues in those gisters within the procedurelhis is the traditional
mechanism for passing parameters igigiers in an assembly language program. HLA, being wbate
more high lgel than traditional assembly language vistes a formal parameter declaration syntax that lets
you tell HLA you're passing certain parameters in the general purpgsters. This declaration syntax is
the following:

par m\ane:  parnilype in reg

Where parmName is the parametarameparmTypeis the type of the object, amely is one of the 80x86’s
general purpose eight, sixteen, or thirty-two bit registers. The size of the parameter’s type must be equal to
the size of the register or HLA will generate an error. Here is a concrete example:

procedure HasRegParns( count: uns32 in ecx; charVal:char in al );

One nice feature to this syntax is that you can call a procedure thagiséesrrearameterscactly like
ary other procedure in HLA using the higlvé¢ syntax, e.g.,

HasRegPar ns( ecx, bl );

If you specify the same gester as an actual parameter that you've declared for the formal parameter, HLA
does not emit any extra code; it assumes that the parameter is already in the appropriate register For exam
ple, in the call above the first actual parameter is the value in ECX; since the procedure’s declaration speci
fies that that first parameter is in ECX HLA will not emit any code. On the other hand, the second actual
parameter is in BL while the procedure will expect this parameter value in AL. Therefore, HLA will emit a
“mov( bl, al );” instruction prior to calling the procedure so that the value is in the proper register upon entry
to the procedure.

You can also pass parameters by reference in a register. Consider the following declaration:
procedur e HasRef RegParn{ var nyPtr:uns32 in edi );

A call to this procedure ahys requires some memory operand as the actual parameter. HLA will emit the
code to load the address of that memory object into the parameter’s register (EDI in this case). Note that
when passing reference parameters, the register must be a 32-bit general purpose register since addresses ar
32-bits long. Here’s an example of a calHasRefRegParm

HasRef RegParn{ x );

HLA will emit either a “ma/( &x, edi);” or “lea( edi, x);” instruction to load the address«afito the EDI
registers prior to the CALL instructifn

If you pass an angmous memory object (e.g., “[edi]” or “[ecx]”) as a parameter to HasRg#&rm,
HLA will not emit ary code if the memory reference uses the sagistez that you declare for the parame
ter (i.e., “[edi]"). It will use a simple M® instruction to cop the actual address into EDI if you specify an
indirect addressing mode using gister other than EDI (e.g., “[ecx]"). It will use an LEA instruction to
compute the éctive address of the angmous memory operand if you use a more complgdressing
mode like “[edi+ecx*4+2]".

6. The choice of instructions is dictated by whethér a static variable (MOV for static objects, LEA for other objects).
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Within the procedurs’ code, HLA creates te equates for these gister parameters that map their
names to the appropriateggister In theHasRgParmsexample, ag time you reference theountparame
ter, HLA substitutes “ecx” focount Likewise, HLA substitutes “al” fochar\Val throughout the proceduee’
body Since these names are aliases for thisters, you should takcare to alays remember that you can
not use ECX andL independently of these parameters. did be a good idea to place a commert tee
each use of these parameters to remind the readeotivais equvalent to ECX anahar\al is equvalent
toAL.

3.8.4

Passing Parameters in the Code Stream

Another place where you can pass parameters is in the code stream immediately after the CALL instruc
tion. Consider the folling print routine that prints a literal string constant to the standard outpigede

call print;
byte “This parameter is in the code stream”, O;

Normally, a subroutine returns control to thesfiinstruction immediately follsing the CALL instrue
tion. Were that to happen here, the 80x86uld attempt to interpret th&SCIl codes for “This.”.as an
instruction.This would produce undesirable resultertenately you can skip wer this string when retusn
ing from the subroutine.

So hav do you @in access to these parameters? Easy return address on the stack points at them.
Consider the folling implementation of print:

progr am pri nt Deno;
#include( “stdlib.hhf” );

Il print-

/1

//  This procedure wites the literal string

/1 imrediately following the call to the

/1 standard output device. The literal string
/1 nust be a sequence of characters ending wth
// a zero byte (i.e., a Cstring, not an H.A
Il string).

procedure print; @ofrane; @odisplay;
const

/! RnAdrs is the offset of this procedure’s
// return address in the activation record.

RinAdrs:text := “(type dword [ebp+4])”;
begin print;

/1 Build the activation record (note the
/1 “@ofrane” option above).

push( ebp );
mov( esp, ebp );

/1 Preserve the registers this function uses.

push( eax );
push( ebx );

/1 Copy the return address into the EBX
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/1l register. Since the return address points
/1l at the start of the string to print, this

/1 instruction |oads EBX with the address of

/1l the string to print.

nov( RnAdrs, ebx );

/1 Until we encounter a zero byte, print the
/1l characters in the string.

f orever
nmov( [ebx], al ); /1 Get the next character.
breakif( 'al ); /[l Qit if it's zero.
stdout.putc( al ); // Print it.
inc( ebx ); /1 Move on to the next char.
endf or;

/1 Skip past the zero byte and store the resulting
/1 address over the top of the return address so
/1 we'll return to the location that is one byte
/1 beyond the zero termnating byte of the string.

inc( ebx );
nov( ebx, RnAdrs );

/] Restore EAX and EBX

pop( ebx );
pop( eax );

/1 dean up the activation record and return.

pop( ebp );
ret();

end print;

begi n pri nt Deno;
// Sinple test of the print procedure.

call print;
byte “Hello Wrlid'”, 13, 10, O ;

end print Deno;

Program 3.3  Print Procedure Implementation (Using Code Stream Parameters)

Besides shwing hawv to pass parameters in the code streanptiing routine also xhibits another con
cept:variable length paametes. The string follaving the CALL can be anpractical lengthThe zero ter
minating byte marks the end of the parameter Tikere are tw easy ways to handle ariable length
parameters. Either use some special terminatihgelike zero) or you can pass a special lenglbesthat
tells the subroutine o mary parameters you are passing. Both methotie Hzeir adantages and disad
vantages. Using a specialue to terminate a parameter list requires that you chooati@ that neer
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appears in the list.df example,print uses zero as the terminatirgue, so it cannot print the NUL character
(whoseASCIl code is zero). Sometimes this isa’ limitation. Specifying a special length parameter is
another mechanism you can use to paswiable length parameter liskhile this doesrt’require ag spe

cial codes or limit the range of possiblalues that can be passed to a subroutine, setting up the length
parameter and maintaining the resulting code can be a real nightmare

Despite the corenience dbrded by passing parameters in the code stream, there are somardisadv
tages to passing parameters there. First, if gdud provide the eact number of parameters the procedure
requires, the subroutine will geény confused. Consider tipeint example. It prints a string of characters up
to a zero terminating byte and then returns control totstdristruction folleving the zero terminating byte.

If you leave of the zero terminating byte, thgint routine happily prints the folleing opcode bytes as
ASCII characters until it fids a zero byte. Since zero bytes often appear in the middle of an instruction, the
print routine might return control into the middle of some other instrucfibis will probably crash the
machine. Inserting anxega zero, which occurs more often than you might think, is another problem pro
grammers hae with theprint routine. In such a case, tpent routine would return upon encountering the

first zero byte and attempt teeeute the follwing ASCII characters as machine code. Oncaraghis ustl

ally crashes the machin&hese are the some of the reasonyg thie HLA stdout.puttode doesot pass its
parameters in the code stream. Problems notwithstandiwgyémthe code stream is arfiefent place to

pass parameters whosawes do not change.

3.8.5 Passing Parameters on the Stack

Most high level languages use the stack to pass parameters because this methlydeifii¢ient. By
default, HLA also passes parameters on the stAttkough passing parameters on the stack is slightly less
efficient than passing those parameters gisters, the igister set is @ry limited and you can only pass a
few value or reference parameters througjisters. The stack, on the other hand, alfoyou to pass a Ige
amount of parameter data withoutatifficulty. This is the principal reason that most programs pass their
parameters on the stack.

HLA passes parameters you specify in a higlelléGanguage form on the stackorFexample, suppose
you defnestrfill from the preious section as folles:

procedure strfill( s:string; chr:char );

Calls of the form “strfi( s, * * );” will pass the value o8 (which is an address) and a space character on the
80x86 stack. When you specify a calbtdill in this manner, HLA automatically pushes the parameters for
you, so you don't have to push them onto the stack yourself. Of course, if you choose to do so, HLA will let
you manually push the parameters onto the stack prior to the call.

To manually pass parameters on the stack, push them immediately before calling the subroutine. The
subroutine then reads this data from the stack memory and operates on it appropriately. Consider the follow-
ing HLA procedure call:

Call Proc(i,j, k):

HLA pushes parameters onto the stack in the order thaappear in the parameter?isTherefore, the
80x86 code HLA emits for this subroutine call (assumingngopassing the parameters lafue) is

push( i );
push( j );
push( k );

call CallProc;

Upon entry into CallProc, the 80x86stack looks lik that shan in Figure 3.7

7. Especially if the parameter list changes frequently.
8. Assuming, of course, that you don’t instruct HLA otherwise. It is possible to tell HLA to reverse the order of the parame-
ters on the stack. See the chapter on “Mixed Language Programming” for more detalils.
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Previous Stack Conte—nis
i's current value

J's current value

k's current value

Return address |4 Egp

Figure 3.7 Stack Layout Upon Entry into CallProc

You could @in access to the parameters passed on the stack hyingri® data from the stack as the
following code fragment demonstrates:

/1 Note: to extract paraneters off the stack by popping it is very inportant
/1l to specify both the @odi splay and @of rane procedure options.

static
Rt nAdrs: dword;
plParm dword;
p2Parm dwor d;
p3Parm dwor d;

procedure Cal |l Proc( pl:dword; p2:dword; p3:dword ); @odisplay; @ofrane;
begi n Cal | Proc;

pop( RnNAdrs );
pop( p3Parm);
pop( p2Parm);
pop( plParm);
push( R nAdrs );

ret();
end Cal |l Proc;

As you can see from this code, isfipops the return address$ thie stack and into thetnAdis variable;
then it pops (in neerse order) thealues of thepl, p2, andp3 parameters; fially, it pushes the return
address back onto the stack (so the RET instruction will operate prop¥itlyin the CallProc procedure,
you may access thElRParm, p2Rarm, andp3Parm variables to use thel, p2, andp3 parameter alues.

There is, hwever, a better \ay to access procedure parameters. If your procedure includes the standard
entry and git sequences (se€The Standard Entry Sequehcen page813 and “The Standard Exit
Sequenckon page814), then you may directly access the paramesdues in the actation record by
indexing off the EBP rgister Consider the layout of the agtion record foCallProcthat uses the folle-
ing declaration:

procedure Cal |l Proc( pl:dword; p2:dword; p3:dword ); @odisplay; @ofrane;
begi n Cal | Proc;

push( ebp ); /1 This is the standard entry sequence.
nov( esp, ebp ); // Get base address of AR into EBP.
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Take a look at the stack immediately after tikeaution of “mwa/( esp, ebp );” inCallProc. Assuming
you've pushed three doubleovd parameters onto the stack, it should look somethieggsligvn in Figure

3.8

Previous Stack Conte—nis EBP+20
i's current value EBP+16
j's current value EBP+12
k's current value EBP+8
Return address EBP+4
Old EBP Value [«— ESP/EBP

Figure 3.8 Activation Record for CallProc After Standard Entry Sequence Execution

.Now you can access the parameters byxmgoff the EBP rgister:

nov( [ebp+16], eax ); /'l Accesses the first paraneter.
nov( [ebp+12], ebx ); /1 Accesses the second paraneter.
nov( [ebp+8], ecx ); /1 Accesses the third paraneter.

Of course, lile local \ariables, youd never really access the parameters in thag.\WwWou can use the for
mal parameter namepl p2, andp3) and HLA will substitute a suitable “[ebdisplacemerit memory
address. Eean though you shouldnactually access parameters using addngsessions lik “[ebp+12]”
it’s important to understand their relationship to the parameters in your procedures.

Other items that often appear in the\atipbn record are ggster \alues your procedure presesv The
most rational place to preserveagisters in a procedure is in the code immediately iollg the standard
entry sequence. In a standard HLA procedure (one where you do not specify the NOFRAME option), this
simply means that the code that pressrthe rgisters should appeardt in the procedurs’body Likewise,
theegode to restore thosagiger \alues should appear immediately before the END clause for the- proce
dure’.

3.8.5.1 Accessing Value Parameters on the Stack

Accessing parameters passed bjug is no dfierent than accessing a I068\R object. As long as
you've declared the parameter in a formal parameter list and the procedarges the standard entry
sequence upon entry into the program, all you need do is specify the pamnseter'to reference thalue
of that parameterThe following is an @ample program whose procedure accesses a parameter the main
program passes to it bale:

pr ogr am Accessi ngVal uePar anet er s;

9. Note that if you use the EXIT statement to exit a procedure, you must duplicate the code to pop the register values and
place this code immediately before the EXIT clause. This is a good example of a maintenance nightmare and is also a good
reason why you should only have one exit point in your program.
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#i ncl ude( “stdlib. hhf” )

procedur e Val ueParn{ theParaneter: uns32 ); @odispl ay;
begi n Val ueParm

nov( theParaneter, eax );

add( 2, eax );
st dout . put
(

“t heParaneter + 2 = “,
(type uns32 eax),
nl

)

end Val ueParm

begi n Accessi ngVal uePar anet ers;

Val ueParn{ 10 );
Val ueParn{ 135 );

end Accessi ngVal uePar anet er s;

Program 3.4  Demonstration of Value Parameters

Although you may access thalue oftheRarameterusing the anogymous address “[EBP+8]" within
your code, there is absolutely no good reason for doing so. If you declare the parameter list using the HLA
high level language syntax, you can access #ieesparameter by specifying its name within the procedure.

3.8.5.2 Passing Value Parameters on the Stack

As Program 3.4demonstrates, passing alie parameter to a procedure é&weasy Just specify the
value in the actual parameter list as yawuld for a high lgel language callActually, the situation is a little
more complicated than this.agsing alue parameters is easy if ymipassing constant,gister or variable
values. It gets a little more complé you need to pass the result of sompression. This section deals
with the diferent ways you can pass a parameter alg to a procedure.

Of course, you do not fia to use the HLA high el language syntax to pasawe parameters to a pro
cedure.You can push thesahlues on the stack yourself. Since there areymiares it is more corenient or
more eficient to manually pass the parameters, describingthalo this is a good place to start.

As noted earlier in this chaptevhen passing parameters on the stack you push the objects in the order
they appear in the formal parameter list (from left to rigjhen passing parameters talue, you should
push the alues of the actual parameters onto the stable. folloving program demonstrateswdo do this:

pr ogr am Manual | yPassi ngVal uePar anet er s;
#incl ude( “stdlib.hhf” )

procedur e ThreeVal ueParns( pl:uns32; p2:uns32; p3:uns32 ); @odi spl ay;
begi n Thr eeVal uePar ns;

nmov( pl, eax );
add( p2, eax );
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add( p3, eax );

st dout . put

(
“pl + p2 + p3 = °,
(type uns32 eax),
nl

)

end Thr eeVal uePar ns;

static
SecondPar nVal ue: uns32 : = 25;

begi n Manual | yPassi ngVal uePar anet er s;

pushd( 10 ); /1 Val ue associ ated with pl.
pushd( SecondPar nVal ue) ; /1 Val ue associated with p2.
pushd( 15 ); /1 Val ue associ ated with p3.

cal | ThreeVal uePar 1rs;

end Manual | yPassi ngVal uePar anet er s;

Program 3.5  Manually Passing Parameters on the Stack

Note that if you manually push the parameters onto the stack asdhiple does, you must use the
CALL instruction to call the procedure. If you attempt to use a procedwesition of the form “Threel-
ueRarms();” then HLA will complain about a mismatched parameter list. Hiof'wwealize that yowe
manually pushed the parameters @sas HLA is concerned, those pushes appear to peeseme other
data).

Generally there is little reason to manually push a parameter onto the stack if the actual parameter is a
constant, a igister \alue, or a &riable. HLAs high lerel syntax handles most such parameters for you.
There are seral instances, lieever, where HLAs high leel syntax von’t work. The first such gample is
passing the result of an arithmetipeession as aalue parameterSince arithmeticx@ressions dom’exist
in HLA, you will have to manually compute the result of thk@ression and pass thatlue yourself.There
are two possible \ays to do this: calculate the result of tkpression and manually push that result onto the
stack, or compute the result of thepeession into a gister and pass thegister as a parameter to the proce
dure. Program 3.@lemonstrates thesedwnechanisms.

pr ogr am Passi ngExpr essi ons;
#incl ude( “stdlib.hhf” )

procedur e ExprParn{ exprVal ue:uns32 ); @odi spl ay;
begi n Expr Parm

stdout. put ( “exprValue = *“, exprValue, nl );

end ExprParm

static
perandl: uns32 : = 5;
per and2: uns32 : = 20;

begi n Passi ngExpr essi ons;

PageB826 © 2001, By Randall Hyde Version:9/9/02



Intermediate Procedures

/1 ExprParn{ Qperandl + Qperand2 );

Il

/1 Method one: Conpute the sumand nanual |y
/1 push the sumonto the stack.

nov( Qperandl, eax );
add( (perand2, eax );
push( eax );

cal |l ExprParm

/1 Method two: Conpute the sumin a register and
Il pass the register using the H.A high |evel
/1 1 anguage syntax.

nov( Qperandl, eax );
add( Qperand2, eax );
Expr Parn{ eax );

end Passi ngExpr essi ons;

Program 3.6  Passing the Result of Some Arithmetic Expression as a Parameter

The examples up to this point in this sectiorvlianade an important assumption: that the parameter you
are passing is a doubleovd \value. The calling sequence changes seima&t if youre passing parameters
that are not foubyte objects. Because HLA can generate kadtiineficient code when passing objects
that are not foubytes long, manually passing such objects is a good idea if goutavhae the astest pos
sible code.

HLA requires that all @lue parameters be amea multiple of four bytes Ioﬁﬁ. If you pass an object
that is less than four bytes long, HLA requires that yadthe parameter data witlxtea bytes so that you
always pass an object that is at least four bytes in lengthpdfameters that are dg@r than four bytes, you
must ensure that you pass aere multiple of four bytes as the parametelue, adding xtra bytes at the
high-order end of the object to pad it, as necessary

Consider the follwing procedure prototype:
procedure eByteParn{ b:byte );

The actvation record for this procedure looksdikhe follaving:

10. This only applies if you use the HLA high level language syntax to declare and access parameters in your procedures. Of
course, if you manually push the parameters yourself and you access the parameters inside the procedure using an addressing
mode like “[ebp+8]”" then you can pass any sized object you choose. Of course, keep in mind that most operating systems
expect the stack to be dword-aligned, so parameters you push should be a multiple of four bytes long.

Beta Draft - Do not distribute © 2001, By Randall Hyde Page827



Chapter Three Volume Four

Previous Stack Contentp

EBP + 11
EBP + 10
EBP +9
b's current value EBP + 8

Return address

Old EBP Valu
4— EBP

Local Variable

<4—ESP

Figure 3.9 OneByteParm Activation Record

As you can see, there are four bytes on the stack associated witpatemeterbut only one of the
four bytes containsalid data (the L.O. byte)The remaining three bytes are just padding and the procedure
should ignore these bytes. In particulwu should neer assume that thesgti@ bytes contain zeros or
some other consistenalue. Depending on the type of parameter you pass;dHuftomatic code genera
tion may or may not push zero bytes as ttteaedata on the stack.

When passing a byte parameter to a procedure, HLA will automatically emit code that pushes four bytes

on the stack. Because Hlsfparameter passing mechanism guarantees not to disyuregester or other

values, HLA often generates more code than is actually needed to pass a byte pafmetample, if

you decide to pass ti#d register as the byte parameteliLA will emit code that pushes the EAXgister

onto the stack.This single push instruction is &ny eficient way to pasAL as a fourbyte parameter

object. On the other hand, if you decide to pas&\theegister as the byte parametpushing EAX von't

work because thiseuld leare the \alue inAH at offset EBP+9 in the astation record shen in Figure 3.9
Unfortunately the procedurexpects this &lue at ofiset EBP+8 so simply pushing EAXow't do the job If

you pas#H, BH, CH, or DH as a byte parametkiLA emits code lilke the follaving:

sub( 4, esp); /1 NMake roomfor the paraneter on the stack.
nov( ah, [esp] ); // Store AHinto the L.Q byte of the paraneter.

As you can clearly see, passing one of the “Hjisters as a byte parameter is less efficient (two instruc
tions) than passing one of the “L” registers. So you should attempt to use the “L” registers whenever possi
ble if passing an eight-bit register as a pararﬁ%ten\lote, by the way, that there is very little you can do
about the difference in efficiency, even if you manually pass the parameters yourself.

If the byte parameter you decide to pass is a variable rather than a register, HLA generates decidedly
worse code. For example, suppose you call OneByteParm as follows:

eByt ePar n{ uns8Var );

For this call, HLA will emit code similar to the following to push this single byte parameter:

push( eax );
push( eax );
mov( uns8Var, al );
nmov( al, [esp+4] );

11.Or better yet, pass the parameter directly in the register if you are writing the procedure yourself.
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pop( eax );

As you can plainly see, this is a lot of code to pass a single byte on the stack! HLA emits this much code
because (1) it guarantees not to disturb any registers, and (2) it doesn’t know whe&\aris the last

variable in allocated memory. You can generate much better code if you don't have to enforce either of these
two constraints.

If you've got a spare 32-bit register laying around (especially one of EAX, EBX, ECX or EDX) then
you can pass a byte parameter on the stack using only two instructions. Move (or move with zero/sign
extension) the byte value into the register and then push the register onto the stack. For the current call to
OneByteBrm, the calling sequenceould look like the follaving in EAX is available:

nov( uns8Var, al );
push( eax );
call neByteParm

If only ESI or EDI were wailable, you could use code dikhis:

novzx( uns8Var, esi );
push( esi );
call (neByteParm

Another trick you can use to pass the parameter with only a single push instruction is to coerce the byte
variable to a double ovd object, i.e.,

push( (type dword uns8Var));
call OneByteParm

This last @ample is ery eficient. Note that it pushes thesfithree bytes of whater value happens to
follow uns8\dr in memory as the padding bytes. HLA do¢srse this technique because there iseay(v
tiny) chance that using this scheme will cause the prograailtolf it turns out that thens8\ér object is
the last byte of a gen page in memory and thexh@age of memory is unreadable, the PUSH instruction
will cause a memory accessception. To be on the safe side, the HLA compiler does not use this scheme.
However, if you always ensure that the actual parameter you pass iraffioh is not the lastviable you
declare in a static section, then you can getyawith code that uses this technique. Since it is nearly impos
sible for the byte object to appear at the last accessible address on the stack, it is probably safe to use this
technique with/AR objects.

When passing ard parameters on the stack you must also ensure that you include padding bytes so that
each parameter consumes &aremultiple of four bytesYou can use the same techniques we use to pass
bytes e&cept, of course, there aredwalid bytes of data to pass instead of oner éckample, you could use
either of the follaving two schemes to pass @l objectw to aOneVérdParm procedure:

mv( w ax );
push( eax );
call OheWr dParm

push( (type dword w) );
call OheWrdParm

When passing lge objects by alue on the stack (e.g., records and arrays), you do wettha@nsure
that each element oefd of the object consumes area multiple of four bytes; all you need to do is ensure
that the entire data structure consumesvan enultiple of four bytes on the stackorfexample, if you hae
an array of 10 three-byte elements, the entire array will neebytes of padding (10*3 is 30 bytes which is
not evenly dvisible by four but 10*3 + 2 is 32 which is disible by four). HLA does aairly good job of
passing lage data objects byalue to a procedure. oFlamger objects, you should use the HLA higtele
language procedureviocation syntax unless youvesome special requirements. Of course, if yantw
efficient operation, you should try tead passing lage data structures byhe.

By default, HLA guarantees that itom’t disturb the alues of ap registers when it emits code to pass
parameters to a procedure. Sometimes this guarante@ese’ssary For example, if you are returning a
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function result in EAX and you are not passing a parameter to a procedure in EAX, there really is no reason
to presere EAX upon entry into the procedure. Rather than generating some crazy edtie fitllaving
to pass a byte parameter:

push( eax );
push( eax );
nov( uns8Var, al );
mov( al, [esp+4] );
pop( eax );

HLA could generate much better code if it lwsothat it can use EAX (or some other register):

nov( uns8Var, al );
push( eax );

You can use th@USE procedure option to tell HLA that it can modify giseers value if doing so
would improve the code it generates when passing paramékaessyntax for this option is

@se genRegsy;

ThegenReg, operand can be EAX, EBX, ECX, EDX, ESI, or EDYou'll obtain the best results if this reg
ister is one of EAX, EBX, ECX, or EDX. Particularly, you should note that you cannot specify EBP or ESP
here (since the procedure already uses those registers).

The @USE procedure option tells HLA that it's okay to modify the value of the register you specify as
an operand. Therefore, if HLA can generate better code by not preserving that register’s value, it will do so.
For example, when the “@use eax;” option is provided foiGheByteBrm procedure gien earlier HLA
will only emit the two instructions immediately ale rather than thevie-instruction sequence that pre
senes EAX.

You must gercise care when specifying the @USE procedure option. In partigolashould not be
passing ay parameters in the sameayigter you specify in the @USE option (since HLA may ireaithntly
scramble the parameteralue if you do this). Likwise, you must ensure thasit'eally okay for the proee
dure to change thegisters value. As noted abee, the best choice for an @USHister is EAX when the
procedure is returning a function result in EAX (since, cledhly caller will not gpect the procedure to
presere EAX).

If your procedure has a FOVARD or EXTERNAL declaration, the @USE option must only appear in
the FORVARD or EXTERNAL definition, not in the actual procedure declaration. If no such procedure
prototype appears, then you must attach the @USE option to the procedure declaration.

Example:

procedure OneByteParn( b:byte ); @odisplay; @se EAX
begi n OnheByt eParm

<< Do something with b >>

end CneByt eParm

static
byt eVar : byt e;

neByt ePar n{ byteVar );

This call to OneBytefm emits the following instructions:

nov( uns8Var, al );
push( eax );
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3.8.5.3 Accessing Reference Parameters on the Stack

Since HLA passes the address of the actual parameters for reference parameters, accessing the reference
parameters within a procedure is slightly moréclift than accessingalue parameters because youdt
dereference the pointers to the reference parameters. Unfortuhkthtalg high level syntax for procedure
declarations and wocations does not (and cannot) abstract this detay éor you. You will have to manwu
ally dereference these pointers yoursdlis section reiews hav you do this.

Consider the follewing program:

pr ogr am Accessi ngRef er encePar anet er s;
#incl ude( “stdlib.hhf” )

procedure RefParn{ var theParameter: uns32 ); @aodi splay;
begi n Ref Parm

/1 Add two directly to the paraneter passed by
/1l reference to this procedure.

nov( theParameter, eax );
add( 2, (type uns32 [eax]) );

/1 Fetch the value of the reference paraneter
/1 and print it’'s val ue.

nmov( [eax], eax );

st dout . put

(
“t hePar anet er now equal s “,
(type uns32 eax),
nl

)
end Ref Parm
static
pl: uns32 := 10;
p2: uns32 := 15;

begi n Accessi ngRef er encePar anet er s;

Ref Parn{ pl);
Ref Parn{ p2 );

stdout.put( “On return, pl=", pl, “ and p2=", p2, nl );

end Accessi ngRef er encePar anet er s;

Program 3.7  Accessing a Reference Parameter
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In this xkample theRefRarm procedure has a single pass by reference paramiss by reference
parameters arevahys a pointer to the type speediby the parametsrdeclaration.ThereforetheRarame
ter is actual an object of type “pointer to uns32” rather thanreg82value. In order to access thalwe
associated wittheRarameter this code has to load that doublerdraddress into a 32-bitgister and access
the data indirectlyThe “mov( theRarametereax);” instruction in the code almfetches this pointer into the
EAX register and then the procedure uses the “[eax]” addressing mode to access thalaetadlthre Ra-
rameter

Since this procedure accesses the data of the actual paraddieg tvo to this data &cts the alues
of the \ariables passed to tiRefRarm procedure from the main program. Of course, this should come as no
surprise since this is the standard semantics for pass by reference parameters.

As you can see, accessing (small) pass by reference parameters is a littkcless tbfan accessing
value parameters because you needkaa estruction to load the address into a 32-bit pointgster (not
to mention, you hae to reserg a 32-bit rgister for this purpose). If you access reference parameters fre
qguently these gtra instructions can really g to add up, reducing thefieieng/ of your program. Fur
thermore, it5 easy to faget to dereference a reference parameter and use the addressabfdhestead of
the \alue in your calculations (this is especially true when passing downteparameters, liktheuns32
parameter in thexample abwe, to your procedures)herefore, unless you really need tteaf the walue of
the actual parametgrou should use pass bglue to pass small objects to a procedure.

Passinglarge objects, lik arrays and records, is where reference parameters beeoyneficient.
When passing these objects jue, the calling code has to neaét coy of the actual parameter; if the
actual parameter is a @ object, the cgpprocess can beewy ineficient. Since computing the address of a
large object is just asfefient as computing the address of a small scalar object, there icrenef loss
when passing lge objects by referenceWithin the procedure you must still dereference the pointer to
access the objectibthe eficieng/ loss due to indirection is minimal when you contrast this with the cost of
copying that lage object.The folloving program demonstratesw®o use pass by reference to initialize an
array of records:

pr ogr am accessi ngRef Ar r ayPar anet er s;
#incl ude( “stdlib.hhf” )

const
Nuntl enents : = 64;

type
Pt: record

X: unss;
y: uns8§;

endr ecor d;
Pts: Pt[NuniE erents];
procedure Ref ArrayParn{ var ptArray: Pts ); @odisplay;
begi n Ref ArrayParm
push( eax );
push( ecx );
push( edx );
nov( ptArray, edx ); /1l Get address of parameter into EDX

for( nov( O, ecx ); ecx < Nuntl erments; inc( ecx )) do

/1l For each elenent of the array, set the “x” field
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// to (ecx div 8) and set the “y” field to (ecx nod 8).

mov( cl, al );
shr( 3, al ); // ECX div 8.
nmov( al, (type Pt [edx+ecx*2]).Xx );

nmov( cl, al );
and( %11, al ); // ECX nod 8.
mov( al, (type Pt [edx+ecx*2]).y );

endf or;

pop( edx );
pop( ecx );
pop( eax );

end Ref ArrayParm
static
M/Pts: Pts;
begi n accessi ngRef ArrayPar anet er s;
I/ Initialize the elenents of the array.

Ref ArrayParn{ M/Pts );

// Display the elements of the array.
for( nov( O, ebx ); ebx < NunfEl erments; inc( ebx )) do

st dout . put

(
“Ref ArrayParnj “,
(type uns32 ebx): 2,
“1.x=",
M/Pts. x[ ebx*2 ],

“ Ref ArrayParnf “,
(type uns32 ebx): 2,
“1.y=",
M/Pts.y[ ebx*2 ],
nl
)s
endf or;

end accessi ngRef ArrayPar anet ers;

Program 3.8  Passing an Array of Records by Referencing

As you can see from thisample, passing lge objects by reference isparticularly ineficient. Other
than tying up the EDX master throughout th&efArayRarm procedure plus a single instruction to load
EDX with the address of the reference paraméterRefAriayParm procedure doesntequire map more
instructions than the same procedure where yawidvyass the parameter bglwe.
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3.8.5.4 Passing Reference Parameters on the Stack

HLA'’s high lerel syntax often mads passing reference parameters a bre&kgou need to do is spec
ify the name of the actual parameter you wish to pass in the procedarameter list. HLA will automati
cally emit some code that will compute the address of the sbeiftual parameter and push this address
onto the stack. Hwever, like the code HLA emits foralue parameters, the code HLA generates to pass the
address of the actual parameter on the stack may not be the ficgettethat is possibleTherefore, if you
want to write &st code, you may amt to manually write the code to pass reference parameters to a proce
dure. This section discusseswido do &actly that.

Wheneer you pass a static object as a reference pararhiki@rgeneratesery eficient code to pass
the address of that parameter to the proceddsean &ample, consider the folldng code fragment:

procedure HasRef Parn{ var d:dword );

static
Four Byt es: dwor d;

var
v: dword;

HasRef Par n{ FourBytes );

For the call to thédasReflarm procedure, HLA emits the folldng instruction sequence:

pushd( &FourBytes );
call HasRef Parm

You really aren’t going to be able to do substantially better than this if you are passing your reference param
eters on the stack. So if you're passing static objects as reference parameters, HLA generates fairly good
code and you should stick with the high level syntax for the procedure call.

Unfortunately, when passing automatic (VAR) objects or indexed variables as reference parameters,
HLA needs to compute the address of the object at run-time. This generally requires the use of the LEA
instruction. Unfortunately, the LEA instruction requires the use of a 32-bit register and HLA promises not to
disturb the values in any registers when it automatically generates code]f%ﬂ]belrefore, HLA needs to
presere the \alue in whateer register it uses when it computes an address via LEA to pass a parameter by
reference.The folloving example shws you the code that HLA actually emits:

//  Call to the HasRef Parm procedure:
HasRef Parn( v );
// HLA actually emts the follow ng code for the above call:

push( eax );

push( eax );

lea( eax, v );

nmov( eax, [esp+4] );
pop( eax );

12. This isn’t entirely true. You'll see the exception in the chapter on Classes and Objects. Also, using the @USE procedure
option tells HLA that it's okay to modify the value in one of the registers.
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call HasRef Parm

As you can see, this is quite a bit of code, especially if yoa &a82-bit rgister aailable and you doi’
need to preseevthat rgisters value. Heres a better code sequenceeagi the gailability of EAX:

lea( eax, v );
push( eax );
call HasRef Parm

Rememberwhen passing an actual parameter by reference, you must compute the address of that object
and push the address onto the staab: siimple static objects you can use the address-of operator (“&”) to
easily compute the address of the object and push it onto the staskyehdor indexed and automatic
objects, you will probably need to use the LEA instruction to compute the address of the object. Here are
some &amples that demonstrate this usingltasRefarm procedure from the pveous exkamples:
static

i: int32;

Ary:  int32[16];

iptr: pointer to int32 := &;

var
V: int32;

AV: int32[10];
vptr: pointer to int32;

lea( eax, v );
nov( eax, vptr );

// HasRefParn( i );

push( & ); // Sinple static object, so just use “&'.
call HasRef Parm

/1 HasRef Parn{ Ary[ebx] ); /1 Pass elenment of Ary by reference.
lea( eax, Ary[ ebx*4 1); [/ Mist use LEA for indexed addresses.
push( eax );
call HasRef Parm

// HasRef Parnm{ *iptr ); -- Pass object pointed at by iptr

push( iptr ); /1 Pass address (iptr’'s value) on stack.
call HasRef Parm

/!l HasRefParn({ v );
lea( eax, v ); /1 Mist use LEA to conpute the address
push( eax ); /1 of automatic vars passed on stack.
call HasRef Parm

/1 HasRefParn{ AV esi ] ); -- Pass elenent of AV by reference.
lea( eax, AV esi*4] ); /1 Must use LEA to conpute address of the
push( eax ); /1 desired el enent.

call HasRef Parm

/1 HasRef Parn{ *vptr ); -- Pass address held by vptr...
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push( vptr ); /1 Just pass vptr's value as the specified
cal |l HasRef Parm /1 address.

If you have an &tra ragister to spare, you can tell HLA to use thafiseer when computing the address
of reference parameters (without emitting the code to presleat rgisters value). The @USE option will
tell HLA that it's okay to use the speeifi register without preserving #'value. As noted in the section on
value parameters, the syntax for this procedure option is

@sse regszy;

whereregz, may be ap of EAX, EBX, ECX, EDX, ESI, or EDI. Since reference parameters always pass a
32-bit value, all of these registers are equivalent as far as HLA is concerned (unlike value parameters, that
may prefer the EAX, EBX, ECX, or EDX register). Your best choice would be EAX if the procedure is not
passing a parameter in the EAX register and the procedure is returning a function result in EAX; otherwise,
any currently unused register will work fine.

With the “@USE EAX;” option, HLA emits the shorter code given in the previous examples. It does
not emit all the extra instructions needed to preserve EAX’s value. This makes your code much more effi-
cient, especially when passing several parameters by reference or when calling procedures with reference
parameters several times.

3.8.5.5 Passing Formal Parameters as Actual Parameters

The examples in the préous two sections she haw to pass static and automatiriables as parame
ters to a procedure, either bglwe or by referenceThere is one situation that these sectionstduemdle
properly: the case when you are passing a formal parameter in one procedure as an actual parameter to
another procedureThe following simple &ample demonstrates thefdifent cases that can occur for pass
by value and pass by reference parameters:

procedure pl( val v:dword; var r:dword );
begi n pil;

end pil;

procedure p2( val v2:dword; var r2:dword );
begi n p2;

pl( v2, r2); /1 (1) First call to pl.
pl( r2, v2); /1 (2) Second call to pl.

end p2;

In the statement labelled (1) ateo procedur@? calls procedur@l and passes its twformal parame
ters as parameters pd. Note that this code passes thstfparameter of both procedures lajue and it
passes the second parameter of both procedures by referBimersfore, in statement (1), the program
passes the2 parameter int@2 by value and passes it onpd by value; likewise, the program passesin
by reference and it passes tladue ontgp2 by reference.

Sincep2's caller passeg in by value and2 passes this parametergbby value, all the code needs to
do is malk a cop of v2's value and pass this onppd. The code to do this is nothing more than a single push
instruction, e.g.,

push( v2 );
<< code to handle r2 >>
call pi;
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As you can see, this code is identical to passing an autoragtible by valuelndeed, it turns out that the
code you need to write to pass a value parameter to another procedure is identical to the code you would
write to pass a local, automatic, variable to that other procedure.

Passing2 in statement (1) alve requires a little more thoughtou do not tak the address o2 using
the LEA instruction as you euld a \alue parameter or an automatariable. When passing2 on through
to p1, the author of this code probablypects the formal parameter to contain the address of Hréable
whose addregs2's caller passed infa2. In plain English, this means tha2 must pass the addressrafs
actual parameter on throughpt. Since the2 parameter is actually a double value containing the
address of the corresponding actual paramgtisrmeans that the code must pass therdwalue ofr2 on
topl The complete code for statement (1)\abtwoks like the follaving:

push( v2 ); /1 Pass the val ue passed in through v2 to pl.
push( r2); /1 Pass the address passed in through r2 to pl.
call pi;

The important thing to note in thigample is that passing a formal reference param&gag an actual
reference parameter)(does not imolve taking the address of the formal paramety. (P2's caller has
already done thisp2 need only pass this address on througtilto

In the second call tplin the xample abwe (2), the code saps the actual parameters so that the call to
pl passes2 by value andv2 by reference. Spedifally, pl expectsp2 to pass it the alue of the dwrd
object associated witt2; likewise, it xpectsp2to pass it the address of trelue associated with2.

To pass the alue of the object associated with your code must dereference the pointer associated
with r2 and directly pass thealue. Here is the code HLA automatically generates to r2aas the fist
parameter t@lin statement (2):

sub( 4, esp); /1 NMake roomon stack for paraneter.
push( eax ); /'l Preserve EAX s val ue.
nmov( r2, eax ); /1 Get address of object passed in to p2.

nov( [eax], eax ); // Dereference to get the value of this object.
nov( eax, [esp+4]);// Put value of paraneter into its |ocation on stack.
pop( eax ); /1l Restore original EAX val ue.

As usual, HLA generates a little more code than may be necessary becausedestry the \alue in
the EAX raister (you may use the @USE procedure option to tell HLA tlsabkiay to use EAX \alue,
thereby reducing the code it generaté&u can write more &tient code if a rgister is &ailable to use in
this sequence. If EAX is unused, you could trim thigmto the follaving:

nmov( r2, eax ); /1 Get the pointer to the actual object.
pushd( [eax] ); /1 Push the value of the object onto the stack.

Since you can treaalue parametersactly like local (automatic)ariables, you use the same code to
passv2 by reference t@l as you vould to pass a locakviable inp2to pl. Speciftally, you use the LEA
instruction to compute the address of th&ue in thev2. The code HLA automatically emits for statement
(2) abave preseregs all rgisters and tads the follaving form (same as passing an automagicable by ref
erence):

push( eax ); /1 Nake roomfor the paraneter.

push( eax ); /'l Preserve EAX s val ue.

lea( eax, v2); /1 Conpute address of v2's val ue.

nov( eax, [esp+4]);// Store away address as parameter val ue.
pop( eax ); /'l Restore EAX s val ue

Of course, if you hee a rgister aailable, you can impre on this code. Herethe complete code that
corresponds to statement (2) abo

mov( r2, eax ); /1 Get the pointer to the actual object.

pushd( [eax] ); /'l Push the value of the object onto the stack.
lea( eax, v2); /1 Push the address of V2 onto the stack.

push( eax );

call pi;
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3.8.5.6 HLA Hybrid Parameter Passing Facilities

Like control structures, HLA pwvides a high Ieel language syntax for procedure calls that isreon
nient to use and easy to read.wdeer, this high leel language syntax is sometimes fi@ént and may not
provide the capabilities you need (foxaenple, you cannot specify an arithmetiqpreession as aalue
parameter as you can in highvéé languages). HLA lets youvercome these limitations by writing
low-level (“pure”) assembly language code. Unfortunatiblg lav-level code is harder to read and maintain
than procedure calls that use the higlelesyntax. Furthermore, stquite possible that HLA generates-per
fectly fine code for certain parameters and only one orpavameters present a problenorténately HLA
provides a lgbrid syntax for procedure calls that a®you to use both highyel and lav-level syntax as
appropriate for a gen actual parametethis lets you use the highviel syntax where appropriate and then
drop davn into pure assembly language to pass those special parameters trsahighAeel language syn
tax cannot handle ®ciently (if at all).

Within an actual parameter list (using the higleldanguage syntax), if HLA encounters“ follo wed
by a sequence of statements and a closing “}”, HLA will substitute the instructions between the braces in
place of the code it @uld normally generate for that parametéor example, consider the folldng code
fragment:

procedure HybridCall ( i:uns32; j:uns32 );
begi n HybridCall;

end HybridCall;

// Equivalent to HybridCall( 5, i+ );

Hybri dCal |
(
5,
#
nmov( i, eax );
add( j, eax );
push( eax );
1 #

)s
The call toHybridCall immediately above is equivalent to the following “pure” assembly language code:

pushd( 5 );

nov( i, eax );
add( j, eax );
push( eax );
call HybridCall;

As a second»ample, consider thexample from the preous section:

procedure p2( val v2:dword; var r2:dword );

begi n p2;
pl( v2, r2); /1 (1) First call to pl.
pl( r2, v2); /1 (2) Second call to p1l.
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end p2;

HLA generates xxeedingly mediocre code for the second calbtan this ekample. If eficiencg is
important in the conté of this procedure call, and youJsaa free rgister aailable, you might \ant to
rewrite this code as follus'®:

procedure p2( val v2:dword; var r2:dword );

begi n p2;
pl( v2, r2); /Il (1) First call to pl.
pl /1 (2) Second call to pl.
( I This code assunes EAX is free.
#
mov( r2, eax );
pushd( [eax] );
H#,
#
lea( eax, v2);
push( eax );
1 #
)
end p2;

3.8.5.7 Mixing Register and Stack Based Parameters

You can mix rgister parameters and standard (stack-based) parameters in the sanvehigbdedure
declaration, e.g.,

procedur e HasBot hRegAndSt ack( var dest:dword in edi; count:un32 );

When constructing the aedition record, HLA ignores the parameters you pass in registers and only pro
cesses those parameters you pass on the stack. Therefore, a calbBbitRegAndStagkocedure will

push only a single parameter onto the staduif). It will pass thedestparameter in the EDI register.
When this procedure returns to its caller, it will only remove four bytes of parameter data from the stack.

Note that when you pass a parameter in a register, you should avoid specifying that same register in the
@USE procedure option. In the example above, HLA might not generate any code whatsoever at all for the
destparameter (because thelwe is already in EDI). Had you speeifi“@use edi;” and HLA decided it
was okay to disturb EDd’value, this would destrg the parameteralue in EDI; that wn't actually happen
in this particular gample (since HLA neer uses a gister to pass a dwd value parameter likcoun), but
keep this problem in mind.

3.9

Procedure Pointers

The x86 CALL instruction isery similar to the JMP instruction. In particylarallows the same three
basic forms as the JMP instruction: direct calls (to a procedure nadigct calls through a 32-bit general

13. Of course, you could also use the “@use eax;” procedure option to achieve the same effect in this example.
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purpose rgister and indirect calls through a doublend pointer ariable. The CALL instruction allavs the
following (low-level) syntax supporting these three types of proceduceations:

call Procnane; // Direct call to procedure “Procnane” (or stnt |abel).
cal I ( Regzy ); /1 Indirect call to procedure whose address appears
/1 in the Regs, general -purpose 32-bit register.

call ( dwordVar ); // Indirect call to the procedure whose address appears
/1 in the dwordVar double word vari abl e.

HLA treats procedure nameséilstatic objectsTherefore, you can compute the address of a procedure
by using the address-of (“&”) operator along with the proceduname or by using the LEA instruction.
For example, “&Procname” is the address of tleyfirst instruction of thdrocnameprocedure. There
fore, all three of the follwing code sequences wind up calling Brecnameprocedure:

call Procnang;

nov( &Procnane, eax );
call ( eax );

| ea( eax, Procnane );
call ( eax );

Since the address of a procedutgifi a 32-bit object, you can store such an address intowl dari-
able; in fct, you can initialize a dovd variable with the address of a procedure using codethi& follav-
ing:

procedure p;

begi n p;

end p;

static
ptrToP: dword : = &p;

call( ptrToP ); [// Calls the “p” procedure if ptrToP has not changed.

Because the use of procedure pointers occurs frequently in assembly language programsyitiéd\ pro
a special syntax for declaring procedure poinggiables and for calling procedures indirectly through such
pointer\ariables.To declare a procedure pointer in an HLA program, you can usgsdle declaration I
the following:

static
procPtr: procedure;

Note that this syntax uses theyword PROCEDURE as a data type. It follows the variable name and a
colon in one of the variable declaration sections (STATIC, READONLY, STORAGE, or VAR). This sets
aside exactly four bytes of storage for giecPtr variable. To call the procedure whose address is held by

procPtr, you can use either of the following two forms:

call ( procPtr ); /1 Low | evel syntax.
procPtr(); /1 H gh-1evel |anguage syntax.

Note that the high lel syntax for an indirect procedure call is identical to the high level syntax for a direct
procedure call. HLA can figure out whether to use a direct call or an indirect call by the type of the identi
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fier. If you've specified a variable name, HLA assumes it needs to use an indirect call; if you speeify a pro
cedure name, HLA uses a direct call.

Like all pointer objects, you should not attempt to indirectly call a procedure through a pointer variable
unless you've initialized that variable with the address appropriately. There are two ways to initialize a pro-
cedure pointer variable: STATIC and READONLY objects allow an initializer, or you can compute the
address of a routine (as a 32-bit value) and store that 32-bit address directly into the procedure pointer at
run-time. The following code fragment demonstrates both ways you can initialize a procedure pointer.

static
ProcPtr: procedure := &p; // Initialize ProcPtr with the address of p.
ProcPtr(); I/l First invocation calls p.

nmov( &g, ProcPtr ); // Reload ProcPtr with the address of q.

ProcPtr(); [/ This invocation calls the “q” procedure.

Procedure pointerariable declarations also alldhe declaration of parametefBo declare a procedure
pointer with parameters, you must use a declaratiertli& follaving:

static
p: procedure( i:int32; c:char );

This declaration states thats a 32-bit pointer that contains the address of a procedure having two parame
ters. If desired, you could also initialize this varigblgith the address of some procedure by using a static
initializer, e.g.,

static
p: procedure( i:int32; c:char ) := &SomeProcedure;

Note thatSomeProcedursust be a procedure whose parameter list exactly maghshgarameter list (i.e.,
two value parameters, the first isiatB2 parameter and the second ishar parameter). To indirectly call
this procedure, you could use either of the following sequences:

push( << Value for i >>);
push( << Value for ¢ >>);

call( p);
-Or-
p( <<Value for i>> <<Value for c>>);

The high leel language syntax has the same features and restrictions as the high level syntax for a direct
procedure call. The only difference is the actual CALL instruction HLA emits at the end of the calling
sequence.

Although all of the examples in this section have used STATIC variable declarations, don't get the idea
that you can only declare simple procedure pointers in the STATIC or other variable declaration sections.
You can declare procedure pointer types in the TYPE section. You can declare procedure pointers as fields
of a RECORD. Assuming you create a type name for a procedure pointer in the TYPE section, you can even
create arrays of procedure pointers. The following code fragments demonstrate some of the possibilities:
type

ppt r: pr ocedur e,

prec: record

p:pptr;
// other fields...
endr ecor d;
static
pl:pptr;
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p2: pptr[2]
p3: prec;

pi() ;
p2[ ebx*4] () ;
p3. p();

One \ery important thing toéep in mind when using procedure pointers is that HLA does not (and can
not) enforce strict type checking on the point@iues you assign to a procedure pointgiable. In partic
ular, if the parameter lists do not agree between the declarations of the pairgblevand the procedure
whose address you assign to the poinéerable, the program will probably crash if you attempt to call the
mismatched procedure indirectly through the pointer using the highdgntax. Lile the lav-level “pure”
procedure calls, it is your responsibility to ensure that the proper number and types of parameters are on the
stack prior to the call.

3.10

Procedural Parameters

One place where procedure pointers are quiguble is in parameter lists. Selecting one vése
procedures to call by passing the address of some procedure, selected from a set of procedures, is not an
uncommon operationTherefore, HLA lets you declare procedure pointers as parameters.

There is nothing special about a procedure parameter declaration. Ittaoltg kke a procedureari-
able declarationxeept it appears within a parameter list rather than withiarele declaration section.
The following are some typical procedure prototypes that demonstratéolaeclare such parameters:

procedure pl( procparm procedure ); forward,;
procedure p2( procparm procedure( i:int32 ) ); forward;
procedure p3( val procparm procedure ); forward;

The last gample abuwe is identical to thert. It does point out, though, that you generally pass proce
dural parameters byalue. This may seem countantuitive since procedure pointers are addresses and you
will need to pass an address as the actual parametarevdroa pass by reference procedure parameter
means something else entirelyonsider the folling (legal!) declaration:

procedure p4( var procPtr:procedure ); forward;

This declaration tells HLA that you are passing a procedaniable by reference tp4. The address HLA
expects must be the address of a procedure pointer variable, not a procedure.

When passing a procedure pointer by value, you may specify either a procedure variable (whose value
HLA passes to the actual procedure) or a procedure pointer constant. A procedure pointer constant consists
of the address-of operator (“&”) immediately followed by a procedure name. Passing procedure constants is
probably the most convenient way to pass procedural parameters. For example, the following calls to the
Plot routine might plot out the function passed as a parameter frioto -22rt.

Pl ot ( &sineFunc );
Pl ot ( &osFunc );
Pl ot ( & anFunc );

Note that you cannot pass a procedure as a parameter by simply specifying the peocathee’l.e.,
“Plot( sineFunc );” will not vark. Simply specifying the procedure name daework because HLA will
attempt to directly call the procedure whose name you specify (remeargrecedure name inside a param
eter list itvokes instruction composition). M@ver, since you don’specify a parameter list, or at least an
empty pair of parentheses, after the parameter/procedumeie, HLA generates a syntax error message.
Moral of the story: don’forget to prefice procedure parameter constant names with the address-of operator
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3.11

Untyped Reference Parameters

Sometimes you will ant to write a procedure to which you pass a generic memory object by reference
without regard to the type of that memory objeét.classic @ample is a procedure that zeros out some data
structure. Such a procedure mightédnéhe follaving prototype:

procedure ZeroMen{ var nem byte; count:uns32 );

This procedure wuld zero outountbytes starting at the address the first parameter specifies. The problem

with this procedure prototype is that HLA will complain if you attempt to pass anything other than a byte

object as the first parameter. Of course, you can overcome this problem using type coercion like the follow
ing, but if you call this procedure several times with lots of different data types, then the following coercion

operator is rather tedious to use:

ZerohMen( (type byte MyDataChject), @ize( MyDataChject ));

Of course, you canwhys use hybrid parameter passing or manually push the parameters yourself, but these
solutions are even more work than using the type coercion operation. Fortunately, HLA provides a far more
convenient solution: untyped reference parameters.

Untyped reference parameters are exactly that — pass by reference parameters on which HLA doesn’t
bother to compare the type of the actual parameter against the type of the formal parameter. With an
untyped reference parameter, the calémMemabore would tale the follaving form:

Zer oMen( MyDat atoj ect, @ize( M/Datahject ));

MyDataObjectcould be any type and multiple callsZeroMemcould pass different typed objects without
any objections from HLA.

To declare an untyped reference parameter, you specify the parameter using the normal syntax except
that you use the reserved word VAR in place of the parameter’s type. This VAR keyword tells HLA that any
variable object is legal for that parameter. Note that you must pass untyped reference parameters by refer-
ence, so the VAR keyword must precede the parameter’s declaration as well. Here's the correct declaration
for theZermMemprocedure using an untyped reference parameter:

procedure ZerohMen{ var nemvar; count:uns32 );

With this declaration, HLA will compute the address of whatever memory object you pass as an actual
parameter t&eroMemand pass this on the stack.

3.12

Iterators and the FOREACH Loop

One nifty feature HLA praides is support forue iterators®. An iterator is a special type of procedure
or function that you use in conjunction with the HLA FOREA.ENDFOR loop. Combined, theseotw
language features (iterators and the FORBAENDFOR loop) praide a \ery paverful userdefined loop
ing construct.

The HLA FOREACH..ENDFOR statement uses the faling basic syntax:

foreach iterator! D optional _paraneters ) do

<< | oop body >>

14. HLA's iterators are based on the control structure by the same name from the CLU programming language. Those things
that C/C++ programmers refer to as iterators are more properly caitgars While it is certainly possible to write cursors
in HLA, it is important to note that HLA's iterators are quite a bit more powerful than C/C++’s iterators.
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endf or;

The FOREACH statement calls the speediiterator If the iteratoisucceedsthen the FOREBH state
ment eecutes the loop body; if the iterafails, then control transfers to thesfi statement follwing the
ENDFOR clause. On each iteration of the loop baldg program re-enters the iterator code and, once
again, the iterator returns successailure to determine whether to repeat the loop body

At first glance, you might get the impression that the FOREAoop is nothing more thanVa@HILE
loop and an iterator is a function that returns true (successper(filure). Havever, this is not an accurate
picture of hav the FOREACH loop operates. First of all, the FOREIA loop does not CALL the iterator on
each iteration of the loop; rie-entesthe iterator Specifcally, control does not (necessarily)goewith the
first statement of the iterator whe&eecontrol returns to the top of the FORBEA loop. The second big dif
ference between a FOREAM/iterator loop and ®WHILE/function loop is that the iterator procedure main
tains its actiation record in memory for the duration of the FORERAlIoop. A function you would call
from aWHILE loop, by contrast, dilds and destrngs the functiors actvation record on each iteration of the
loop. This means that the iteraterfocal (automatic) ariables maintain theiralues until the FOREBH
loop terminates.This has important ramdations, especially for recuvsi iterator functions.

An iterator declaration looksevy similar to a procedure declaration. Indeed, about the only syntactical
difference is the use of the ressaiwword ITERATOR rather than PRCEDURE. The following is an &am
ple of a simple iterator:

iterator range( start:uns32; |last:uns32 ); nodisplay;
begi n range;

nov( start, eax );
while( eax <= last ) do

push( eax );
yield();

pop( eax );
inc( eax );

endwhi | e;
end range;

The only thing special about this iterator declaration, other than the use of theTIORR&sered
word, is that it calls a special procedure naryiettl. In a fev paragraphs yol’'see the purpose of the call
to theyield procedure.

A typical FOREACH loop that calls theange iterator might look lile the follaving:
foreach range( 1, 10 ) do

stdout.put( “lteration = “, (type uns32 eax), nl );
endf or;

Heres hav the iterator and the FORE loop work together Upon frst encountering the FOREA
statement, the program nekaninitial call to therange iterator Except for a fe& extra parameters HLA
pushes on the stack, this call isetly like a standard procedure call. Upon entry into the iterthiestart
parameter has the initiahlue one and thiast parameter has the initiablue ten. The iterator loadstart
into EAX and compares this aigst the alue inlast (ten). Since EAXS value is less than or equal to ten,
the program enters the logmody The loop body pushes EAX\alue onto the stack and then calls the
yield procedure. Theyield procedure transfers control to the body of the FORHAoop that called the
range iterator in the fist place. Callingjield is hav the iterator returns success to the FOREAoop.
Within the body of the FORE®H loop, abee, the code prints out thalue of the EAX rgister as an
unsigned intger During the fist iteration of the loop, EAX contains one so the loop body prints dhig v
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At the bottom of the FORE®H loop, the programe-entes the iterator When the FOREEH loop
re-enters the iteratoit transfers control to theréit statement follwing the call to theield function. Intu
itively, you can viee the FOREAH loop body as a procedure that the iterator calls wieeneu call the
yield functiont®>. Whenever the program encounters the ENDFOR clause, it returns to the jtexatarting
the first statement ly@nd theyield call. In the current>&ample, this pops thealue of EAX of the stack
(presered before the call tgield), the loop increments EAX and repeats as long as EAX is less than ten.

When therange iterator increments EAX to 11, tWHILE loop in the iterator terminates and control
falls of the bottom of the iteratofThis is hav an iterator returnsaflure to the calling FOREBH loop. At
that point control transfers to thesti statement follwing the ENDFOR in the FOREZH..ENDFOR loop.

By the way, therange iterator combined with the FORE2H loop abee, creates a relagly ineficient
implementation of the follwing loop:

for( nov( 1, eax ); eax < 10; inc( eax )) do
stdout.put( “lteration = “, (type uns32 eax), nl );
endf or;

However, don't get the impression from this example that iterators are particularly inefficient. Iterators are
not a good choice for something likenge However, there are many iterators you can write that are just as
efficient as other means of loop control and computation.

An important point to remember when using iterators is that the iterator’s activation record remains on
the stack as long as the iterator returns success. The program only removes the activation record when the
iterator fails. Theange iterator talkes adantage of thisdct since it refers to thelue of itslast parameter
on each re-entry from the FOREA loop. The fact that parameters and local (automatar)ables main
tain their \alues for the duration of the FOREN loop is \ery important to manalgorithms that use itera
tors, especially recuss algorithms.

One side déct of haing an iterator maintain its aestion record until itdils is that the alue of ESP
changes considerably between the statement immediately before the EBRE#ement and therdt
statement in the body of the FOREHA loop. This is because the program “pushes” thevatitin record
onto the stack upon encountering the FORBEAoop and doesh“pop” this actvation record dfthe stack
until the FOREAH loop fils. Therefore, code lig the follaving will not work as &pected:

pushd( 10 );
foreach range( 1, 25 ) do
pop( ebx );
push( ebx );
stdout. put ( “eax=", eax, “ ebx=", ebx, nl );
endf or;
pop( ebx );

The problem with this code is that the FOREAIloop pushes a whole lot of data onto the stack after
the PUSHD instruction pushes thalve 10 onto the stacklTherefore, the POP instruction inside the loop
does not pop thealue 10 from the stack. Instead, it pops some data pushed on the stack by the iterator (spe
cifically, it pops the return address that transfers control to m$teiristruction follaving theyield call).
Therefore, you cannot use the stack to transfer data into or out of a IEDRIEépw.

Another problem with the stack and the FORHEA loop occurs if you try to prematurelyxiea
FOREACH loop before the iterator returnailtire. Wheneer an iteratordils, it cleans up the stack and
restores ESP to thealue it had upon encountering the FOREA statement. Hmeever, statements |
BREAK, BREAKIF, EXIT, EXITIF, JMP and ay other fbw of control transfer instructions will not clean

15. In fact, this is exactly how HLA implements iterators and the FOREACH loop. See the volume on Advanced Procedures
for more details.

16. Not that it's a good idea to transfer data into or out of any loop using the stack. Such code tends to have lotsief errors

to extra pushes or pops appearing in the program.
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up the stack if thetransfer control out of a FOREA loop. For example, the follaving code will leae the
activation record for theange iterator sitting on the stack:

foreach range( 2, 5) do
jnp ExitFor;

endf or;
Exi t For:

Depending on the iterator and the code that calls the itetmaturely xiting a FOREACH loop
without having the iterator returreilure and leging this junk sitting on the stack mayJesan aderse efect
on the operation of your program. Clearly if yeipushed data onto the stack prior to the FORHEAoop,
you will not be able to pop that datd ofiless you manually clean up the stack yourself (thigwes saing
the \alue of ESP prior to the FOREAM statement and restoring thiglwe at theExitFor label, abwe).
Also, dont forget that prematurelyxéging a FOREACH loop without letting the iteratomfish may wind up
grabbing some system resources that the iteratatdamormally free just before returningjlire (e.g., call
ing freeand closing fes).

The wlume onAdvanced Procedures will go into the details concerning thdeeel implementation
of iterators. Until then, éep in mind that iteratorsulbd their actvation records diérently than standard
procedures. Until you read that chaptgu should not attempt to call an iterator directly (i.e., outside a
FOREACH loop) nor should you use the “noframe” option with an iteraee the chapter @¢xvanced
Procedures for more details on the implementation of iterators.

3.13 Sample Programs

This section presents onsample programslhe frst demonstrates the use of iterators usinganécci
number iterator The second demonstrates the use of procedural parameters.

3.13.1 Generating the Fibonacci Sequence Using an Iterator

The folloving program generates the Fibonacci sequepdg fs, ..., f.ountWherecountis a parameter
This simple gample displays all thelfonacci numbers the iterator generates.

program it er Deno;
#include( "stdlib.hhf" )

/1 Basic (recursive version) algorithmfor
/1 the fibonacci sequence.

/1

/1 int fib(int N

I {

Il i f(N<=2)

/1 return 1;

/1 el se

/1 return fib(N-1) + fib(N2)

1}

Il

/1 Iterator (iterative) that conputes all the fibonacci
/1 nunbers between fib(1) and fib(count).

iterator fib( count:uns32 ); nodisplay;
var
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| ast Val : uns32;
Bef oreLast Val :  uns32;

begin fib;
if( count >0 ) then
nmov( O, BeforelLastVal );
mov( 1, eax );

nmov( eax, lastVal );

/1 Handle fib(1l) as a special case.

yield();
dec( count );

/1 Ckay, handle fib(2)..fib(count) here.
while( @z ) do
/1 Conpute fib(n) = fib(n-1) + fib(n-2).
// and then copy fib(n-1) {lastVal} to
// fib(n-2) {BeforeLastVal} and store the
/l current result into lastVal so we'll
// have the n-1 and n-2 val ues on the next
/] call.
nov( lastVal, eax );
add( BeforeLastVal, eax );
nov( |astVal, BeforeLastVal );
nov( eax, lastVal );
/1 Yield fib(n) to the FOREACH | oop.
yield();

/] Repeat this iterator the specified nunber
Il of times.

dec( count );
endwhi | e;

endi f;
end fib;
static
iteration:uns32;

begi n iterDenv;

/1 Display the fibonacci sequence for the first
/1 ten fibonacci nunbers.

nmov( 1, iteration );
foreach fib( 10 ) do

stdout.put( "fib(", iteration, ") =", (type uns32 eax), nl );
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inc( iteration );
endf or;

end iterDeno;

3.13.2 Outer Product Computation with Procedural Parameters

The folloving program generates addition table asubtraction table or amultiplication tablebased
on user inputs.These tables are computed usingoater poductcalculation and procedural parameters.
An outer product is simply the process of computing all #lees for the elements of a matrix by using the
row and column indices as inputs to some function (e.g., addition, subtraction, or multiplication).

program f uncTabl e;
#incl ude( "stdlib.hhf" )

static
si ze: uns32;
ftbl: array.dArray( uns32, 2 );

/'l Generat eTabl e-

11

/1 This function conputes the "Quter Product". That is,

/1l take the cartesian product of the indices into

/1 the rows and columns of this array [(0,0), (0,1), ... (O,size-1),
/Il (1,0), (1,1), ..., (size-1,size-1)], then feed the left and

/'l right values of each coordinate to the "func" procedure passed
I/l as a paraneter. Watever result the function returns, store that
/1l into element (I,r) of the fthl array.

procedur e GenerateTabl e( func: procedure( |:uns32; r:uns32 )); nodisplay;
begi n Gener at eTabl €;

push( eax );
push( ebx );
push( ecx );
push( edi );
for( nov( O, ebx ); ebx < size; inc( ebx )) do
for( nmov( O, ecx ); ecx < size; inc( ecx )) do
array.index( edi, ftbl, ebx, ecx );
func( ebx, ecx );
nmov( eax, [edi] );
endf or;

endf or;

pop( edi );
pop( ecx );
pop( ebx );
pop( eax );

end Cener at eTabl g;
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/1 The follow ng functions conpute the various
/'l values used to fill the table (obviously,
/1 "+" = addFunc, "-" = subFunc, and "*" = nul Func).

procedure addFunc( |eft:uns32; right:uns32 ); nodisplay;
begi n addFunc;

nmov( left, eax );
add( right, eax );

end addFunc;

procedure subFunc( left:uns32; right:uns32 ); nodisplay;
begi n subFunc;

mov( left, eax );
sub( right, eax );

end subFunc;

procedure mul Func( left:uns32; right:uns32 ); nodisplay;
begi n nul Func;

nov( left, eax );
intmul ( right, eax );

end mul Func;

begi n funcTabl e;

stdout. put( "Function table generator: " nl );
stdout.put( "----------mmmie o “nl nl);

/] Cet the size of the function table fromthe user:
f orever

try

stdout. put( "Enter the size of the matrix: " );
stdin. getu32();
bound( eax, 1, 20 );
unpr ot ect ed br eak;

exception( ex. ConversionError )
stdout.put( "Illegal character, re-enter"” nl );

exception( ex.Val ueQut Cf Range )
stdout. put ( "Val ue out of range (1..20), please re-enter" nl );

exception( ex.Boundlnstr )

stdout. put ( "Val ue out of range (1..20), please re-enter" nl );

endtry;
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endf or;
/1 Allocate storage for the function table:

nov( eax, size);
array.daA loc( fthl, size, size);

/] Get the function fromthe user:

stdout. put( "Wat type of table do you want to generate?" nl
stdout.put( "+) Addition" nl );

stdout.put( "-) Subtraction" nl );

stdout.put( "*) Miltiplication" nl );

stdout. new n();

r epeat

stdout.put( "Choice? (+ -, *): " );
stdin. Fl ushl nput ();
stdin.getc();

until( al in {"+, "-", "*'});
/1 Fill inthe entries in the table:
if( al ="+ ) then

Gener at eTabl e( &ddFunc );
elseif( al ='-" ) then
Cener at eTabl e( &ubFunc );
elseif( al ="'*" ) then
Gener at eTabl e( &mul Func ) ;
endi f;
/1 Display the colum | abels across the top:

stdout.put( nl nl " "),
for( nov( O, ebx ); ebx < size; inc( ebx )) do

stdout. put ( (type uns32 ebx):5);

endf or;

stdout . new n();

stdout. put ( " ")

for( nov( O, ebx ); ebx < size; inc( ebx )) do
stdout.put( "----- "),

endf or;

stdout. new n();

/1 Display the rowlabels and fill in the table.
/1 Note that this code prints the result as int32
// rather than uns32 because the subFunc function
I/ returns negative val ues.
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for( nov( O, ebx); ebx < size; inc( ebx )) do

stdout. put( (type uns32 ebx):4, ": " );
for( mov( 0, ecx); ecx < size; inc( ecx )) do

array.index( edi, ftbl, ebx, ecx );
stdout. puti 32size( [edi], 5 ' ' );

endf or;
st dout . new n();

endf or;

end funcTabl e;

3.14 Putting It All Together

In this chapter you sathe lov level implementation of procedures and calls to procedas learned
more about passing parameters biue and reference and you also learned a little more about &éal v
ables. This chapter discussed aetiions records and HLA procedure options. Fin#tis chapter wraps up
with a discussion of iterators and the FOREARAlIoop

Your journg through procedures is hardly completewbeer. The net volume presents meways to
pass parameters, discusses nested proceduresy@aih®the lav-level implementation of iterators. oF
more details, see thextesolume in this series.
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