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Domain Specifi ¢ Embedded Languages Chapter Nine

9.1

Chapter Overview

HLA’s compile time languageas designed with one purpose in mind: teeghe HLA user the ability
to change the syntax of the language in a-deined manner The compile-time language is actually so
powerful that it lets you implement the syntax of other languages (not just an assembly language) within an
HLA source fie. This chapter discussesviado tale this feature to anxereme and implement youmm
"mini-languages" within the HLA language.

9.2

Introduction to DSELS in HLA

One of the most interesting features of the HLA language is its ability to supporain Speci
Embedded Langges(or DSELSs, for short, which you pronounce "D-cells®)domain specifi language is
a language designed with a specgurpose in mind Applications written in an appropriate domains-spe
cific language (DSL) are often much shorter and much easier to write than that same application written in a
general purpose language dilc/C++, Jaa, or Riscal). Unfortunate)yriting a compiler for a DSL is cen
siderable wrk. Since most DSLs are so spextfiat fav programs arever written in them, it is generally
cost-prohibitve to create a DSL for awgin application. This economic dct has led to the popularity of
domain specitiembeddedanguages.The diference between a DSL and a DSEL is t that you don’
write a nev compiler for DSEL; instead, you pride some tools for use by arigting language translator
to let the userxend the language as necessary for the spemiiplication. This allavs the language
designer to use the features of thestng (i.e.,embeddinjjlanguage without héng to write the translator
for these features in the DSEThe HLA language incorporates lots of features that let yxtand the lan
guage to handle youmm particular needsThis section discusseswdo use these features taend HLA
as you choose.

As you probably suspect bywpthe HLA compile-time language is the principle tool at your disposal
for creating DSELs. HLA multi-part macros let you easily create higleldanguage-lik control strue
tures. If you need someweontrol structure that HLA does not directly suppors, generally an easy task
to write a macro to implement that control structure. If you need something special, something teat HLA
multi-part macros wn't directly support, then you can write code in the HLA compile-time language-to pro
cess portions of your sourcéefias though thewere simply string data. By using the compile-time string
handling functions you can process the source code in just aboutagrnyou can imagineWhile mary
such techniques are wellymnd the scope of thisxg it's reassuring to kmothat HLA can handle just
about agthing you vant to do, @en once you become an atieed assembly language programmer

The folloving sections will demonstrate Wwdo extend the HLA language using the compile-time-lan
guage é&cilities. Dont get the idea that these simplkamples push the limits of HL# capabilities, the
don't. You can accomplish quite a bit more with the HLA compile-time language; thasples must be
fairly simple because of the assumed generadladye leel of the audience for thisxe

9.21

Implementing the Standard HLA Control Structures

HLA supports a wide set of highviel language-lik control structuresThese statements are not true
assembly language statementsythee high lgel language statements that HLA compiles into the €orre
sponding lav-level machine instructionsThey are general control statements, not "domain spé¢ifihich
is why HLA includes them) bt they are quite typical of the types of statements one can add to HLA in order
to extend the language. In this section we will look at’/lyou could implement marof HLA's high-level
control structures using the compile-time languagéhough there is no real need to implement these-state
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ments in this manngtheir xample should prade a template for implementing other types of control struc
tures in HLA.

The following sections she how to implement the FOREVER..ENDFOR/HILE..ENDWHILE, and
IF..ELSEIF.ELSE..ENDIF statementsThis tet leaves the REPER.UNTIL and BEGIN..EXIT.EXI-
TIF.END statements asxercises. The remaining high ieel language control structures (e.g.,
TRY..ENDTRY) are a little too completo present at this point.

Because wrds like "if* and "while" are resend by HLA, the folleving examples will use macro iden
tifiers like "_if" and "_while". This will let us create recognizable statements using standard HLA ielentifi
(i.e., no conitts with resered words).

9.2.1.1 The FOREVER Loop

The FOREVER loop is probably the easiest control structure to implerAést. all, the basic FOR
EVER loop simply consists of a label and a JMP instruction. So the dass at implementing
_FOREVER.._ ENDFOR might look léthe follaving:

#macro _forever: topChLoop;
t opf Loop:

#term nator _endfor;
jp topCf Loop;

#endnacr o;

Unfortunately there is a big problem with this simple implementation: y@udbably want the ability
to exit the loop via break and breakif statements and you might the eqwialent of a continue and cortin
ueif statement as well. If you attempt to use the standard BREAK, BRESIKINTINUE, and CONTIN
UEIF statements inside thigorever loop implementation, yol’quickly discover that thg do not vork.
Those statements aralid only inside an HLA loop and thdorever macro abwe is not an HLA loop. Of
course, we could easily selthis problem by defing _FOREVER thusly:

#macro _forever;
forever

#termnator _endfor;
endfor;

#endnmacr o;

Now you can use BREAK, BREAKIF, CONTINUE, and CONTINUEIF inside tii@rever.. endfostate

ment. However, this solution is ridiculous. The purpose of this section is to show you how you could create
this statement were it not present in the HLA language. Simply renaming FOREVEdReteeris not an
interesting solution.

Probably the best way to implement these additional statements is via KEYWORD macros within the
_forevermacro. Not only is this easy to daytlit has the added bertedf not allaving the use of these state
ments outside aforever loop.

Implementing a continuestatement isery easy Continue must transfer control to thestiistatement
at the top of the loopTherefore, the continue#KEYWORD macro will simply gpand to a single JMP
instruction that transfers control to ttepOfLooplabel. The complete implementation is the foling:

keyword _conti nue;
jnp topd Loop;

Implementing_continueifis a little bit more diicult because this statement mugileate a boolean
expression and decide whether it must jump tadip®©fLooplabel. FPrtunately the HLA JT (jump if true)
pseudo-instruction mais this a relately trivial task. The JT pseudo-instructioxgects a boolearxpres
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sion (the same that CONTINUEIF alls) and transfers control to the correspondingetalabel if the result
of the xpression ealuation is true.The_continueifimplementation is nearly tial with JT:

keyword _conti nuei f( ci Expr );
JT( ciExpr ) topCrLoop;

You will implement the breakand _breakif #KEYWWDRD macros in a similaashion. The only difer-
ence is that you must add ankabel just bgond the JMP in theendformacro and the break statements
should jump to this local label.The following program preides a complete implementation of the
_forever._endforloop as well as a sample test program for tiegever loop.

/************************************************/

/* */
/* foreverMac. hl a */
/* */
/* This programdenonstrates how to use HA's */
/* "context-free" macros, along with the JT */
/* "mediumlevel" instruction to create */
/* the FOREVER . ENDFCR BREAK, BREAKI F, */
/* QOONTINUE, and CONTI NUEIF control statenents. */
/* */

/************************************************/

pr ogr am f or ever Denv;
#incl ude( "stdlib.hhf" )

/1 Emul ate the FOREVER . ENDFCR | oop here, plus the
/1 correspondi ng CONTI NUE, GONTI NUEl F, BREAK, and
/1 BREA F statenents.

nmacro _forever:foreverlLbl, foreverbrk;

/1 Target label for the top of the

/1 loop. This is also the destination
[/l for the _continue and _continueif
/'l macros.

foreverlLbl :

/1 The _continue and _continueif statenents

/'l transfer control to the | abel above whenever

Il they appear in a _forever.._endfor statement.

/1 (O course, _continueif only transfers control

/1 if the correspondi ng bool ean expression eval uat es
Il true.)

keyword _conti nue;
jnp foreverlLbl;

keyword _continueif( cifExpr );
jt( cifExpr ) foreverlbl;
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/1 the _break and _breakif macros transfer
/1 control to the "foreverbrk" |abel which
/1l is at the bottomof the | oop.

keyword _break;
jnp foreverbrk;

keyword _breakif( bifExpr );
jt( bifExpr ) foreverbrk;

// At the bottomof the _forever.. _endfor
/1 loop this code nmust junp back to the
/'l label at the top of the [oop. The
/1 _endfor termnating macro nmust al so supply
// the target |abel for the _break and _breakif
!/ keyword nacros:
termnator _endfor;
jnp foreverlLbl;
f oreverbrk:

endnacr o;

begi n forever Deno;

/Il A sinple nmain programthat denonstrates the use of the
/'l statenents above.

nmov( 0, ebx );
_forever

stdout.put( "Top of loop, ebx =", (type uns32 ebx), nl );
inc( ebx );

/1 On first iteration, skip all further statements.
_continueif( ebx =1 );

/1 On fourth iteration, stop.

_breakif( ebx = 4);

_continue; // Always junps to top of | oop.
_break; /1 Never executes, just denonstrates use.

_endfor;

end f orever Deno;

Program 9.1  Macro Implementation of the FOREVER..ENDFOR Loop
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9.2.1.2 The WHILE Loop

Once the FOREVER..ENDFOR loop is behind us, implementing other control struct@ethdik
WHILE..ENDWHILE loop is fairly easy Indeed, the only notable thing about implementing the
_while._endwhilemacros is that the code should implement this control structure as a REFERL
statement for dicieng/ reasons.The implementation appearing in this sectioretal rather lazy approach
to implementing the DO resexd word. The folloving code uses a #KEY®WRD macro to implement a
" do" clause, bt it does not enforce the (proper) use of tigaord. Instead, the code simply ignores the
_doclause wheneer it appears between thevhile and_endwhile Perhaps it wuld hare been better to
check for the presence of this statement (not tiocdif to do) and erify that it immediately folls the
_whileclause and associatexipeession (somehat dificult to do), lut this just seems lika lot of vork to
check for the presence of an irredat keyword. So this implementation simply ignores thi®. The com
plete implementation appearsinogram 9.2

/************************************************/

/* */
/* whil eMacs. hl a */
/* */

/* This programdenonstrates how to use HHA's  */
/* "context-free" macros, along with the JT and */

/* JF "mediumlevel" instructions to create */
/* the basic WH LE st at enent. */
/* */

/************************************************/

pr ogr am whi | eDeno;
#incl ude( "stdlib.hhf" )

/1 Emul ate the while..endwhile | oop here.

Il

/1 Note that this code inplements the WH LE

/1 loop as a REPEAT..UNTIL | oop for efficiency
/1 (though it inserts an extra junp so the

/1l semantics renain the same as the WA LE | oop) .

nmacro _while( whlexpr ): repeatwhl, whltest, brkwhl;

/1 Transfer control to the bottomof the |oop
/1 where the termnation test takes place.

jnp whiltest;

/1 Enmit a label so we can junp back to the
/1 top of the |oop.

repeat whl :
/1 lgnore the "_do" clause. Note that this
/1 macro should really check to make sure
/1 that " _do" follows the " while" clause.
// But it's not senantically inportant so
I/ this code takes the | azy way out.

keyword _do;
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/1 1f we encounter " _break" inside this
/1 loop, transfer control to the first statement
/1 beyond the | oop.

keyword _break;
jmp brkwhl ;

/1 Dtto for "_breakif" except, of course, we
/1 only exit the loop if the correspondi ng
/1 bool ean expression eval uates true.

keyword _breakif( bi wexpr );
jt( biwExpr ) brkwhl;

/1 The " _continue" and "_continueif" statenents
/1 should transfer control directly to the point
/1 where this loop tests for termnation.

keyword _conti nue;
jnp whiltest;

keyword _conti nuei f( ciwExpr );
jt( ciwexpr ) whltest;

/1 The " _endwhi | " cl ause does nost of the work.

[l First, it must ent the target |abel used by the
/1 " while", " continue", and " _continueif" clauses

/1 above. Then it nust enit the code that tests the
/1 loop termnation condition and transfers control

/1 to the top of the loop (the "repeatwhl" | abel)

/1 if the expression evaluates false. Finally,

/1 this code must enit the "brkwhl" |abel the "_break"
/1 and " _breakif" statenents reference.

term nator _endwhil e;
whl test:
jt( whlexpr ) repeatwhl;
br kwhl :

endnacr o;

begi n whi | eDeno;

/1 Quick deno of the _while statenent.

/1 Note that the _breakif in the nested

/1 _while statement only skips the

/1 inner-nost _while, just as you shoul d expect.

nov( 0, eax );
_while( eax < 10 ) _do

stdout.put( "eax in loop =", eax, " ebx=");

inc( eax );
nmov( 0, ebx );
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_while( ebx < 4) _do

stdout. puti32( ebx );
_breakif( ebx =3 );
stdout.put( ", " );
inc( ebx );

_endwhi | e;
st dout . new n();

_continueif( eax = 5);
_breakif( eax = 8);
_conti nue;
_break;

_endwhi l e

end whi | eDeno;

Program 9.2  Macro Implementation of the WHILE..ENDWHILE Loop

9.2.1.3 The IF Statement

Simulating the HLA IETHEN..ELSEIF.ELSE..ENDIF statement using macros is a little bit more
involved than the simulation of FOREVER WHILE. The semantics of the ELSEIF and ELSE clauses
complicate the code generation and require careful thoMghtle it is easy to write #KEYVWRD macros
for _elseifand_else ensuring that these statements generate correct (écidrgf code is another matter
altogether

The basic if.._endifstatement, without theelseifand_elseclauses, is ery easy to implement\(en
easier than thewhile._endwhildoop of the preious section).The complete implementation is

#macro _if( ifExpr ): onFal se;
jf( ifExpr ) onFal se;
#keyword _then; // Just ignore _then.
#termnator _endif;
onFal se:
#endnacr o;

This macro generates code that tests the boolgaession you supply as a macro parametethe
expression ealuates dlse, the code this macro emits immediately jumps to the point ystdéhe endif
terminating macro. So this is a simple andyaht implementation of the IIENDIF statement, assuming
you dont need an ELSE or ELSEIF clause.

Adding an ELSE clause to this statement introduces soffinreutties. First of all, we need someawto
emit the taget label of the JF pseudo-instruction in tleésesection if it is present and we need to emit this
label in the terminator section if thelsesection is not present.

A related problem is that the code after the _if clause must end with a JMP instruction that skips the
_elsesection if it is present.This JIMP must transfer control to the same location as the comEalse
label.
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Another problem that occurs when we use #KEYRD macros to implement theslseclause, is that
we need some mechanism in place to ensure that at mostvooation of the elsemacro appears in a
given_if.._endifsequence.

We can easily sobsthese problems by introducing a compile-timeéiable (i.e. VAL object) into the
macro. We will use this ariable to indicate whether we seen anelsesection. This variable will tell us if
we have more than oneelseclause (which is an error) and it will tell us if we need to emit th@lseHabel
in the_endifmacro. A reasonable implementation might be the follug:

#macro _if( ifExpr ): onFal se, ifDone, hasH se;
?hasEl se : = False; // Haven't seen an _el se cl ause yet.
jf( ifExpr ) onFal se;
#keyword _then; // Just ignore _then.
#keyword _el se;
// Check to see if this _if statenent already has an _el se cl ause:
# f( hasH se )
#error( "Only one _else clause is legal in an _if statement’ )
#endi f
?hasElse :=true; //Let the world know we’ve see an _el se cl ause.
/1 Since we’ve just encountered the _el se clause, we’ve just finished
/'l processing the statenments in the _if section. The first thing we
// need to do is emt a JMP instruction that will skip around the
I/l _else statements (so the _if section doesn’t fall in to the
/1 _el se code).
jnp ifDone;

// Ckay, enmt the onFal se | abel here so a false expression will transfer
// control to the _else statenents:

onFal se:
#termnator _endif;

/1 1f there was no _else section, we nust enit the onFal se | abel
/1 so that the forner JF instruction has a proper destination.
/1 1f an _el se section was present, we cannot enit this |abel
/1 (since the _el se code has already done so) but we nust enit
/1 the ifDone | abel.
# f( hasH se )

i f done:
el se

onFal se:

#endi f

#endnacr o;
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Adding the_elseifclause to theif.._endifstatement complicates things considerafilize problem is
that_elseifcan appear zero or more times in #rstatement and each occurrence needs to generate a unique
onFalselabel. Worse, if at least one _elseif clause appears in the sequence, then the JF instructidh in the
clause must transfer control to thesti _elseif not to the elseclause. Also, the last _elseif clause must
transfer control to theelseclause (or to therBt statement ly@nd the_endifclause) if its Bpression ealu-
ates &lse. A straight-forward implementation just isngoing to work here.

A clever solution is to create a stringniable that contains the name of thevjres JF taget label.
Wheneer you encounter arelseifor an_elseclause you simply emit this string to the sourteds the tar
get label. Then the only trick is "he do we generate a unique label whemreve need one?"'Well, let's
suppose that we i@ a string that is unique on eachdoation of the if macro. This being the case, we can
generate a (sourcddiwide) unique string by concatenating a countduer to the end of this base string.
Each time we need a unique string, we simplynp the alue of the counter up by one and createva ne
string. Consider the folleing macro:

#macr o genLabel ( base, nunber );
@ext( base + string( nunber ));
#endnacr o;

If the baseparameter is a stringalue holding a &lid HLA identifier and thenumberparameter is an
integer numeric operand, then this macro will emiahd/HLA identifier that consists of tHeasestring fol
lowed by a string representing the numeric constaat.etample, 'genLabel( "Hello", 528mits the label
Hello52 Since we can easily createwars32VAL object inside our if macro and increment this each time
we need a unique label, the only problem is to generate a unique base string omceatiomnof the if
macro. Brtunately HLA already does this for us.

RememberHLA converts all local macro symbols to a unique ideetifif the form " _xxxx_" where
XXXx represents some fodigit hexadecimal alue. Since local symbols are really nothing more then te
constants initialized with these unique idestifstrings, it very easy to obtain an unique string in a macro
invocation- just declare a local symbol (or usedstimg local symbol) and apply the @STRING: operator
to it to extract the unique name as a strifidhe folloving example demonstrates Wwdo do this:

#macro uni quel Ds: counter, base;

?counter := 0; /1 Increment this for each unique synbol you need.
?base := @tring:base; // base holds the base nane to use.

/1l Cenerate a unique |abel at this point:

genLabel ( base, counter ): // Notice the colon. W're defining a
?counter := counter + 1; // label at this point!

genLabel ( base, counter ):
?counter := counter + 1;

etc.
#endnacr o;
Once we hee the capability to generate a sequence of unique labels throughout a macro, implementing

the _elseifclause simply becomes the task of emitting the last referenced label agtheirge of each
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_elseif (or _else) clause and jumpingaifse to the na unique label in the seriesProgram 9.3mplements
the_if.._then.._elseif else._endifstatement usingxactly this technique.

/*************************************************/

/* */
/* | Fmacs. hl a */
/* */

/* This program denonstrates how to use HLA' s */
/* "context-free" macros, along with the JT and */

/* JF "mediumlevel" instructions to create */
/* an | F statenent. */
/* */

/*************************************************/

program | FDeno;
#incl ude( "stdlib.hhf" )

/1 genl abel -

/1

I/l This macro creates an HLA-conpati bl e

/'l identifier of the form"_xxxx_n" where
[l " xxxx_" is the string associated with
Il the "base" parameter and "n" represents
// sone nuneric value that the caller. The
/1 conbination of the base and the n val ues
/1 will produce a unique |abel in the

/1 programif base's string is unique for
/'l each invocation of the "_if" macro.

nmacro genLabel ( base, nunber );

@ext( base + string( nunber ))

endnacr o;

/*

** Erulate the if..elseif..else..endif statenent here.
*/

macro _if( ifexpr ):elselLbl, ifDone, hasH se, base;

/1 This nmacro nust create a unique ID string
/1l in base. ne sneaky way to do this is

/1l to use the converted nane HLA generates
/1 for the "base" object (this is generally
/1 a string of the form"_xxxx_" where "xxxx"
/1l is a four-digit hexadeci mal val ue).

?base := @tring: base;

/1 This macro may need to generate a | arge set
/1 of different |abels (one for each _el seif

/1l clause). This macro uses the el selLbl

/1 value, along with the value of "base" above,
/1 to generate these unique |abels.

?el seLbl := 0;
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/1 hasE se determines if we have an _el se cl ause
/1l present in this statement. This nacro uses
/1l this value to determine if it nust emt a

/1 final else |abel when it encounters _endif.

?hasH se : = fal se;

/1 For an |F statement, we nust eval uate the
/'l bool ean expression and junp to the current
Il else label if the expression eval uates fal se.

jf( ifexpr ) genLabel ( base, elselLbl );

Just ignore the _then keyword.

A slightly better inplenmentation would require

this keyword, the current inplenentation lets

you wite an "_if" clause without the "_then"
clause. For that matter, the current inplenmentation
lets you arbitrarily sprinkle "_then" clauses
throughout the "_if" statenent; we will ignore

this for this exanple.

keyword _then;

Il

Handl e the "_elseif" clause here.

keyword _el seif (el sex);

/1 _elseif clauses are illegal after
/1 an _else clause in the statenent.
/1 Enforce that here.

#i f( hasH se )
#error( "Unexpected '_elseif' clause" )
#endi f

/1 W've just finished the "_if" clause
// or a previous "_elseif" clause. So

/1l the first thing we have to do is junp
/1 to the code just beyond this "_if"

/1 statement.

jnp i f Done;

/1 Ckay, this is where the previous "_if" or

/1 " _elseif" statement nmust junp if its bool ean
/|l expression evaluates false. Emt the target
/1 label. Next, because we're about to junp

// to our own target |abel, bunp up the el selLbl
// value by one to prevent junping back to the

/1 label we're about to enit. Finally, enit

/1 the code that tests the bool ean expression and
// transfers control to the next elseif or _else
/1l clause if the result is false.
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genLabel ( base, elselbl ):
?el seLbl := el seLbl +1;
j f(el sex) genLabel ( base, el selLbl );

keyword _el se;

/1 Only allow a single
/1 "_if" statement:

_else" clause in this

#i f( hasH se )
#error( "Unexpected ' _else' clause" )

#endi f

/1 As above, we've just finished the previous "_if"
I/l or " _elseif" clause, so junp directly to the end
// of the "_if" statenent.

jnp ifDone;

I/l Ckay, emt the current 'else' |abel so that

// the failure of the previous "_if" or " _elseif"
// test will transfer control here. A so set

/1 'hasEl se' to true to catch additional "_elseif"
/1 and " _el se" cl auses.

genLabel ( base, elselbl ):
?hasE se : = true;

termnator _endif;

/1 At the end of the _if statenent we nust emt the
/1 destination label that the _if and _elseif sections
/1 junp to. Also, if there was no _else section, this
/1 code has to enit the | ast depl oyed el se | abel.

i f Done:
#if( !hasH se )

genLabel ( base, el selLbl ):

#endi f
endnacr o;
begi n | FDeno;

/1 Quick deno of the use of the above statenents.
for( nov( O, eax ); eax < 5; inc( eax )) do
_if( eax =0 ) _then

stdout.put( "in _if statement” nl );
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_elseif( eax =1 ) _then
stdout.put( "in first _elseif clause" nl );
_elseif( eax =2 ) _then
stdout.put( "in second _elseif clause" nl );
_el se

stdout.put( "in _else clause" nl );
_if( eax >3 ) _then

stdout.put( "in second _if statement" nl );

_endif;
_endi f;
endf or;
end | FDeno;

Program 9.3  Macro Implementation of the IF..ENDIF Statement

9.2.2

The HLA SWITCH/CASE Statement

HLA doesnt support a selection statement (SWITCH or CASE statement). Insteads HLA
SWITCH..CASE..DERULT..ENDSWITCH statementxésts only as a macro in the HLA Standard Library
HLL.HHF file. This section discusses HlAmacro implementation of the SWITCH statement.

The SWITCH statement isewy comple so it should come as no surprise that the macro implementa
tion is long, ivolved, and comple The example appearing in this section is slightly simedfiover the
standard HLA ersion, lut not by much. This discussion assumes that yeufamiliar with the lov-level
implementation of the SWITCH..CASE..DEBLT..ENDSWITCH statement. If you are not comfortable
with that implementation, or feel a little rusyou may vant to take another look atSWITCH/CASE State
ment$ on page’76 before attempting to read this sectiofhe discussion in this section is sovat
adwanced and assumesairfamount of programming skill. If you V& trouble follaving this discussion,
you may vant to skip this section until yowaim some morexperience.

There are seeral diferent ways to implement a SWITCH statement. In this section we will assume that
the _switdh.._endswitc macro we are writing will implement the SWITCH statement using a jump table.
Implementation as a sequencefoélseifstatements isairly trivial and is left as arxercise. Other schemes
are possible as well, this section with not consider them.

A typical SWITCH statement implementation might loolelike follaving:

readonl y
JnpThbl :dword[ 3] :=[ &Stnt5, &Stni6, &Stn7 ];
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/1 switch( i)

nmov( i, eax ); /] Check to see if "i" is outside the range
cnp( eax, 5); // 5..7 and transfer control directly to the
j b EndCase // DEFAULT case if it is.

cnp( eax, 7 );

j a EndCase;

jnp( JInpThbl [ eax*4 - 5*@i ze(dword)] );

Il case( 5)
St 5:
stdout. put( “1=5" );
j np EndCase;

I/ Case( 6)
Stnt 6:
stdout.put( “1=6");
j mp EndCase;

Il Case( 7))
St 7:
stdout. put( “1=7");

EndCase:

If you study this code carefullwith an ge to writing a macro to implement this statement, yoiis-
cover a couple of major problems. First of all, it ieeedingly dificult to determine he mary cases and
the range of &lues those caseswes before actually processing each CASE in the SWITCH statement.
Therefore, it is really difcult to emit the range check (foalues outside the range 5..7) and the indirect
jump before processing all the cases in the SWITCH stateMeuntcan easily so&/this problem, hoever,
by moving the checks and the indirect jump to the bottom of the code and inserting a coxpte dlM&
instructions. This produces the folleing implementation:

readonl y
JnpThbl : dword[3] :=[ &Stnm5, &Stn6, &Stm7 ];

/1 switch( i )

j np DoSwi tch; [l First junp inserted into this code.

/'l case( 5)
Stnt5:
stdout.put( “1=5");
j np EndCase;

I/ Case( 6)
Stnt 6:
stdout. put( “1=6" );
j np EndCase;

Il Case( 7))
Stm 7:
stdout.put( “1=7");
j mp EndCase; /1 Second junp inserted into this code.

DoSwi t ch: /1l Insert this | abel and nove the range
nmov( i, eax ); /1 checks and indirect junp down here.
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cnp( eax, 5);

j b EndCase

cnp( eax, 7);

j a EndCase;

jnp( JInpThl [ eax*4 - 5*@i ze(dword)] );

/1 Al the cases (including the default case) junp down here:

EndCase:

Since the range check code appears after all the cases, the macw panmcess those cases and easily
determine the bounds on the cases by the time it must emit the CMP instructieashatiacheck the
bounds of the SWITCHalue. Havever, this implementation still has a problefhe entries in thémpTbl
table refer to labels that can only be determinedrsy firocessing all the cases in the SWITCH statement.
Therefore, a macro cannot emit this table in a READ®Bkkction that appears earlier in the souregttian
the SWITCH statement. oRunately HLA lets you embed data in the middle of the code section using the
READONLY..ENDREADONLY and SRATIC..ENDSTATIC directives.. Taking adantage of this feature
allows use to nerite the SWITCH implementation as fol¥s:

/1 switch( i)

jnp DoSwi tch; [l First junp inserted into this code.

Il case( 5)
Stnt5:
stdout.put( “1=5");
j np EndCase;

I/ Case( 6)
St nt 6:
stdout.put( “1=6");
j np EndCase;

Il Case( 7))
St 7:
stdout. put( “1=7");
j np EndCase; /1 Second junp inserted into this code.

DoSwi t ch: /1l Insert this | abel and nove the range
nov( i, eax ); /1 checks and indirect junp down here.
cnp( eax, 5);

j b EndCase

cnp( eax, 7);

j a EndCase;

jnp( JInpThl [ eax*4 - 5*@i ze(dword)] );

/1 Al the cases (including the default case) junp down here:
EndCase:

readonl y
JnpTbl :dword[3] :=[ &Stnt5, &Stm6, &Stni7 ];
endr eadonl y;

HLA’s macros can produce code like this when processing a SWITCH macro. So this is the type of code we
will generate with a switch.._case.._default.._endswitohcro.

Since we're going to need to know the minimum and maximum case values (in order to generate the
appropriate operands for the CMP instructions above),dase#KEYWORD macro needs to compare the

1. HLA actually moves the data to the appropriate segment in memory, the data is not stored directly in the CODE section.
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current casealue(s) aginst the global minimum and maximum caakues for all cases. If the current case
value is less than the global minimum or greater than the global maximum, thecatfigmacro must
update these globahlues accordingly The _endswitb macro will use these global minimum and maxi
mum \alues in the tw CMP instructions it generates for the range checking sequence.

For each casealue appearing in aswitd statement, thecasemacros must s@ the casealue and an
identifying label for that casealue. This is necessary so that thendswith macro can generate the jump
table. What is really needed is an arbitrary list of records, each record containahgeafi®ld and a label
field. Unfortunatelythe HLA compile-time language does not support arbitrary lists of objects, so we will
have to implement the list using axéd size) array of record constant$e record declaration will tekthe
following form:

caseRecord:
record
val ue: uns32;
| abel : uns32;
endr ecor d;

Thevaluefield will hold the current caselue. Thelabelfield will hold a unique iniger \alue for the
corresponding casethat the macros can use to generate statement lab&ks.implementation of the
_switdh macro in this section will use anant of the trick found in the section on themacro; it will con
vert a local macro symbol to a string and append agentalue to the end of that string to create a unique
label. The integer \alue appended will be thale of thdabelfield in thecaseReca list.

Processing thecasemacro becomesirly easy at this pointAll the _casemacro has to do is create an
entry in thecaseRecaf list, bump a fev counters, and emit an appropriate case label prior to the code emis
sion. The implementation in this section useas€al semantics, so allutbthe frst case in the
_switdh.._endswitis statement mustrt emit a jump to the statement feliog the_endswitb so the prei-
ous case code doeshfall into the current case.

The real vork in implementing the switdh.._endswitie statement lies in the generation of the jump
table. First of all, there is no requirement that the cases appear in ascending ordesviitdine endswita
statement. Hoever, the entries in the jump table must appear in ascending. o®&rond, there is no
requirement that the cases in thavitd.. _endswities statement be conseotdi Yet the entries in the jump
table must be consecwi case alue$. The code that emits the jump table must handle these incorsisten
cies.

The first task is to sort the entries in tteseRecat list in ascending ordeiThis is easily accomplished
by writing a little SortCasesnacro to sort all theaseRecatentries once theswitd.. _endswitie macro has
processed all the caseSortCasesloesnt have to be &ngy. In fact, a lbibblesort algorithm is perfect for this
because:

e Bubble sort is easy to implement

» Bubble sort is efficient when sorting small lists and most SWITCH statements only have a few

cases.

e Bubble sort is especially efficient on nearly sorted data and most programmers put their cases

in ascending order.

After sorting the cases, only one problem remains: there may be gaps in the case values. This problem
is easily handled by stepping through tteseRecal elements one by one and synthesizing conseculti
entries wheneer a @p appears in the ligerogram 9.4rovides the full switd.._case_default.._endswiltc
macro implementation.

/**************************************************/

/* */
/* switch. hl a- */
/* */

2. Of course, if there are gaps in the case values, the jump table entries for the missing items should contain théheddress of
default case.
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/* This program denonstrates how to inpl enent the */
/* switch.._case.. _default.._endsw tch statement */
/* using macros. */
/* */

/**************************************************/

progr am denoSwi t ch;
#include( "stdlib.hhf" )

const

/] Because this code uses an array to inplenent

/'l the caseRecord list, we have to specify a fixed
/'l nunber of cases. The follow ng constant defines
/1 the maxi mum nunber of possible cases in a

/1 _switch statenent.

maxCases : = 256;

type

/1 The followi ng data type hold the case val ue
/1 and statenent |abel infornation for each
/] case appearing in a _switch statenent.

caseRecord:
record

val ue: uns32;
I bl : uns32;

endr ecor d;

/'l Sort Cases

/1

/1 This routine does a bubble sort on an array

/1 of caseRecord objects. It sorts in ascending

/1 order using the "value" field as the key.

/1

// This is a good ol d fashi oned bubbl e sort which

// turns out to be very efficient because:

/1

/1 (1) The list of cases is usually quite small, and
/1 (2) The data is usually already sorted (or nostly sorted).

nmacro SortCases( sort_array, sort_size ):
sort_i,
sort_bnd,
sort_di dswap,
sort_tenp;

?sort_bnd := sort_size - 1;
?sort_didswap : = true;
#whil e( sort_di dswap )

?sort_didswap : = fal se;

?sort i :=0;
#while( sort i < sort_bnd )
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#i f
sort_array[sort_i].val ue >

sort_array[sort_i+1].val ue

?sort_tenp := sort_array[sort_i];

?sort_array[sort_i] := sort_array[sort_i+1];
?sort_array[sort_i+1] := sort_tenp;
?sort_didswap : = true;
#el sei f
(
sort_array[sort_i].val ue =
sort_array[sort_i+1].val ue
)
#error
(
"Two cases have the sane value: (" +
string( sort_array[sort_i].value ) +
"y
)
#endi f
?sort_i :=sort_i + 1;
#endwhi | e

?sort_bnd := sort_bnd - 1;

#endwhi | e;

endnacr o;

/1 HLA Macro to inplenent a C SWTCH statenent (using
/1 Pascal senmantics). Note that the sw tch paraneter
/1 must be a 32-bit register.

macro switch( switch reg ):
swi tch_m nval ,
swi t ch_naxval ,
swi t ch_ot herwi se,
swi t ch_endcase,
swi tch_j nptbl,
swi tch_cases,
swi t ch_casel ndex,
swi t ch_doCase,
swi t ch_hasot herwi se; /1 Just used to generate uni que names.

/1l Verify that we have a register operand.
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#if( ' @sReg32( switch reg ) )
#error( "Switch operand must be a 32-bit register" )
#endi f
// Oeate the switch _cases array. Alow at nost, 256 cases.
?swi t ch_cases: caseRecord[ maxCases ];

// CGeneral initialization for processing cases.

?swi t ch_casel ndex : = 0; /1 Index into switch_cases array.

?swi tch_mnval := $FFFF_FFFF; /1 M ni mum case val ue.

?swi t ch_naxval := 0; /1 Maxi mum case val ue.

?swi t ch_hasot herwi se : = false; // Deternines if DEFAULT section present.

/1 W need to process the cases to collect information |ike
/'l switch_mnval prior to enitting the indirect junp. So nove the
/1l indirect junp to the bottomof the case statenent.

jnp switch_doCase;

/1 "case" keyword macro handl es each of the cases in the
/] case statement. Note that this syntax allows you to
I/ specify several cases in the same _case nacro, e.g.,

/Il _case( 2, 3, 4). Such a situation tells this macro
/1l that these three values all execute the same code.

keyword _case( switch_parns[] ):
swi t ch_par m ndex,
swi t ch_par mCount ,
switch_constant;

?swi t ch_par nCount : uns32;
?swi t ch_parnmCount := @l enents( switch_parns );

#i f( sw tch_parnCount <= 0 )

#error( "Mist have at |east one case val ue" );
?swi tch_parns: uns32[1] :=[0];

#endi f
// 1f we have at | east one case already, termnate
I/ the previous case by transfering control to the
/1 first statenent after the endcase nacro. Note
[/ that these senantics match Pascal's CASE statenent,
/1 not CC++'s SWTCH statenment which would sinply
// fall through to the next CASE
#if( switch_caselndex <> 0 )
j np swi tch_endcase;

#endi f

/1 The follow ng | oop processes each case val ue
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I/ supplied to the _case nacro.
?swi t ch_par nl ndex: uns32;
?swi t ch_parm ndex : = 0;
#whi | e( switch_parm ndex < sw tch_parnCount )
?swi t ch_constant: uns32;
?swi tch_constant: uns32 : =

uns32( @ext( switch_parns[ sw tch_parmndex 1));

/1 Updat e mi ni numand maxi num val ues based on the
/'l current case val ue.

#if( switch_constant < switch_mnval )
?switch_mnval := switch_constant;

#endi f
#if( switch_constant > switch_nmaxval )

?swi t ch_maxval := switch_constant;
#endi f
/1 Emt a unique |label to the source code for this case:

@ ext
(

_case"
+  @tring:swtch_casel ndex
+ string( sw tch_casel ndex )

):

/1 Save away the case | abel and the case val ue so we
/1l can build the junp table later on.

?swi t ch_cases[ switch_caselndex ].val ue := switch_constant;
?swi t ch_cases[ switch_caselndex ].lbl := switch_casel ndex;

/1 Bunp switch_casel ndex val ue because we've just processed
/'l anot her case.

?swi t ch_casel ndex := switch_casel ndex + 1;
#i f( sw tch_casel ndex >= nmaxCases )

#error( "Too many cases in statenent" );
#endi f
?swi t ch_parm ndex := switch_parn ndex + 1;

#endwhi | e

/1 Handl e the default keyword/ nacro here.
keyword _defaul t;
/1 1f there was not a preceding case, this is an error.

// 1f so, enmit ajnp instruction to skip over the
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/1 default case.
# f( switch_caselndex < 1)

#error( "Mist have at |east one case" );
#endi f

j np swi tch_endcase;
/1 Emt the label for this default case and set the
/'l switch_hasotherwi se flag to true.
swi t ch_ot herwi se:

?swi t ch_hasot herwi se : = true;

/1 The endswitch term nator/macro checks to see if
/] this is a reasonable switch statenent and enmts
/1 the junp table code if it is.

termnator _endswitch:
switch i,
switch j_,
swi t ch_cur Case_;

/1 If the difference between the smallest and

/1l largest case values is great, the junp table

I/l is going to be fairly large. If the difference
/1 between these two values is greater than 256 but
/1l less than 1024, warn the user that the table wll
/1 be large. |If it's greater than 1024, generate
/1 an error.

/1

// Note: these are arbitrary lints. Feel free to
/1 adjust themif you |ike.

#if( (switch_maxval - switch_mnval) > 256 )
#if( (switch_nmaxval - switch _mnval) > 1024 )
// Perhaps in the future, this nmacro could
/1l switch to generating an if..elseif..elseif...
/1 chain if the range between the values is
/1l too great.
#error( "Range of cases is too great" );
#el se
#print( "Warning: Range of cases is large" );
#endi f

#endi f

// Table em ssion algorithmrequires that the swtch_cases
I/ array be sorted by the case val ues.
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Sort Cases( switch_cases, switch _casel ndex );

/1 Build a string of the form

;; switch_ jnpthbl:dword[ xx ] := [&casel, &case2, &case3...&casen];
;; SO We can output the junp table.
readonl y
switch_jnptbl:dword] swtch_maxval - switch _mnval + 2] :=]
?switch_i_ := 0;

#whi | e( switch_i _ < switch_casel ndex )

?swi tch_curCase_ := switch_cases[ switch_i_ ].value;
/1 Emt the | abel associated with the current case:

@ ext
(
g
+ " _case"
+  @tring:swtch_casel ndex
+ string( switch_cases[ switch_i_].1bl )
4 mom

)

/1 Emt "&w tch_otherw se" table entries for any gaps present
/1 in the table:

?switch_j_ := switch _cases[ switch_i_ + 1 ].value;
?switch_curCase_ := switch_curCase_ + 1,

#whi | e( switch_curCase_ < switch_j_ )

&swi t ch_ot herwi se,

?switch_curCase_ := switch_curCase_ + 1;
#endwhi | e
?switch i :=swtchi_ + 1,
#endwhi | e

[/l Enmit a dummy entry to termnate the table:

&swi t ch_ot her wi se] ;

endr eadonl y;
#i f( switch_caselndex < 1)

#error( "Mist have at |east one case" );
#endi f

/] After the default case, or after the | ast

[l case entry, junp over the code that does
/1 the conditional junp.

Pagel024 © 2001, By Randall Hyde Beta Draft - Do not distribute



Domain Specific Embedded Languages
j np swi t ch_endcase;
/'l Ckay, here's the code that does the conditional junp.
swi tch_doCase:

// If the mninumcase value is zero, we don't
// need to emt a QW instruction for it.

#f( switch_mnval <> 0)

cnp( switch_reg, swtch_mnval );
j b switch_otherwi se;

#endi f
cnp( switch_reg, switch_naxval );

ja switch_ot herwi se;
jmp( switch_jnptbl[ switch_reg*4 - switch_mnval*4 ] );

/1 If there was no default case, transfer control
/]l to the first statenment after the "endcase" cl ause.

#i f( !sw tch_hasot herwise )
swi t ch_ot herwi se:
#endi f

/1 When each of the cases conpl ete execution,
/1l transfer control down here.

swi t ch_endcase:

/1 The follow ng statenent deal |l ocates the storage
/] assocated with the switch_cases array (this saves
/1 menory at conpile time, it does not affect the

/'l execution of the resulting nachine code).

?swi tch_cases : = 0;

endnacr o;

begi n denoSwi t ch;

/1 A sinple denonstration of the _switch.._endsw tch statenent:
for( nov( O, eax ); eax < 8; inc( eax )) do
_switch( eax )
_case( 0)
stdout. put( "eax = 0" nl );

_case( 1, 2)
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stdout.put( "eax =1 or 2" nl );

_case( 3, 4, 5)
stdout.put( "eax = 3, 4, or 5" nl );

_case( 6)
stdout.put( "eax = 6" nl );

_defaul t
stdout.put( "eax is not in the range 0-6" nl );

_endswi t ch;
endf or;

end denoSwi t ch;

Program 9.4  Macro Implementation of the SWITCH..ENDSWITCH Statement

9.2.3

A Modified WHILE Loop

The preious sections hee shavn you hav to implement statements that are alreadilable in HLA
or the HLA Standard LibrarywWhile this approach lets youonk with familiar statements that you should be
comfortable with, it doeshteally demonstrate that you can creade control statements with HL& com
pile-time language. In this section you will seavito create aariant of theVHILE statement that is not
simply a rehash of HLAWHILE statement.This should amply demonstrate that there are some useful con
trol structures that HLA (and highvel languages) dohprovide and that you can easily use HLA com
pile-time language to implement specialized control structures as needed.

A common use of 8VHILE loop is to search through a list and stop upon encountering some desired
value or upon hitting the end of the ligt.typical HLA example might ta& the follaving form:

whi | e( <<There are nore itens in the [ist>>) do

breaki f( <<This was the itemwe’ re | ooking for>>);
<< select the next itemin the |ist>>

endwhi | e;

The problem with this approach is that when the statement immediatelyifiglthe ENDVHILE exe-
cutes, that code doestnon whether the loop terminated because it found the desiled wr because it
exhausted the list.The typical solution is to test to see if the looghausted the list and deal with that
accordingly:

whil e( <<There are nore itens in the list>>) do

breakif( <<This was the itemwe’ re | ooking for>>);
<< select the next itemin the |ist>>
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endwhi | e;
if( <<The list wasn’t exhausted>> ) then

<< do sonething with the itemwe found >>
endif;

The problem with this "solution" should bevidwus if you think about it a momeniWe've already
tested to see if the loop is empitymediately after laang the loop we repeat this same teBhis is some
what ineficient. A better solution wuld be to hee something lik an "else" clause in th&HILE loop that
executes if you break out of the loop and doeexecute if the loop terminates because the boolgpres
sion evaluated &lse. Rather than use theyword ELSE, lets invent a nev (more readable) ternonbreak
The ONBREAK section of WHILE loop executes (only once) if a BREAK or BREAKIF statemeratsvihe
reason for the loop terminatioliVith this ONBREAK clause, you could recode the vyasWHILE loop a
little bit more elgantly as follavs:

whil e( <<There are nore itens in the [ist>>) do
breakif( <<This was the itemwe' re | ooking for>>);
<< select the next itemin the list>>
onbr eak
<< do sonething with the itemwe found >>
endwhi | e;

Note that if the ONBREAK clause is present, WiEILE’s loop body ends at the ONBREAK keyword. The
ONBREAK clause executes at most once per execution of this WHILE statement.

Implementing a _while.._onbreak.._endwhile statement is very easy using HLAs multi-part macros.
Program 9.5 provides the complete implementation of this statement:

/****************************************************/

/* */
/* while. hla */
/* */
/* This programdenonstrates a variant of the */
/* WH LE | oop that provides a special "onbreak" */
/* clause. The _onbreak clause executes if the */
/* programexecutes a _break clause or it executes */
/* a _breakif clause and the correspondi ng */

/* bool ean expression evaluates true. The _onbreak */
/* section does not execute if the loop termnates */
/* due to the _while bool ean expression evaluating */
/* fal se. */
/* */

/****************************************************/

program Deno_whi | e;
#incl ude( "stdlib.hhf" )

/1 _while semantics:

/1

/1 _while( expr )

/1

/1 << stnts including optional _break, _breakif
/1 _continue, and _continueif statenents >>
/1
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/1 _onbreak // This section is optional.

/1

/1 << stmts that only execute if program executes
/1 a _break or _breakif (with true expression)
/1 statement. >>

/1

/1 _endwhil e;

nmacro _while( expr ):fal seLbl, breakLbl, topCLoop, hasOnBreak;

/1 hasOnBreak keeps track of whether we've seen an _onbreak
/1 section.
?hasOnBr eak: bool ean: =f al se;

/1l Here's the top of the WH LE | oop.
/1 Inplement this as a straight-forward WH LE (test for
// loop termnation at the top of the | oop).

t opOf Loop:
jf( expr ) falselbl;

/1 lgnore the _do keyword.

keyword _do;

/1 _continue and _continueif (with a true expression)
/1l transfer control to the top of the | oop where the
/1 _while code retests the | oop term nation condition.

keyword _conti nue;
jnp topCf Loop;

keyword _continueif( exprl );
jt( exprl ) topCLoop;

/1 Unlike the _break or _breakif in a standard WH LE
/]l statenment, we don't immediately exit the WH LE

/1l Instead, this code transfers control to the optional
/1 _onbreak section if it is present. |If it is not

/1 present, control transfers to the first statenent
/1 beyond the _endwhile.

keyword _break;
j np breakLbl ;

keyword _breakif( expr2 );
jt( expr2 ) breakLbl;

/1 1f we encounter an _onbreak section, this marks

/1 the end of the while |oop body. Enit a junp that
/1l transfers control back to the top of the | oop.

/1 This code also has to verify that there is only

/1 one _onbreak section present. Any code follow ng
/1l this clause is going to execute only if the _break
/1 or _breakif statenents execute and transfer control
/1 down here.

keyword _onbr eak;
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#i f ( hasOnhBreak )

#error( "Extra _onbreak clause encountered" )

#el se
jnp topdf Loop;
?hasnBreak : = true;
br eakLbl :
#endi f

term nator _endwhil e;
/1 1f we didn't have an _onbreak section, then
// this is the bottomof the _while | oop body.
// Emt the junp to the top of the |oop and emt
/1 the "breakLbl" |abel so the execution of a
/1 _break or _breakif transfers control down here.
# f( ! hasOnBreak )

jmp topd Loop;
br eakLbl :

#endi f
fal seLbl :

endnacr o;
static
i:int32;
begi n Deno_whi | €;
/1 Denonstration of standard while | oop

mov( O, i );
_while( i <10) _do

stdout.put( "1: i=", i, nl );
inc( i );

_endwhi | e;
/1 Denonstration wth BREAKI F:

nmov( 5, i );
_while( i <10) _do

stdout.put( "2: i=",
_breakif( i =7);
inc( i );

i, nl);

_endwhi | e
/1 Denonstration with BREAKIF and _CN\BREAK:

nmov( O, i );
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_while( i <10 ) _do
stdout.put( "3: i=", i, nl );
_breakif( i =4);
inc( i );
_onbr eak

stdout.put( "Breakif was true at i=", i, nl );

_endwhi | e
stdout. put( "Al Done" nl );

end Deno_whi |l e;

Program 9.5  The Implementation of _while.._onbreak.._endwhile

9.2.4 A Modified IF..ELSE..ENDIF Statement

The IF statement is another statement that dbedways do gactly what you want. Like the
_while._onbeak.._endwhilexample abwe, it's quite possible to redeé the IF statement so that it beés
the way we vant it to. In this section yoll'see hav to implement a ariant of the IEELSE..ENDIF state
ment that nests ddrently than the standard IF statement.

It is possible to simulate short-circuit booleamlaation ivovling conjunction and disjunction without
using the "&&" and "||" operators if you carefully structure your code. Consider thevifall@xample:

/1 "C' code enpl oyi ng | ogi cal - AND operator:

if( exprl & expr2 )
{

}

<< statenents >>

/1 Equival ent HLA versi on:
if( exprl ) then
if( expr2 ) then
<< statenents >>
endi f;
endif;

In both cases ("C" and HLA) the< statements>>block executes only if botexprl and expr2 evaluate
true. So other than the extra typing involved, it is often very easy to simulate logical conjunction by using
two IF statements in HLA.

There is one very big problem with this scheme. Consider what happens if you modify the "C" code to
be the following:

/1 "C' code enpl oying | ogi cal - AND oper at or:

if( exprl & expr2 )
{
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<< 'true’ statenents >>

}
el se
{
<< 'false’ statenents >>
}

Before describing he to create this e type of IF statement, we must digress for a moment and
explore an interesting feature of HLsAmulti-part macro »pansion: #KEYWDRD macros do not ke to
use unique namesdVheneer you declare an HLA #KEYWRD macro, HLA accepts whakr name you
choose. If that name happens to be alreadpekkfithen the #KEYWRD macro name tals precedence as
long as the macro is ae#i (that is, from the point youvioke the macro name until HLA encounters the
#TERMINATOR macro). Therefore, the #KEYWWRD macro name hides the yieus defhition of that
name until the termination of the macrohis feature appliesven to the original macro name; that is, it is
possible to defie a #KEYWORD macro with the same name as the original macro to which the-#KEY
WORD macro belongsThis is a ery useful feature because it alyou to change the deition of the
macro within the scope of the opening and terminatimgdations of the macro.

Although not pertinent to the IF statement we are constructing, you should note that parameter and local
symbols in a macro alswerride an previously defned symbols of the same name. So if you use that sym
bol between the opening macro and the terminating macro, you will getltieeof the local symbol, not the
global symbol. E.g.,

var
i:int32;
jint32;

#macro abc:i;
Piitext 1="j";

#term nator xyz;

#endnmacr o;

mov( 25, i );
mov( 10, j );
abc
nov( i, eax ); // Loads j's value (10), not 25 into eax.
XyZ;

The code abee loads 10 into EAX because the "mov(i, eax);" instruction appears between the opening and
terminating macroabc..xyz Between those two macros the local definitiontakes precedence over the
global definition. Sincéis a text constant that expandg tthe aforementioned MOV statement is really
equivalent to "mov(j, eax);" That statement, of course, loads 10 into EAX. Since this problem is difficult to
see while reading your code, you should choose local symbols in multi-part macros very carefully. A good
convention to adopt is to combine your local symbol name with the macro name, e.g.,

#macro abc : i_abc;
You may wonder why HLA allows something to crazy to happen in your source code, in a moment you'll

see why this behavior is useful (and now, with this brief message out of the way, back to our regularly sched
uled discussion).
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Before we digressed to discuss this interesting feature in HLA multi-part macros, we were trgng to fi
ure out hav to eficiently simulate the conjunction and disjunction operators in an IF statement witheut actu
ally using this operators in our cod€he problem in thexample appearing earlier in this section is that you
would hare to duplicate some code in order tov@mthe IE.ELSE statement properlyrhe folloving code
shaws this problem:

/1 "C' code enpl oying | ogical - AND operator:

if( exprl & expr2 )

{

<< 'true’ statenents >>
}
el se
{

<< 'false’ statenents >>
}

/| Corresponding H.A code using the "nested-IF" al gorithm
if( exprl ) then
if( expr2 ) then
<< 'true’ statenents >>
el se
<< 'fal se’ statenents >>
endi f;
el se
<< 'fal se’ statenents >>
endi f;

Note that this code must duplicate the "<alsk’ statements >>" section if the logic is to exactly match the
original "C" code. This means that the program will be larger and harder to read than is absolutely neces
sary.

One solution to this problem is to create a new kind of IF statement that doesn’t nest the same way stan-
dard IF statements nest. In particular, if we define the statement such that all IF clauses nested with an outer
IF..ENDIF block share the same ELSE and ENDIF clauses. If this were the case, then you could implement
the code above as follows:

if( exprl ) then
if( expr2 ) then

<< 'true’ statements >>

el se
<< 'false’ statenents >>

endi f;
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If exprlis false, control immediately transfers to the ELSE clause. Ifahewfexprlis true, the con
trol falls through to the me IF statement.

If expr2 evaluatesdlse, then the program jumps to the single ELSE clause that all IFs share in this state
ment. Notice that a single ELSE clause (and correspondilsg’$tatements) appear in this code; hence the
code does not necessaritypand in size. If xpr2 evaluates true, then contralls through to thetfue’
statements,xactly like a standard IF statement.

Notice that the nested IF statementwabdoes not hee a corresponding ENDIRike the ELSE clause,
all nested IFs in this structure share the same ENBlntactically there is no need to end the nested IF
statement; the end of tA&HEN section ends with the ELSE clause, just as the outer IF stateid&N
block ends.

Of course, we cahactually defie a nev macro named "if* because you cannot reueHLA resered
words. Nor vould it be a good idea to do seee if these were gl (since it vould male your programs
very difficult to comprehend if the IFelword had diferent semantics in dédrent parts of the progranthe
following program uses the idengifs " _if", " then", " _else", and "_endif" instead. It is questionable if
these are good idensfis in production code (perhaps something a little moferéift would be appropi
ate). The followving code gample uses these particular idesti§i so you can easily correlate them with the
corresponding high \el statements.

/***********************************************/

/* */
/* if.hla */
/* */

/* This programdenonstrates a nodification of */
/* the |F..ELSE.. ENDI F statement using HLA's  */
/* mul ti-part nacros. */
/* */

/***********************************************/

program newl F;
#include( "stdlib.hhf" )

/1 MNacro inplementation of new formof if..then..else..endif.
/1

/1 Inthis version, all nested |F statenents transfer control
// to the same ELSE clause if any one of themhave a fal se
/1 bool ean expression. Syntax:

/1

//  _if( expression ) _then

/1

/1 <<statenents including nested _if clauses>>

/1

/1 _else /] this is optional

/1

/1 <<statements, but _if clauses are not allowed here>>
/1

I/l _endif

/1

/1

/1 Note that nested _if clauses do not have a corresponding
/1 _endif clause. This is because the single _else and/or
/1 _endif clauses ternminate all the nested if clauses

// including the first one. C course, once the code

I/ encounters an _endif another _if statenent nmay begin.
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// Macro to handle the main "_if" clause.
/1 This code just tests the expression and junps to the _else
I/ clause if the expression eval uates fal se.

macro _if( ifExpr ):elselLbl, hasH se, ifDone;
?hasH se : = fal se;
jf(ifExpr) elselbl;

/1 Just ignore the _then keyword.

keyword _then;

/1 Nested _if clause (yes, HLA lets you repl ace the nain
/1 macro nane with a keyword nmacro). Identical to the
// above _if inplenmentation except this one does not

// require a matching _endif clause. The single _endif
/1 (matching the first _if clause) ternminates all nested
/1 _if clauses as well as the main _if clause.

keyword _if( nestedl fExpr );
jf( nestedl fExpr ) elselbl;

/1 If this appears within the _el se section, report
/1 an error (we don't allow _if clauses nested in
I/ the else section, that would create a | oop).

#i f( hasH se )

#error( "All _if clauses nust appear before the _else clause" )

#endi f

// Handle the _else clause here. Al we need to is check to
// see if thisis the only _else clause and then emt the
/1 jnp over the el se section and output the el seLbl target.

keyword _el se;
#i f( hasH se )

#error( "Only one _else clause is legal per _if.._endif" )
#el se

/1 Set hasH se true so we know that we've seen an _el se
/1l clause in this statenent.

?hasH se : = true;
j np ifDone;
el selLbl :

#endi f
/1 _endif has two tasks. First, it outputs the "ifDone" | abel
/1l that _else uses as the target of its junp to skip over the

/1 else section. Second, if there was no el se section, this
// code nust emt the "elselLbl" label so that the fal se conditional (s)
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// in the _if clause(s) have a | egal target |abel.
ternmnator _endif;

i f Done:
#i f( !hasH se )

el seLbl :
#endi f
endnacr o;
static
tr:bool ean : = true;
f:bool ean : = fal se;
begi n new F;

/1 Real quick dermo of the _if statement:
_if( tr ) _then

_if( tr ) _then
_if( f ) _then

stdout.put( "error" nl );
_el se
stdout . put ( "Success" );
_endi f

end new F;

Program 9.6  Using Macros to Create a New IF Statement

Just in case yore wondering, this program prints "Success" and then quiités is because the nested
'_if" statements are equilent to the pression "true && true && élse" which, of course, isfse. There
fore, the "_else" portion of this code shoukgeute.

The only surprise in this macro is tteef that it redefies the if macro as adyword macro upon wvo-
cation of the mainif macro. The reason this code does this is so thatnested if clauses do not require a
corresponding endifand dont support an elseclause.

Implementing an ELSEIF clause introduces somfecdities, hence its absence in thimple. The
design and implementation of an ELSEIF clause is left to the more serious reader

3. l.e., I don’t even want to have to think about this problem!
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9.3

Sample Program: A Simple Expression Compiler

This progranms sample program is a bit comyleln fact, the theory behind this program is welydued
the scope of this % (since it ivolves compiler theory). Hueever, this kample is such a good demonstra
tion of the capabilities of HLA macro &cilities and DSEL capabilities, itas too good not to include here.
The following paragraphs will attempt tx@ain hav this compile-time program operates. If yowddif-
ficulty understanding what'going on, dort’feel too bad, this code igréxactly the type of stdithat beyin-
ning assembly language programmeasiid normally deelop on their wn.

This program presents aefy) simpleexpression compiler This code includes a macna32e&pr, that
emits a sequence of instructions that compute dhee\of an arithmeticxpression and le@ that result sit
ting in one of the 80x86’32-bit rgisters. The syntax for the32e&pr macro ivocation is the folleing:

u32expr( regs,, uUns32_expression );

This macro emits the code that computes theviatig (HLL) statement:

regs, = uns32_expressi on;

For example, the macro invocation "u32expr( eax, ebx+ecx*5 - edi );" computes the value of the expression
"ebx+ecx*5 - edi" and leaves the result of this expression sitting in the EAX register.

The u32&pr macro places seral restrictions on thexpression. First of all, as the name implies, it
only computes the result of ams32expression. No other data types may appear within xpesssion.
During computation, the macro uses the EAX and EDJ¥sters, so gressions should not contain these
registers as theiralues may be dested by the code that computes thgression (EAX or EDX may
safely appear as thedt operand of thexgression, haever). Finally expressions may only contain the-fol
lowing operators:

<, <=, 0> o>z <> = o= ==

The "<>" and "I=" operators are egalent (not equals) and the "=" and "==" operators are also equivalent
(equals). The operators above are listed in order of increasing precedence; i.e., "*" has a higher precedence
than "+" (as you would expect). You can override the precedence of an operator by using parentheses in the
standard manner.

It is important to remember thaB2e&pr is a macro, not a functiorhat is, the imocation of this macro
results in a sequence of 80x86 assembly language instructions that computes the>geessidre The
u32«pr invocation is not a function call. to some routine that computes the result.

To understand o this macro wrks, it would be a good idea toview the section oriCorverting
Arithmetic Expressions to PostfNotatiori on page635 That section discusseswdo corvert floating
point expressions to kerse polish notation; although th82expr macro vorks withuns32objects rather
than fbating point objects, the approach it uses to translgdressions into assembly language uses this
same algorithm. So if you ddamemember he to translatexgressions into rerse polish notation, it might
be worthwhile to reiew that section of this .

Corverting floating point gpressions to kerse polish notation is especially easy because the &x86’
FPU uses a stack architectudas, the intger instructions on the 80x86 use gister architecture andfef
ciently translating intger expression to assembly language is a bit morfécdlf (see“Arithmetic Expres
sions” on pag®&97). We'll solve this problem by translating thepeessions to assembly code in a
somavhat less than &tient manner; wd’simulate an intger stack architecture by using the 80x3tard
ware stack to hold temporary results during argetealculation.

To push an iniger constant orariable onto the 80x86 hardwe stack, we need only use a PUSH or
PUSHD instruction.This operation is tvial.
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To add tvo values sitting on the top of stack togetHeaving their sum on the stack, all we need do is
pop those tw values into rgisters, add the géster \alues, and then push the result back onto the st&lek.
can do this operation slightly mordiefently, since addition is commutead, by using the folling code:

/1 Conpute X+Y where X is on NOS (next on stack) and Y is on TGS (top of stack):

pop( eax ); /1l Get Y s val ue.
add( eax, [esp] ); /1 Add with X s value and | eave sumon TCS.

Subtraction is identical to additiomlthough subtraction is not commutagithe operands just happen
to be on the stack in the proper order focefntly compute their diérence. To compute "X-Y" whereX is
on NOS and/' is onTOS, we can use code dilthe follaving:

// Conpute X-y where X is on NG5S and Y is on TCS:

pop( eax );
sub( eax, [esp] );

Multiplication of the two items on the top of stack is a little more complicated since we must use the
MUL instruction (the only unsigned multiplication instructioragiable) and the destination operand must
be the EDX:EAX rgister pair Fortunately multiplication is a commutat operation, so we can compute
the product of NOS (¢ on stack) andOS (top of stack) using code dikhe follaving:

/1 Conpute X*Y where X is on NG5S and Y is on TCS:

pop( eax );
mul ( [esp], eax ); /1 Note that this w pes out the EDX register.
nov( eax, [esp] );

Division is problematic because it is not a commugadiperation and its operands on the stack are not
in a cowenient order That is, to compute X/Y it auld be really covenient if X was onTOS andy was in
the NOS positionAlas, as yodl soon see, it turns out that X is at NOS and on theTOS. To resole this
issue requires slightly lessfiefent code that the sequenceswealsed abee. Since the DIV instruction is
so slav aryway; this will hardly matter

/1 Conpute XY where Xis on NGBS and Y is on TCs:

nov( [esp+4], eax ); /1 Get X from NCB.

xor ( edx, edx ); /1 Zero-extend EAX i nt o EDX EAX

div( [esp], edx:eax ); /1 Conpute their quotient.

pop( edx ); /1 Renove unneeded Y val ue fromthe stack.
mov( eax, [esp] ); /] Store quotient to the TCS.

The remaining operators are the comparison operaiftiese operators compare theue on NOS
with the \alue onTOS and leee true (1) ordlse (0) sitting on the stack based on the result of the compari
son. While it is easy to wrk around the non-commutadi aspect of manof the comparison operators, the
big challenge is comrting the result to true oalse. The SETcc instructions are a@mient for this pur
pose, ot they only work on byte operandsTherefore, we will hee to zero etend the result of the SETcc
instructions to obtain anns32result we can push onto the stack. Ultimattlg code we must emit for a
comparison is similar to the follong:

/1 Conpute X <= Y where Xis on NOS and Y is on TCS.

pop( eax );

cnp( [esp], eax );

setbe( al ); /1 This instruction changes for other operators.
novzx( al, eax );
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nov( eax, [esp] );

As it turns out, the appearance of parentheses im@ession only décts the order of the instructions
appearing in the sequence, it does nfgcathe number of type of instructions that correspond to the-calcu
lation of an &pression.As youll soon see, handling parentheses is an especiaiigl toperation.

With this short description of koto emit code for each type of arithmetic operatts time to discuss
exactly hav we will write a macro to automate this translation. One@erag complete discussion of this
topic is well bgond the scope of thisxg howvever a simple introduction to compiler theory will certainly
ease the understanding tn&2epr macro.

For eficieng/ and reasons of ceanience, most compilers are beokdavn into seeral components
calledphases A compiler phase is collection of logically related witigés that tak place during compita
tion. There are three general compiler phases we are going to consider hkpacdl analysis(or scan
ning), (2) parsing and (3)code @neation. It is important to realize that these threeviatis occur
concurrently during compilation; that is, yheake place at the same time rather than as three separate,
serial, actiities. A compiler will typically run the Igical analysis phase for a short period, transfer control
to the parsing phase, do a little code generation, and then, perhaps, do some more scanning and parsing and
code generation (not necessarily in that order). Real compileesadaitional phases, th2&pr macro
will only use these three phases (and if you look at the macrd| giscover that its difficult to separate the
parsing and code generation phases).

Lexical analysis is the process of breakingvda string of characters, representing tkgression to
compile, into a sequence tikensfor use by the parseiFor example, an xpression of the form "Maxf -
x <= $1c" contains ¥ie distinct tolens:

e MaxVal
e X

° <=

« $lc

Breaking any one of these tokens into smaller objects would destroy the intent of the expression-(e.g., con
verting MaxVal to "Max" and "Val" or converting "<=" into "<" and "="). The job of the lexical analyzer is

to break the string down into a sequence of constituent tokens and return this sequence of tokens to the
parser (generally one token at a time, as the parser requests new tokens). Another task for the 4exical ana
lyzer is to remove any extra white space from the string of symbols (since expressions may generally contain
an arbitrary amount of white space).

Fortunately, it is easy to extract the next available token in the input string by skipping all white space
characters and then look at the current character. Identifiers always begin with an alphabetic character or an
underscore, numeric values always begin with a decimal digit, a dollar sign ("$"), or a percent sign ("%").
Operators always begin with the corresponding punctuation character that represents the operator. There are
only two major issues here: how do we classify these tokens and how do we differentiate two or more dis-
tinct tokens that start with the same character (e.g., "<", "<=", and "<>")? Fortunately, HLA's compile-time
functions provide the tools we need to do this.

Consider the declaration of th82epr macro:
#macro u32expr( reg, expr ):sexpr;
Theexpr parameter is axeobject representing thagression to compileThe sexpr local symbol will

contain the string equalent of this tet expression.The macro translates thextexpr object to a string with
the folloving statement:

?sexpr = @tring: expr;

From this point fonard, the macro works with the stringsexpr

The lexer macro (compile-time function) handles th&ital analysis operationThis macro gpects a
single string parameter from which itteacts a single tan and remees the string associated with that
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token from the front of the string. oF example, the follaving macro irvocation returns "2" as the function
result and leges "+3" in the parameter stringti2Lex):

?str2lex = "2+3";

?TokenResult := lexer( str2Lex );

Thelexerfunction actually returns a little more than the stringitacts from its parametefhe actual
return \alue is a record constant that has thendefi:

t okType:
record

| exere: string;
t okd ass: t okEnum

endr ecor d;

Thelexemefield holds that actual string (e.g., "2" in thimmple) that théexer macro returnsThetok-
Classfield holds a small numeriaiue (see theokEnumenumerated data type) that spesfthat type of
the tolen. In this gample, the call téexer stores the alueintconstinto thetokClassfield. Haiing a single
value (like intcons) when thdexemecould tale on a lage number of diérent forms (e.g., "2", "3", "4", ...)
will help male the parser easier to writ&he call to leer in the preious exkample produces the folling
results:

str2lex : "+3"
TokenResul t. | exene: "2"
TokenResul t .t okd ass: intconst

A subsequent call toxer, immediately after the call abe, will process the x¢ available character in
the string and return the follong values:

str2lex : "3"
TokenResul t. | exene: "+"
TokenResul t. tokd ass: pl usQp

To see har lexer works, consider therft few lines of theexer macro:

#macro | exer( input ):thelLexeme, bool Resul t;

?t heLexene: stri ng; // Holds the string we scan.
?bool Resul t : bool ean; I/ Used only as a dummy val ue.

/1l Check for an identifier.

#i f( @eekGCset( input, toklstlDChar ))
/1 1f it began with a legal ID character, extract all
/1 1D characters that follow The extracted string
/1 goes into "theLexene" and this call al so renoves
/'l those characters fromthe input string.

?bool Resul t : = @neQ MreCset ( input, toklDChars, input, thelLexene );

/1l Return a tokType constant with the identifier string and
/1 the "identifier" token val ue:

tokType: [ theLexere, identifier ]

/] Check for a decinal nuneric constant.
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#el sei f ( @eekCset( input, digits ))

The real vork beagins with the #IF statement where the code use§tpeekCsefunction to see if the
first character of thimputparameter is a member of ttek1stiIDCharset (which is the alphabetic characters
plus an underscore, i.e., the set of character that may appear &st tteafacter of an idengfi). If so, the
code eecutes the@oneOrMoeCsetfunction to tract all leyal identifier characters (alphanumerics plus
underscore), storing the result in ttihelLeemestring \ariable. Note that this function call @oneO¥r
MoreCsetalso remwees the string it matches from the front of tijgut string (see the description @one
OrMoreCsetfor more details).This macro returns a tolgfpe result by simply specifyingtakType constant
containingtheLexemeand the enum constaidentifier.

If the first character of the input string is not in thklstiIDCharset, then théexer macro checks to see
if the first character is adal decimal digit. If so, then this macro processes that string of digits in a manner
very similar to identigrs. The code handles kadecimal and binary constants in a simitstfion. About
the only thing gciting in the whole macro is theay it differentiates to&ns that bgin with the same sym
bol. Once it determines that a éskbegjins with a character common tosreeal lexemes, it callg@matdStr
to attempt to match the longer &is before settling on the shorterdme (i.e.]Jexer attempts to match "<="
or "<>" before it decides theXdeme is just "<"). Other than this complication, the operation of iz Ile
really quite simple.

The operation of the parser/code generation phases is a bit morex;aapéxially since these macros
are indirectly recurse; to simplify matters we wilb@lore the parser/code generator in a bottomagp f
ion.

The parser/code generator phases consist of four separate rda@osis, doMulOps, doAddOpnd
doCmpOps The reason for these four separate macros is to handle fivemlifprecedences of the arith
metic operators and the parenthesAs. explanation of hav these four macros handle thefeliént arith
metic precedences isymnd the scope of thisxe we'll just look at hav these four macros do their job

ThedoTermsmacro is responsible for handling idemii, numeric constants, and sxfressions sur
rounded by parenthese$he single parameter is the current input string whase(fion-blank) character
sequence is an idenéfj constant, or parentheticalression. Here is the fullxefor this macro:

#macro doTerns( expr ):terniToken;
/1 Begin by renoving any | eading white space fromthe string:
?expr 1= @rin{ expr, 0);
/1 Ckay, call the lexer to extract the next token fromthe input:
?t ernToken: t okType : = | exer( expr );
/!l See if the current token is an identifier. |f so, assune that
// it’s an uns32 identifier and emt the code to push its val ue onto
/1l the stack.

# f( ternmToken.tokd ass = identifier )

/1 1f we've got an identifier, enit the code to
/1l push that identifier onto the stack.

push( @ext ( ternloken. | exene ));

/1 1f it wasn't an identifier, see if it’s a nuneric constant.
/1 1f so, emt the code that will push this value onto the stack.
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#el sei f ( ternToken.tokd ass = intconst )

/1 If we've got a constant, emt the code to push
/1 that constant onto the stack.

pushd( @ext ( terniToken.|exene ) );

/1 1f it’s not an identifier or an integer constant, see if it’'s

/'l a parenthesized subexpression. |f so, invoke the doOwpQps nacro

/1 to do the real work of code generation for the subexpression.

// The call to the doOnpQps nacro emts all the code needed to push

/1l the result of the subexpression onto the stack; note that this

// macro doesn’'t need to enmt any code for the parenthetical expression,
/1 all the code enission is handl ed by doOwpQps.

#el sei f ( ternToken.tokd ass = | paren )

/1 1f we've got a parenthetical expression, emt
/1 the code to | eave the parenthesized expression
/1l sitting on the stack.

doOmpQps( expr );

/1 W nust have a closing right parentheses after the subexpression.
/1 Skip any white space and check for the closing ")" here.

?expr := @rin( expr, 0);
?t ernToken: t okType : = |l exer( expr );
#i f( ternWoken.tokd ass <> rparen )

#error( "Expected closing parenthesis: " + ternfoken.|exene )

#endi f

/1 1f we get to this point, then the | exer encountered sorethi ng besi des
I/l an identifier, a nuneric constant, or a parenthetical expression.

#el se
#error( "Unexpected term '" + ternioken.|exenme + "'" )

#endi f

#endnacr o;

The doTermsmacro is responsible for leiag a single item sitting on the top of the 80x86 hamaw
stack. That stack item is either thalue of aruns32identifier, the \alue of aruns32expression, or thealue
left on the stack via a parenthesized spbession.The important thing to remember is that you can think of
doTermsas a function that emits code thatviesa single item on the top of the 80x86 stack.

The doMulOpsmacro handlesx@ressions consisting of a single term (items handled bygdfierms
macro) optionally follaved by zero or more pairs consisting of a multipli@tperator ("*" or "/") and a
second term. It is especially important to remember thatdhilOpsmacro does not require the presence
of a multiplicatve operator; it will Igally process a single term (idengifinumeric constant, or parentheti
cal xpression). If one or more multipliceéi operator and term pairs are presentdtitddulOpsmacro will
emit the code that will multiply thealues of the tw terms together and push the result onto the stack. E.g.,
consider the follwing:

X*5
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Since there is a multiplicat operator present ("*"), tteloMulOpsmacro will calldoTermsto process
the two terms (pushing and therY onto the stack) and then theMulOpsmacro will emit the code to mul
tiply the two values on the stack fgag their product on the stackihe complete code for trdoMulOps
macro is the follwing:

#macro doMil Qps( sexpr ):opToken;

/1 Process the leading term(not optional). Note that
// this expansion | eaves an itemsitting on the stack.

doTernms( sexpr );

/'l Process all the MLCPs at the current precedence |evel.
Il (these are optional, there nay be zero or nore of them)
// Begin by renmoving any | eading white space.

?sexpr 1= @rin( sexpr, 0);
#whil e( @eekCset ( sexpr, Ml Qps ))

/1 Save the operator so we know what code we shoul d
/1l generate later.

?opToken : = | exer( sexpr );
/1 CGet the termfollow ng the operator.
doTerns( sexpr );

/1 Ckay, the code for the two terns is sitting on

/1l the top of the stack (left operand at [esp+4] and
/1 the right operand at [esp]). Emt the code to
/1 performthe specified operation.

#i f( opToken. | exene = "*" )

// For multiplication, conpute
Il [espt+4] = [esp] * [esp+4] and
/1 then pop the junk off the top of stack.

pop( eax );
mul ( (type dword [esp]) );
mov( eax, [esp] ):

#el sei f ( opToken. |l exene = "/" )

/1 For division, conpute
Il [esp+4] = [esp+4] / [esp] and
/1 then pop the junk off the top of stack.

nov( [esp+4], eax );
xor ( edx, edx );

div( [esp], edx:eax );
pop( edx );

nmov( eax, [esp] );

#endi f
?sexpr 1= @rin( sexpr, 0);

#endwhi | e

#endnmacr o;
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Note the simplicity of the code generatiofhis macro assumes th@ddTermshas done its job leing
two values sitting on the top of the stackherefore, the only code this macro has to generate is the code to
pop these te values of the stack and them multiply ondlile them, depending on the actual operator that is
present.The code generation uses the sequences appearing earlier in this section.

The doAddOpsaanddoCmpOpsnacros werk in a manner nearly identical to doMulOpEhe only dif
ference is the operators these macros handle (and, of course, the cody therte¢hete). Seerogram 9.7
below, for details concerning these macros.

Once weve got the Iger and the four parser/code generation macros written, writing3&epr macro
is quite easyAll that u32epr needs to do is call trdoCmpOpsnacro to compile thexgression and then
pop the result éfthe stack and store it into the destinatiogister appearing as thedi operand. This
requires little more than a single POP instruction.

About the only thing interesting in tB2epr macro is the presence of the RETURNS stateniEnis
HLA statement tads the follaving form:

returns( { statenents }, string_expression)

This statement simply compiles the sequence of statements appearing between the bracestin the fi
operand and then it uses the secstnithg_epressionoperand as the "returnsalue for this statements
you may recall from the discussion of instruction composition ( sestruction Composition in HLAon
page558), HLA substitutes the "returns'aiue of a statement in place of that statement if it appears as an
operand to anothexpression.The RETURNS statement appearing in tB2epr macro returns the ges-
ter you specify as therit parameter as the "returngllve for the macro rocation. This lets you imoke the
u32e&pr macro as an operand to nyatifferent instructions (that accept a 32-bgister as an operand) .o~
example, the follaving u32epr macro ivocations are all gal:

nov( u32expr( eax, i*j+k/15 - 2), m);
if( u32expr( edx, eax < (ebx-2)*ecx) ) then ... endif;
funcCal | ( u32expr( eax, (x*x + y*y)/z*z ), 16, 2 );

Well, without further ado, herg'the complete code for thi2expr compiler and some test code that
checks out the operation of this macro:

/1 u32expr.hla

/1

/1 This program denonstrates howto wite an "expression conpiler"”
/1l using the HLA conpile-tine | anguage. This code defines a macro
/1 (u32expr) that accepts an arithmetic expression as a paraneter.
// This macro conpiles that expression into a sequence of H.A

/1 machi ne | anguage instructions that will conpute the result of
/1 that expression at run-tine.

/1
/1 The u32expr nacro does have some severe |imtations.
I/l First of all, it only support uns32 operands.

/1 Second, it only supports the followi ng arithnetic
/| operations:

/1

I+ -, % ], < <= > >= = <>

/1

/1 The conparison operators produce zero (false) or
/1 one (true) depending upon the result of the (unsigned)
/| conpari son.

/1

/1 The syntax for a call to u32expr is

/1

/1 u32expr( register, expression )
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/1

/1 The macro conputes the result of the expression and

// leaves this result sitting in the register specified

// as the first operand. This register overwites the

/1 values in the EAX and EDX registers (though these

I/l two registers are fine as the destination for the

Il result).

/1

/1 This nmacro also returns the first (register) paraneter
// as its "returns" value, so you rmay use u32expr anywhere
// a 32-bit register is legal, e.g.

/1

/1 i f( u32expr( eax, (i*3-2) <j )) then

/1

11 << do something if (i*3-2) <j >>

/1

/1 endi f;

/1

// The statenent above conputes true or false in EAX and the
/1 "if" statement processes this result accordingly.

pr ogr am Test Expr ;
#i ncl ude( "stdlib. hhf" )

/1 Some special character classifications the |exical analyzer uses.
const

I/ toklstlDChar is the set of |egal characters that
/1l can begin an identifier. toklDChars is the set
/1 of characters that may followthe first character
/1 of an identifier.

tokistIDChar :={ 'a..'z', 'A..'Z, }
toklDChars :={ 'a'..'z", "A..'Z, '0".."9, ' ' };

/1 digits, hexDigits, and binDigits are the sets

/1 of characters that are legal in integer constants.
/1 Note that these definitions don't allow underscores
/1l in nunbers, although it would be a sinple fix to

I/l allowthis

digits :={ '0"..'9
hexDigits :={ '0".."
binDigits :={ "0 .."

[l OwpQps, PlusQps, and Mil Qps are the sets of
/'l operator characters legal at three |levels
/1 of precedence that this parser supports
Qplps = { >, <, =, )
PlusQos :={ "+, '-' };

Mil Qs = { "*', '"/" };

type
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/1 tokEnum

11

/1 Data values the | exical analyzer returns to quickly
// determne the classification of a | exeme. By

I/ classifying the token with one of these val ues, the
|/ parser can nore quickly process the current token.
/1 1.e., rather than having to conpare a scanned item

/1l against the two strings "+" and "-", the parser can
/1 sinply check to see if the current itemis a "plusQ"
/1 (which indicates that the | exene is "+" or "-").

/1 This speeds up the conpilation of the expression since
/1 only half the conparisons are needed and they are
/1 sinple integer conparisons rather than string conparisons.

t okEnum enum
{
identifier,
i nt const,
| par en,
r par en,
pl usQp,
mul O,
cnp@p

/1 tokType-

Il

/1 This is the "token" type returned by the |exical analyzer.
/1 The "l exene" field contains the string that natches the

I/ current itemscanned by the lexer. The "tokd ass" field
/'l contains a generic classifcation for the synbol (see the
/'l "tokEnunt type above).

t okType:
record

| exere: string;
t okd ass: t okEnum

endr ecor d;

| exer -

This is the lexical analyzer. n each call it extracts a
lexical itemfromthe front of the string passed to it as a
paraneter (it also renoves this itemfromthe front of the
string). |If it successfully matches a token, this nmacro
returns a tokType constant as its return val ue.

macro | exer( input ):thelLexene, bool Result;

?t heLexene: stri ng; // Holds the string we scan.
?bool Resul t : bool ean; /1 Used only as a dummy val ue.

/] Check for an identifier.

# f( @eekCset( input, toklstlDChar ))
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/1 1f it began with a legal ID character, extract all
/1 1D characters that follow The extracted string
/1 goes into "theLexene" and this call al so renoves
/1 those characters fromthe input string.

?bool Result : = @neQ MoreCset (i nput, toklDChars, input, thelLexene );

/1l Return a tokType constant with the identifier string and
/1 the "identifier" token val ue:

tokType: [ theLexere, identifier ]

/1 Check for a decinal nuneric constant.
#el sei f ( @eekCset( input, digits ))
/1 1f the current itembegan with a decimal digit, extract
/1 all the following digits and put theminto "theLexene".
/1 A'so renove these characters fromthe input string.
?bool Result := @neOr MreCset( input, digits, input, theLexeme );

/1 Return an integer constant as the current token.

tokType: [ theLexere, intconst ]

/1 Check for a hexadeci mal nureric constant.
#el sei f ( @eekChar( input, '$ ))
/1 1f we had a "$" synbol, grab it and any foll ow ng
/1 hexadecinmal digits. Set boolResult true if there
/1 is at |east one hexadecinal digit. As usual, extract
/1 the hex value to "theLexenme" and renove the val ue
/1 fromthe input string:

?bool Result := @neChar( input, '$, input ) &
@neQ MoreCset (i nput, hexDigits, input, thelLexere );

/1 Returns the hex constant string as an intconst object:

tokType:[ '$ + thelLexene, intconst ]

/1 Check for a binary nuneric constant.
#el sei f ( @eekChar( input, "% ))

/] See the comments for hexadeci mal constants. This bool ean
/1 constant scanner works the sane way.

?bool Result := @neChar( input, '%, input ) &

@neO MoreGCset ( input, binDigits, input, thelLexene );
tokType:[ "% + thelLexene, intconst ]
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// Handle the "+" and "-" operators here.
#el sei f ( @eekCset ( input, Pl usQps ))

[l 1f it was a "+" or "-" sign, extract it fromthe input
/1 and return it as a "plusQ" token.

?bool Result := @neGCset ( input, PlusQps, input, thelLexene );
t okType: [ theLexere, plusQ ]

// Handle the "*" and "/" operators here.
#el sei f ( @eekCset ( i nput, Mil Qps ))

[l 1f it was a "*" or "/" sign, extract it fromthe input
/1 and return it as a "ml " token.

?bool Result := @neCset ( i nput, Mil Qos, input, thelLexene );
t okType: [ theLexere, nul @ ]

// Handle the "=" ("=="), "<>" ("I="), "<", "<=", ">" and ">="
/] operators here.

#el sei f ( @eekCset ( i nput, Ompps ))

/1 Note that we nmust check for two-character operators
/1 first so we don't confuse themw th the single
/|l character opertors:

#if
(
@matchStr( input, ">=", input, thelLexene )
| @matchStr( input, "<=", input, thelLexene )
| @atchStr( input, "<>", input, thelLexene )
)
tokType: [ theLexene, cnp ]
#el seif( @atchStr( input, "!'=", input, thelLexene ))
tokType: [ "<>", cnpQ ]
#elseif( @matchStr( input, "==", input, thelLexene ))
tokType:[ "=", cnpQp ]
#el sei f( @neCset( input, {'>', '<, '=}, input, thelLexene ))
tokType: [ theLexene, cnp( ]
tel se
#error( "Illegal conparison operator: " + input )
#endi f
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// Handl e the parentheses down here.
#el sei f ( @neChar( input, '(', input, theLexere ))
tokType:[ "(", |paren ]
#el sei f( @neChar( input, ")', input, theLexene ))

tokType:[ ")", rparen ]

I/l Anything else is an illegal character.

#el se
#error
(
"Illegal character in expression: '" +
@ubstr( input, 0, 1) +
na ($II +
string( dword( @ubstr( input, 0, 1))) +
)
2input 1= @ubstr( input, 1, @ength(input) - 1);
#endi f
endnacr o;

/1 Handl e identifiers, constants, and sub-expressions wthin
/|l paretheses within this nacro.

/1

/1 terms->identifier | intconst | '(' OwpQps ')’

/1

/1 This conpile tine function does the follow ng:

11

/1 (1) If it encounters an indentifier, it emts the

/1 follow ng instruction to the code stream

/1

/1 push( identifier );

/1

/1 (2) If it encounters an (unsigned) integer constant, it emts
/1 the following instruction to the code stream

/1

/1 pushd( constant_val ue );

/1

/1 (3) If it encounters an expression surrounded by parentheses,
/1 then it enits whatever instruction sequence i s necessary
/1 to |l eave the value of that (unsigned integer) expression
/1 sitting on the top of the stack.

/1

/1 (4) If the current |lexene is none of the above, then this

/1 nmacro prints an appropriate error nessage.

11

/1 The end result of the execution of this macro is the enission
/1 of some code that |eaves a single 32-bit unsigned val ue sitting
/1 on the top of the 80x86 stack (assum ng no error).
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nmacr o doTerns( expr ):terniToken;

?expr 1= @rin( expr, 0);
?t ernToken: t okType : = | exer( expr );
#i f( ternToken.tokd ass = identifier )

/1 1f we've got an identifier, ent the code to
/1 push that identifier onto the stack.

push( @ext ( ternToken. | exene ));
#el sei f ( ternToken.tokd ass = intconst )

/1 1f we've got a constant, emt the code to push
/1 that constant onto the stack.

pushd( @ext( ternToken.|exene ) );
#el sei f ( ternToken.tokd ass = | paren )

/1 1f we've got a parenthetical expression, emt
/1 the code to | eave the parenthesized expression
/1l sitting on the stack.

doOnpQps( expr );

?expr := @rin( expr, 0);

?t ernToken: t okType : = | exer( expr );
#i f( ternWoken.tokd ass <> rparen )

#error( "Expected cl osing parenthesis: " + ternToken.|exene )
#endi f
#el se
#error( "Unexpected term '" + ternioken.|lexeme + "'" )
#endi f
endnacr o;

/1 Handle the multiplication, division, and nmodul o operations here.
/1

/1 Ml Qps-> terns ( mul Qp terns )*

/1

/| The above grammar production tells us that a "Ml Qps" consists

/1 of a "terns" expansion followed by zero or nore instances of a

/1 "mul op" followed by a "terns" expansion (like wldcard fil enane

/1 expansions, the "*" indicates zero or nore copies of the things

/1 inside the parentheses).

/1

// This code assunes that "terns" |eaves whatever operands/expressions
// it processes sitting on the 80x86 stack at run tinme. |If thereis
/1 a single term(no optional mul Q/termfollow ng), then this code
/1 does nothing (it |eaves the result on the stack that was pushed
/1 by the "terms" expansion). |If one or more mul Qp/terns pairs are
/1l present, then for each pair this code assumes that the two "terns"
/| expansions |eft sone value on the stack. This code wll pop
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11
11
11
11
/1
11
11
11
11
11
/1
11
11
11
11
11
/1
11
11
11
11
11
/1
11
11
11

those two val ues off the stack and multiply or divide themand
push the result back onto the stack (sort of |ike the way the
FPU mul tiplies or divides values on the FPU stack).

If there are three or nore operands in a row, separated by

mulops ("*" or "/") then this macro will process themin

a left-to-right fashion, popping each pair of values off the
stack, operating on them pushing the result, and then processing
the next pair. Eg.,

i *k
yi el ds:

push( i ); [/ Fromthe "terns" macro.
push( j ); [/ Fromthe "terns" macro.

pop( eax ); // Conpute the product of i¥*j
mul ( (type dword [esp]));
nmov( eax, [esp]);

push( k ); // Fromthe "terns" macro.

pop( eax ); /1 Pop K
mul ( (type dword [esp])); // Conpute K* (i*j) [i*j is value on TCH].
nov( eax, [esp]); // Save product on TCS.

macr o doMul Qps( sexpr ):opToken;
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Il Process the leading term(not optional). Note that
/'l this expansion | eaves an itemsitting on the stack.

doTerns( sexpr );

Il Process all the MLOPs at the current precedence |evel.
Il (these are optional, there may be zero or nore of them)

?sexpr 1= @rin( sexpr, 0);
#whi |l e( @eekCset ( sexpr, Mil Qps ))

/1 Save the operator so we know what code we shoul d
/1l generate later.

?opToken : = | exer( sexpr );
/1 Get the termfollow ng the operator.
doTerns( sexpr );
/1 Ckay, the code for the two terns is sitting on
/1l the top of the stack (left operand at [esp+4] and
/1l the right operand at [esp]). Emt the code to
/1l performthe specified operation.
#i f( opToken. | exeme = "*" )
// For multiplication, conpute

Il [esp+4] = [esp] * [esp+4] and
/1 then pop the junk off the top of stack.
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pop( eax );
mul ( (type dword [esp]) );
mov( eax, [esp] ):

#el sei f ( opToken. |l exene = "/" )

/1 For division, conpute
Il [esp+4] = [esp+4] / [esp] and
/1 then pop the junk off the top of stack.

nov( [esp+4], eax );
xor ( edx, edx );

div( [esp], edx:eax );
pop( edx );

mov( eax, [esp] );

#endi f
?sexpr 1= @rin( sexpr, 0);

#endwhi | e

endnacr o;

/1 Handl e the addition, and subtraction operations here.

/1

/1 AddQps-> Mul Qps ( addQp Mul Ops ) *

/1

// The above granmmar production tells us that an "AddQps" consists
/1 of a "Ml Qps" expansion followed by zero or nore instances of an
/1 "add" followed by a "Ml (ps" expansi on.

/1

/1 This code assunmes that "Ml Qps" |eaves what ever operands/ expressi ons
/1 it processes sitting on the 80x86 stack at run tine. |If thereis
// a single Mul Qos itemthen this code does nothing. If one or nore
/1 addQp/ Mul Ops pairs are present, then for each pair this code

/1 assumes that the two "Mil Qps" expansions |eft some value on the
// stack. This code will pop those two values off the stack and

// add or subtract themand push the result back onto the stack.

nmacr o doAddQps( sexpr ):opToken;
/'l Process the first operand (or subexpression):
doMul Qps( sexpr );
I/l Process all the ADDOPs at the current precedence |evel.

?sexpr 1= @rin( sexpr, 0);
#whil e( @eekCset ( sexpr, PlusQps ))

/1 Save the operator so we know what code we shoul d
/1l generate later.

?opToken : = | exer( sexpr );
/1 Get the Mul @ follow ng the operator.

doMil Qps( sexpr );

Beta Draft - Do not distribute © 2001, By Randall Hyde Pagel051



Chapter Nine

/1 Ckay, enmit the code associated with the operator.

#i f( opToken. |l exeme = "+" )

pop( eax );

add( eax, [esp] );

#el sei f ( opToken. | exene = "-" )

pop( eax );

sub( eax, [esp] );

#endi f

#endwhi | e

endnacr o;

11
/1
11
11
11
11
11
/1
11
11
11
11
11
/1
11

Handl e the conpari son operations here.

OpQps-> adds ( cnpQp AddCps ) *

Volume Five

The above grammar production tells us that a "OnpQps" consists
of an "AddQps" expansion fol |l owed by zero or nore instances of an
"cnp" followed by an "AddQps" expansi on.

This code assunes that "Ml Qps" | eaves what ever operands/ expressi ons

it processes sitting on the 80x86 stack at run tine.

a single Mulps itemthen this code does not hing.
addQp/ Mil Ops pairs are present, then for each pair this code
assunes that the two "Ml Qps" expansions |eft some val ue on the

st ack.

If there is
If one or nore

This code will pop those two val ues off the stack and

add or subtract themand push the result back onto the stack.

nmacro doCnmpQps( sexpr ):opToken;
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I/ Process the first operand:

doAddQps( sexpr );

/'l Process all the CMPCPs at the current precedence |evel.

?sexpr
#whi | e( @eekCset ( sexpr,

= @rin( sexpr, 0);

Qs ))

/1 Save the operator for the code generation task |ater.

?opToken : = | exer( sexpr );

/1l Process the itemafter the conparison operator.

doAddCps( sexpr );

/1 Cenerate the code to conpare [esp+4] against [esp]
/1 and leave true/false sitting on the stack in place

/1 of these two operands.
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#i f( opToken. | exene = "<" )

pop( eax );

cnp( [esp], eax );
setb( al );

novzx( al, eax );
mov( eax, [esp] );

#el sei f ( opToken. | exene = "<=" )
pop( eax );
cnp( [esp], eax );
setbe( al );

movzx( al, eax );
mov( eax, [esp] );

#el sei f ( opToken. | exene = ">" )

pop( eax );

cnp( [esp], eax );
seta( al );

novzx( al, eax );
nov( eax, [esp] );

#el sei f( opToken. | exene = ">=" )

pop( eax );

cnp( [esp], eax );
setae( al );
novzx( al, eax );
nmov( eax, [esp] );

#el sei f ( opToken. | exene = "=")
pop( eax );
cnp( [esp], eax );
sete( al );

movzx( al, eax );
nmov( eax, [esp] );

#el sei f ( opToken. | exeme = "<>" )

pop( eax );

cnp( [esp], eax );
setne( al );
novzx( al, eax );
nov( eax, [esp] );

#endi f
#endwhi | e

endnacr o;

/1 General nacro that does the expression conpliation
/1 The first paraneter nust be a 32-bit register where
// this macro will leave the result. The second paraneter
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// is the expression to conpile. The expression conpiler

/1 will destroy the value in EAX and nay destroy the val ue
/1 in EDX (though EDX and EAX nmake fine destination registers
// for this nmacro).

/1

/1 This macro generates poor nachine code. It is nore a

/1 "proof of concept" rather than sonething you shoul d use
// all the time. Nevertheless, if you don't have serious

// size or time constraints on your code, this nacro can be
// quite handy. Witing an optinizer is left as an exercise
// to the interested reader.

nacro u32expr( reg, expr):sexpr;
/'l The "returns" statement processes the first operand
/1 as a normal sequence of statements and then returns
/1 the second operand as the "returns" value for this

/1 macro.

returns

(
{

?sexpr:string := @tring: expr;
#if( ' @sReg32( reg ) )

#error( "Expected a 32-bit register" )
#el se

Il Process the expression and | eave the
/1l result sitting in the specified register.

doOnpQps( sexpr );
pop( reg );

#endi f
I

/1 Return the specified register as the "returns"”
/1 value for this conpilation:

@tring:reg

endnacr o;

/1 The follow ng main program provi des sonme exanpl es of the
/1 use of the above macro:

static
X:uns32;
v:uns32 := 5;

begi n Test Expr;
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nov( 10, x );

nov( 12, ecx );

/1 Conput e:

/1

/1 edi :=(x*3/v + %010 == 16) + ecx;
11

/1 This is equivalent to:

11

/1 edi :=(10*3/5 + 94010 == 16) + 12
/1 = ( 30/5 + %4010 == 16) + 12
Il =( 6 + 10 == 16) + 12

11 =( 16 == 16) + 12

11l =(1) +12

11 =13

Il

/1 This macro invocation ents the foll ow ng code:
/1

Il push(x);

/1 pushd(3);

11 pop(eax);

/1 mul( (type dword [esp]) );
/Il mov( eax, [esp] );
Il push( v );

Il mov( [esp+4], eax );
/'l xor edx, edx

/1 div( [esp], edx:eax );
/1 pop( edx );

/Il mov( eax, [esp] );
/1 pushd( 10 );

/1 pop( eax );

/1 add( eax, [esp] );
/1 pushd( 16 );

Il pop( eax );

/1 cnp( [esp], eax );
/Il sete( al );

/Il movzx( al, eax );

Il nov( eax, [esp+0] );
/1 push( ecx );

Il pop( eax );

// add( eax, [esp] );
Il pop( edi );

u32expr( edi, (x*3/v+%4010 == 16) + ecx );
stdout.put( "Sum=", (type uns32 edi), nl );

/1 Now conput e:

/1

/] eax := x + ecx/2
/1 =10 + 12/2
/1 =10 + 6

/1 = 16

/1

/1 This nmacro enmits the follow ng code:
Il

/1 push( x );

Il push( ecx );

/1 pushd( 2 );

© 2001, By Randall Hyde
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11
Il
Il
Il
11
11
11
Il

nov(
xor (
di v(
pop(
mov(
pop(
add(
pop(

[esp+4], eax );
edx, edx );
[esp], edx:eax )
edx );

eax, [esp] );
eax );

eax, [esp] );
eax );

u32expr( eax, x+ecx/2);

stdout. put ( "x=", X,

stdout.put( "x+ecx/2 =",

Il
11
11
11
Il
Il
Il
11
11
11
Il
Il
Il
11
11
11
Il
Il
Il
11
11
11

" ecx=",

(type uns32 ecx), " v=", v, nl );
(type uns32 eax ), nl );

Now determne if (x+ecx/2) < v
(it is not since (x+ecx/2)=16 and v = 5.)

This nmacro invocation emts the follow ng code:

push( x );

push( ecx );

pushd( 2 );

nov( [esp+4], eax );
xor( edx, edx );
div( [esp], edx:eax )
pop( edx );

mov( eax, [esp] );
pop( eax );

add( eax, [esp]);
push( v );

pop( eax );

cnp( eax, [esp+0] );
setb( al );

movzx( al, eax );
nov( eax, [esp+0] );
pop( eax );

i f( u32expr( eax, x+ecx/2 <v ) ) then

stdout. put ( "x+ecx/2 < v" nl );

el se

stdout. put ( "x+ecx/2 >= v" nl );

endi f;

end Test Expr;

Volume Five

Program 9.7

Uns32 Expression Compiler
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9.4  Putting It All Together

The ability to e&tend the HLA language is one of the mostvpdul features of the HLA language. In
this chapter you got tocplore the use of seral tools that ally you to extend the base languagglthough
a complete treatise on language design and implementatioyoischine scope of this chaptéurther study
in the area of compiler construction will help you learav nechniques forxdending the HLA language.
Later wlumes in this tet, including the wlume on adanced string handling, will #er additional topics of
interest to those whoamt to design and implement thewrmlanguage constructs.
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