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Introduction to Character Strings Chapter Two

2.1

Chapter Overview

This chapter discussesviado declare and use character strings in your proghafinge not a complete
treatment of this subject (additional material appears later in s tieis chapter will preide suficient
information to allev basic string manipulation within your HLA programs.

2.2 Composite Data Types
Composite data types are those that ailt bp from other (generally scalar) data typEsis chapter
will cover one of the more important composite data types — the characterssstrigg is a good>ample
of a composite data type — it is a data structuik bp from a sequence of indilual characters and some
other data.
2.3  Character Strings

After integer \alues, character strings are probably the most popular data type that modern programs
use. The 80x86 does support a handful of string instructionstiese instructions are really intended for
block memory operations, not a specifnplementation of a character stringherefore, this section will
concentrate mainly on the HLA deffion of character strings and also discuss the string handling routines
available in the HLA Standard Library

In general, aharacter stringis a sequence &SCII characters that possesses twain attriltes: a
lengthand thecharacter data Different languages use f@ifent data structures to represent stringsbet
ter understand the reasoning behind HLA strings, it is probably instruotiook at tw different string rep
resentations popularized bgnous high lgel languages.

Without questionzeio-terminated stringsre probably the most common string representation in use
today because this is the watistring format for C/C++ and programs written in C/CAtzero terminated
string consists of a sequence of zero or NA8€Il characters ending with a byte containing zeror F
example, in C/C++, the string “abc” requires four characters: the three characters ‘a’, ‘b’, folldvweed
by a byte containing zerd\s youll soon see, HLA character strings are apss compatible with zero ter
minated strings, Ut in the meantime you should note that itésyveasy to create zero terminated strings in
HLA. The easiest place to do this is in théABIT section using code kkthe follaving:

static
zeroTerm natedString: char; @ostorage;
byte “This is the zero termnated string”, O;

Rememberwhen using the @NOSTORAGE option, no space is actually reserved for a variable declaration,
so thezeroTerminatedStringariable’s address in memory corresponds to the first character in the following
BYTE directive. Whenever a character string appears in the BYTE directive as it does here, HLA emits each
character in the string to successive memory locations. The zero value at the end of the string properly ter
minates this string.

Zero terminated strings have two principle attributes: they are very simple to implement and the strings
can be any length. On the other hand, zero terminated string haves a few drawbacks. First, though not usu-
ally important, zero terminated strings cannot contain the NUL character (whose ASCII code is zero). Gen-
erally, this isn’t a problem, but it does create havoc once in a great while. The second problem with zero
terminated strings is that many operations on them are somewhat inefficient. For example, to compute the
length of a zero terminated string you must scan the entire string looking for that zero byte (counting each
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character as you encounter if)he folloving program fragment demonstratesvtto compute the length of
the string abee:

nov( &zeroTerninatedString, ebx );
nov( 0, eax );
while( (type byte [ebx]) <> 0 ) do

inc( ebx );
inc( eax );

endwhi | e;
// String length is nowin EAX

As you can see from this code, the time itetako compute the length of the string is proportional to the
length of the string; as the string gets longer it will take longer to compute its length.

A second string formatength-pefixed stringsovercomes some of the problems with zero terminated
strings. Length-prefed strings are common in languages Hascal; thg generally consist of a length byte
followed by zero or more charactalwes. The fist byte specifis the length of the string, the remaining
bytes (up to the speati length) are the character data itself. In a lengthxpoeEcheme, the string “abc”
would consist of the four bytes $03 (the string length) ¥adid by ‘a’, ‘b’, and ‘c’. You can create length
prefixed strings in HLA using code Ekthe follaving:

dat a
| engt hPrefixedString: char;
byte 3, “abc”;

Counting the characters ahead of time and inserting them into the byte statemerst,dasevhere, may
seem like a major pain. Fortunately, there are ways to have HLA automatically compute the string length for
you.

Length-prefixed strings solve the two major problems associated with zero-terminated strings. It is pos-
sible to include the NUL character in length-prefixed strings and those operations on zero terminated strings
that are relatively inefficient (e.g., string length) are more efficient when using length prefixed strings. How-
ewer, length prefixed strings suffer from their own drawbacks. The principal drawback to length-prefixed
strings, as described, is that they are limited to a maximum of 255 characters in length (assuming a one-byte
length prefix).

HLA uses an expanded scheme for strings that is upwards compatible with both zero-terminated and
length-prefixed strings. HLA strings enjoy the advantages of both zero-terminated and length-prefixed
strings without the disadvantages. In fact, the only drawback to HLA strings over these other formats is that
HLA strings consume a few additional bytes (the overhead for an HLA string is nine bytes compared to one
byte for zero-terminated or length-prefixed strings; the overhead being the number of bytes needed above
and beyond the actual characters in the string).

An HLA string value consists of four components. The first element is a double word value that speci-
fies the maximum number of characters that the string can hold. The second element is a double word value
specifying the current length of the string. The third component is the sequence of characters in the string.
The final component is a zero terminating byte. You could create an HLA-compatible string in the STATIC
section using the following codte

static
dword 11;
dword 11;
TheString: char; @ostorage;
byte “Hell o there”;
byte O;

1. Actually, there are some restrictions on the placement of HLA strings in memory. This text will not cover those issues. Se
the HLA documentation for more details.
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Note that the address associated with the HLA string is the address ofttbledracter, not the maximum or
current length values.

“So what is the difference between the current and maximum string lengths?” you're probably wonder-
ing. Well, in a fixed string like the above they are usually the same. However, when you allocate storage for
a string variable at run-time, you will normally specify the maximum number of characters that can go into
the string. When you store actual string data into the string, the number of characters you store must be less
than or equal to this maximum value. The HLA Standard Library string routines will raise an exception if
you attempt to exceed this maximum length (something the C/C++ and Pascal formats can't do).

The terminating zero byte at the end of the HLA string lets you treat an HLA string as a zero-terminated
string if it is more efficient or more convenient to do so. For example, most calls to Windows and Linux
require zero-terminated strings for their string parameters. Placing a zero at the end of an HLA string
ensures compatibility with Windows, Linux, and other library modules that use zero-terminated strings.

2.4  HLA Strings

As noted in the préous section, HLA strings consist of four components: a maximum length, a current
string length, character data, and a zero terminating byte/eigg HLA never requires you to create string
data by manually emitting these components yourself. HLA is smart enough to automatically construct this
data for you wheneer it sees a string literal constant. So if you use a string constarthékfollaving,
understand that somere HLA is creating the foaomponent string in memory for you:

stdout. put( “This gets converted to a four-conponent string by HA" );

HLA doesnt actually work directly with the string data described in thevimes section. Instead,
when HLA sees a string object itnaglys works with apointerto that object rather than the object directly
Without question, this is the most importaattfto knev about HLA strings, and is the biggest source of
problems bginning HLA programmers lva with strings in HLA:strings ae pointes! A string \ariable
consumesyactly four bytes, the same as a pointer (becausa pointer!). Haing said all that, le tale a
look at a simple stringariable declaration in HLA:

static
StrVari abl e: string;

Since a string ariable is a pointeyou must initialize it before you can use Tthere are three general
ways you may initialize a stringaviable with a Igal string address: using static initializers, usingstred-
loc routine, or calling some other HLA Standard Library that initializes a string or returns a pointer to a
string.

In one of the static declaration sections thatalldtialized ariables (SATIC, and READONL) you
can initialize a stringariable using the standard initialization syntax, e.g.,

static
InitializedString: string := “This is ny string”;

Note that this does not initialize the striryiable with the string data. Instead, HLA creates the string
data structure (see the pi@us section) in a special, hidden, memorynsent and initializes thimitialized-
Stringvariable with the address of thesficharacter in this string (the “T” in “This"Remembestrings ae
pointeis! The HLA compiler places the actual string data in a read-only memgmyesg. Therefore, you
cannot modify the characters of this string literal at run-timeweder, since the stringariable (a pointer
remember) is in the static section, you can change the stiraple so that it points at tBfent string data.

Since string &riables are pointers, you can load thkig of a string ariable into a 32-bit gister The
pointer itself points at ther§it character position of the stringou can find the current string length in the
double vord four bytes prior to this address, you cam fihe maximum string length in the doublerds
eight bytes prior to this addresshe following program demonstrates onaywto access this data
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/1 Programto denonstrate accessing Length and Maxlength fields of a string.

program St r Deno;
#include( “stdlib.hhf” );

static
theString:string := “String of length 19”;

begi n Str Denv;

nov( theString, ebx ); // Get pointer to the string.

nov( [ebx-4], eax ); /] Get current length

nmov( [ebx-8], ecx ); /1 Get maxi mum | ength

st dout . put

(
“theString = *”, theString, “*”, nl,
“length( theString )= *“, (type uns32 eax ), nl,
“maxLength( theString )= *“, (type uns32 ecx ), nl

)

end StrDeno;

Program 2.1  Accessing the Length and Maximum Length Fields of a String

When accessing thesious felds of a string ariable it is not wise to access them usingdinumeric
offsets as done in thixample. In the future, the defion of an HLA string may change slightlyn partic
ular, the ofsets to the maximum length and leng#ids are subject to changa.safer vay to access string
data is to coerce your string pointer using shistrRecdata type.The str.strRecdata type is a record data
type (se€Records, Unions, and Name Spaces” on pig&f that defines symbolic names for thefsdéts of
the length and maximum lengtlelfis in the string data typé&\Vere the dkets to the length and maximum
length felds to change in a futurersion of HLA, then the defitions instr.strRecwould also change, so if
you usestr.strRecthen recompiling your programownld automatically makary necessary changes to your
program.

To use thestr.strRecdata type properlyyou must fist load the string pointer into a 32-bigigter e.g.,
“MOV( SomeString, EBX );” Once the pointer to the string data is igiateg you can coerce thatgister
to thestr.strRecdata type using the HLA construct “(typestitRec [EBX])”. Finallyto access the length or
maximum length @lds, you wuld use either “(type sstrRec [EBX])length” or “(type ststrRec
[EBX]).MaxStrLen” (respectiely). Although there is a little more typingviolved (\ersus using simple fof
sets lile “-4” or “-8”), these forms areaf more descripte and much safer than straight numeriseait.
The following program corrects the pieus example by using thstr.strRecdata type.

/1 Programto denonstrate accessing Length and Maxl ength fields of a string.

pr ogr am LenMax| enDeno;
#include( “stdlib.hhf” );

static

2. Note that this scheme is not recommended. If you need to extract the length information from a string, use the routines
provided in the HLA string library for this purpose.
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theString:string := “String of length 197;
begi n LenMax| enDenvo;
nmov( theString, ebx ); // Get pointer to the string.

nov( (type str.strRec [ebx]).length, eax ); // Get current length
nov( (type str.strRec [ebx]).MaxStrLen, ecx ); [/ Get naxi numlength

st dout . put
(
“theString = ‘", theString, “‘", nl,
“length( theString )= *“, (type uns32 eax ), nl,
“maxLength( theString )= “, (type uns32 ecx ), nl
)

end LenMax!| enDeno;

Program 2.2  Correct Way to Access Length and MaxStrLen Fields of a String

A second way to manipulate strings in HLA is to allocate storage on the heap to hold string data.
Because strings cdrdirectly use pointers returned malloc (since strings need to access eight bytes prior
to the pointer address), you shoutdmsemallocto allocate storage for string dataorteinately the HLA
Standard Library memory module pides a memory allocation routine spegafly designed to allocate
storage for stringstralloc. Like mallog stralloc expects a single dord parameterThis value specifis the
(maximum) number of characters needed in the stfiige stralloc routine will allocate the spea#fil num
ber of bytes of memorplus between nine and thirteen additional bytes to holdkthe string informatioft

Thestralloc routine will allocate storage for a string, initialize the maximum length toahe passed
as thestralloc parameterinitialize the current length to zero, and store a zero (terminating byte) insthe fi
character position of the strind\fter all this, stralloc returns the address of the zero terminating byte (that
is, the address of thedt character element) in the EAXgister

Once yowe allocated storage for a string, you can cadlous string manipulation routines in the HLA
Standard Library to operate on the strifghe net section will discuss the HLA string routines in detalil;
this section will introduce a couple of string related routines for theesfadkample.The first such routine is
the “stdin.gets( star )”. This routine reads a string from the user and stores the string data into the string
storage pointed at by the string parametéwér in this case). If the user attempts to enter more characters
than youve allocated for the string, then stdin.gets raise®itlgtringOverfbw exception. The followving
program demonstrates the usewdlloc.

/!l Programto denonstrate stralloc and stdin. gets.

program stral | ocDeno;
#include( “stdlib.hhf” );

static
theString: string;

begi n stral | ocDenv;

stralloc( 16 ); // Allocate storage for the string and store

3. Stralloc may allocate more than nine bytes for the overhead data because the memory allocated to an HLA string must
always be double word aligned and the total length of the data structure must be an even multiple of four.
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nov( eax, theString ); // the pointer into the string variable.
/1l Pronpt the user and read the string fromthe user:

stdout.put( “Enter a line of text (16 chars, nmax): “ );

stdin. flushlnput();

stdin.gets( theString );

/1 Echo the string back to the user:

stdout.put( “The string you entered was: “, theString, nl );

end stral | ocDenv;

Volume Three

Program 2.3  Reading a String from the User

If you look closely you see a slight defect in the programwaholt allocates storage for the string by
calling stralloc but it never frees the storage allocated.eBvhough the program immediatekite after the
last use of the stringaviable, and the operating system will deallocate the storggewgnt’s alvays a good
idea to eplicitly free up ag storage you allocate. Doing sedps you in the habit of freeing allocated-stor
age (so you donforget to do it when i§ important) and, also, programséa vay of graving such that an
innocent defect that doesraffect arything in todays program becomes a sthatopping defect in tomer

row’s version.

To free storage allocated \é&ralloc, you must call the correspondistifreeroutine, passing the string
pointer as the single parametérhe followving program is a correction of the pi@us program with this

minor defect corrected:

/!l Programto denonstrate stralloc, strfree, and stdin.gets.

program strfreeDenv;
#include( “stdlib.hhf” );

static
theString: string;

begi n strfreeDenv;

stralloc( 16 ); // Alocate storage for the string and store

nov( eax, theString ); // the pointer into the string variable.
/1 Pronpt the user and read the string fromthe user:

stdout.put( “Enter a line of text (16 chars, nmax): “ );

stdin. flushlnput();

stdin.gets( theString );

/1 Echo the string back to the user:

stdout.put( “The string you entered was: “, theString, nl );
Il Free up the storage allocated by strall oc:
strfree( theString );

end strfreeDenv;
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Program 2.4  Corrected Program that Reads a String from the User

When looking at this corrected program, please taite that thetdin.getsroutine expects you to pass
it a string parameter that points at an allocated string obj#@hout question, one of the most common
mistales bginning HLA programmers makis to callstdin.getsand pass it a stringaviable that has not
been initialized. This may be getting old mg but keep in mind thastrings ae pointes! Like pointers, if
you do not initialize a string with aalid address, your program will probably crash when you attempt to
manipulate that string objeciThe call tostralloc plus maing the returned result intheStringis hav the
programs abee initialize the string pointerlf you are going to use stringwables in your programs, you
must ensure that you allocate storage for the string data prior to writing data to the string object.

Allocating storage for a string option is such a common operation thatliakStandard Library rou
tines will automatically do the allocation tossayou the gbrt. Generallysuch routines ha an “a_” prefk
as part of their name. oF example, thestdin.a_gtscombines a call tstralloc andstdin.getsinto the same
routine. This routine, which doesnhave ary parameters, reads a line ofttéom the userallocates a string
object to hold the input data, and then returns a pointer to the string in the §éiérd he following pro
gram is an adaptation of the pi@us two programs that usesdin.a_@ts

/!l Programto denonstrate strfree and stdin.a gets.

program st rfreeDeno2;
#include( “stdlib.hhf” );

static
theString: string;

begi n strfreeDeno2;

// Pronpt the user and read the string fromthe user:
stdout.put( “Enter a line of text: “ );

stdin. flushlnput();

stdin.a_gets();

nov( eax, theString );

/'l Echo the string back to the user:

stdout.put( “The string you entered was: “, theString, nl );
/1 Free up the storage allocated by strall oc:
strfree( theString );

end strfreeDeno2;

Program 2.5  Reading a String from the User with stdin.a_gets

Note that, as before, you must still free up the stostdja.a_gtsallocates by calling thstrfreerou
tine. One big dierence between this routine and thevimmes two is the &ct that HLA will automatically
allocate ®actly enough space for the string read from the usethe prgious programs, the call giralloc
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only allocates 16 bytes. If the user types more than this then the program raisesptioreand quits. |If

the user types less than 16 characters, then some space at the end of the stsiiegl.i3 lve stdin.a_@ts
routine, on the other handwalys allocates the minimum necessary space for the string read from the user
Since it allocates the storage, there is little chanceeflow®.

2.5 Accessing the Characters Within a String

Extracting indvidual characters from a string is @'y common and easy task. &cf, it is so easy that
HLA doesnt provide ary specift procedure or language syntax to accomplish this e&Sy enough just to
use machine instructions to accomplish this. Once ywa hgointer to the string data, a simple ketk
addressing mode will do the rest of therlwfor you.

Of course, the most important thing teelp in mind is thagtrings ae pointes. Therefore, you cannot
apply an indred addressing mode directly to a striagi@ble an epect to &tract characters from the string.
l.e, if sis a string ariable, then “M®( s[ebx], al );” does not fetch the character at position EBX in string
sand place it in thAL register Remembelsis just a pointer ariable, an addressing moded#{ebx] will
simply fetch the byte at fset EBX in memory starting at the address (dfeeFigure 2.).

s[ebx] (if ebx=3)

Low memory High memory
addresses addresses
1 1 1
Pointer to string data
| | |
S
Figure 2.1 Incorrectly Indexing Off a String Variable

In Figure 2.1 assuming EBX contains three, “s[ebx]” does not access the fourth character in the string
s, instead it fetches the fourth byte of the pointer to the string data. elyisinlikely that this is the desired
effect you would want. Figure 2.2shawvs the operation that is necessary to fetch a character from the string,
assuming EBX contains thale ofs;

4. Actually, there are limits on the maximum number of characters that stdin.a_gets will allocate. This is typically between
1,024 bytes and 4,096 bytes; See the HLA Standard Library source listings for the exact value.
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[ EBX+3]

| | || 1 || |
MaxLength| Length AlB|C|D
| | 1 | 1 |

Low memory High memory
addresses addresses

I | I
Pointer to string data
1 1 1

A

S

Figure 2.2 Correctly Indexing Off the Value of a String Variable

In Figure 2.2EBX contains the alue of strings. The \alue ofsis a pointer to the actual string data in
memory Therefore, EBX will point at therft character of the string when you load th&ug ofs into
EBX. The folloving code demonstrateswado access the fourth character of stng this fashion:

nov( s, ebx ); /1 Get pointer to string data into EBX
nov( [ebx+3], al ); /'l Fetch the fourth character of the string.

If you want to load the character atariable, rather thanx@d, ofset into the string, then you can use
one of the 80x86’ scaled inde=d addressing modes to fetch the charadter example, if anuns32vari-
able inde contains the desiredfsét into the string, you could use the fallng code to access the character
ats[index]:

nmov( s, ebx ); /1 Get address of string data into EBX
nov( index, ecx ); // Get desired offset into string.
nov( [ebx+ecx], al ); /] Get the desired character into AL.

There is only one problem with the code abait does not check to ensure that the charactefsat of
index actually eists. Ifindexis greater than the current length of the string, then this code will fet@h a g
bage byte from memaryUnless you can apriori determine tiatex is alays less than the length of the
string, code lile this is dangerous to usA.better solution is to check the indagainst the string current
length before attempting to access the charatherfolloving code preides one way to do this.

nov( s, ebx );

nov( index, ecx );

if( ecx < (type str.strRec [ebx]).Length ) then
nov( [ebx+ecx], al );

el se
<< error, string index is of bounds >>

endi f;

In the ELSE portion of this IF statement you couldetakrrectie action, print an error message, or
raise an xception. If you vant to eplicitly raise an gception, you can use the HLA RAISE statement to
accomplish this.The syntax for th&®AISE statement is

rai se( integer_constant );
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raise( regsy );

The \alue of thenteger_constanor 32-bit register must be an exception number. Usually, this is one of the
predefined constants in the excepts.hhf header file. An appropriate exception to raise when a string index is
greater than the length of the stringeisStringlndexError The following code demonstrates raising this
exception if the string index is out of bounds:

nmov( s, ebx );

nmov( index, ecx );

if( ecx < (type str.strRec [ebx]).Length ) then
nov( [ebx+ecx], al );

el se

rai se( ex.StringlndexError );

endi f;

2.6 The HLA String Module and Other String-Related Routines

Although HLA provides a pwerful defnition for string data, the real wer behind HLAs string capa
bilities lies in the HLA Standard Libraryot in the defiition of HLA string data. HLA prades sgeral
dozen string manipulation routines that &ceed the capabilities found in standard HLLs KKC++, Jua,
or Pascal; indeed, HL'A string handling capabilitiesvel those in string processing languages ldon or
SNOBOL4. While it is premature to introduce all of HLsAcharacter string handling routines, this chapter
will discuss maw of the string &cilities that HLA preides.

Perhaps the most basic string operation you will need is to assign one string ta artetheare three
different ways to assign strings in HLA: by reference, byyiong a string, and by duplicating a string. Of
theseassignment by referencethe fstest and easiest. If yowkawo strings and you wish to assign one
string to the othema simple andast way to do this is to cgopthe string pointerThe folloving code fragment
demonstrates this:

static
stringl: string ;= “Sone String Data’;
string2: string;

nov( stringl, eax );
nov( eax, string2 );

String assignment by reference ey eficient because it only wlves two simple MQ/ instructions,
regardless of the actual length of the strilgssignment by referenceonks great if you nger modify the
string data after the assignment operation. B&pkin mind, though, that both stringriables (stringl and
string2 in the gample abwe) wind up pointing at the same dateSo if you mak a change to the data
pointed at by one stringaviable, you will change the string data pointed at by the second string object since
both objects point at the same datéde folloving program demonstrates this problem:

/1 Programto denonstrate the probl em
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// with string assignnent by reference.

progr am st r Ref Assi gnDeno;
#include( “stdlib.hhf” );

static
stringl: string;
string2: string;

begi n strRef Assi gnDeno;
// Get a value into stringl
forever
stdout.put( “Enter a string with at |east three characters: “ );
stdin.a_gets();
nov( eax, stringl );
breaki f( (type str.strRec [eax]).length >= 3 );
stdout.put( “Please enter a string with at least three chars.” nl );
endf or;
stdout.put( “You entered: ‘", stringl, “*” nl );

/1 Do the string assignment by copying the pointer

mov( stringl, ebx );
nov( ebx, string2 );

stdout.put( “Stringl= ‘", stringl, “*" nl );
stdout.put( “String2="'", string2, “*" nl );

// Ckay, nodify the data in stringl by overwiting

I/ the first three characters of the string (note that
/1 a string pointer always points at the first character
/1l position in the string and we know we’' ve got at |east
/1l three characters here).

nov( ‘a’, (type char [ebx]) );
nov( ‘b’, (type char [ebx+1]) );
nov( ‘c’, (type char [ebx+2]) );

/1 Ckay, deronstrate the problemw th assignment via
/1 pointer copy.

st dout . put

(
“After assigning ‘abc’ to the first three characters in stringl:”
nl
nl

)

stdout.put( “Stringl= ‘", stringl, “*" nl );

stdout.put( “String2="'", string2, “*" nl );

strfree( stringl ); // Don't free string2 as wel|!

end str Ref Assi gnDenvo;
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Program 2.6 ~ Problem with String Assignment by Copying Pointers

Since botltstringlandstring2point at the same string data in thisple, ag change you makto one
string is refécted in the otherWhile this is sometimes acceptable, most programnxg@esceé assignment to
produce a dferent copy of a string; thg expect the semantics of string assignment to produoautigue
copies of the string data.

An important point to remember when usiogpy by efeence(this term means cgmg a pointer
rather than cogpng the actual data) is that youvieacreated amlias to the string data.The term “alias”
means that you ka two names for the same object in memory (e.g., in the prograwe,adtongl and
string2 are two different names for the same string datsyhen you read a program it is reasonable to
expect that diferent \ariables refer to diérent memory objectsAliases violate this rule, thus making your
program harder to read and understand becauseeygat to remember that aliases do not refer fereint
objects in memoryFRailing to keep this in mind can lead to subtlegl in your program. df instance, in the
example abwe you hae to remember thatringl andstring2 are aliases so as not to free both objects at the
end of the programWorse still, you to remember thstringl andstring2are aliases so that you donbn
tinue to usestring2 after freeingstringlin this code sincetring2 would be a dangling reference at that
point.

Since using copby reference mads your programs harder to read and increases the possibility that you
might introduce subtle defects in your programs, you migimtder wly someone wuld use coyp by refer
ence at all.There are tw reasons for this:rft, copy by reference isery eficient; it only irvolves the re-
cution of two MOV instructions. Second, some algorithms actually depend gnlgopeference semantics.
Nevertheless, you should carefully consider whetheyiogpstring pointers is the appropriatayvto do a
string assignment in your program before using this technique.

The second ay to assign one string to another is to actually ¢bp string dataThe HLA Standard
Library str.cpyroutine preides this capabilityA call to thestr.cpyprocedure using the follng form:

str.cpy( source_string, destination_string );

The source and destination strings must be strargaies (pointers) or 32-bit registers containing the
addresses of the string data in memaory.

The str.cpyroutine frst checks the maximum lengtlelfi of the destination string to ensure that it is at
least as big as the current length of the source string. If it is notstitepy raises thesx.StringOverthw
exception. If the maximum string lengtleliil of the destination string is at least as big as the current string
length of the source string, theticpycopies the string length, the characters, and the zero terminating byte
from the source string to the data area at which the destination string Mihms. this process is complete,
the two strings point at identical datajtlthey do not point at the same data in merﬁoﬂ;/he following pro
gram is a re/ork of the preious exkample usingstr.cpyrather than copby reference.

/1 Programto denmonstrate string assignnent using str.cpy.

progr am st r cpyDeno;
#include( “stdlib.hhf” );

static
stringl: string;
string2: string;

begi n strcpyDenv;

5. Unless, of course, both string pointers contained the same address to begin with, in which case str.cpy copiesthe string da
over the top of itself.
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Il Alocate storage for string2:

stralloc( 64 );
nov( eax, string2 );

// Get a value into stringl
f orever

stdout.put( “Enter a string with at |east three characters: * );
stdin.a gets();
nmov( eax, stringl );

breakif( (type str.strRec [eax]).length >= 3 );
stdout.put( “Please enter a string with at least three chars.” nl );

endfor;

/1 Do the string assignment via str.cpy

str.cpy( stringl, string2 );
stdout.put( “Stringl= ‘", stringl, “*" nl );

stdout.put( “String2="'", string2, nl );

// Ckay, nmodify the data in stringl by overwiting

I/ the first three characters of the string (note that
I/l a string pointer always points at the first character
/1l position in the string and we know we've got at |east
/'l three characters here).

nmov( stringl, ebx );

nov( ‘a’, (type char [ebx]) );
nov( ‘b’, (type char [ebx+1]) );
nov( ‘c’, (type char [ebx+2]) );

/1 Ckay, denonstrate that we have two different strings
/1 since we used str.cpy to copy the data:

st dout . put

(
“After assigning ‘abc’ to the first three characters in stringl:”
nl
nl

)

stdout.put( “Stringl= ‘", stringl, “*" nl );

stdout.put( “String2="'", string2, “*" nl );

/1l Note that we have to free the data associated with both
I/ strings since they are not aliases of one another.

strfree( stringl );

strfree( string2);

end st rcpyDeno;
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Program 2.7  Copying Strings using str.cpy

There are tw really important things to note about this program. First, note that this proggars by
allocating storage fostring2 Rememberthe str.cpy routine does not allocate storage for the destination
string, it assumes that the destination string already has storage allocated @eptin Knind thastr.cpy
does not initializestring2, it only copies data to the location wheteng2is pointing. It is the programs’
responsibility to initialize the string by allocating fcilent memory before callingtr.cpy The second thing
to notice here is that the program calidreeto free up the storage for bagkringl andstring2 before the
program quits.

Allocating storage for a stringaviable prior to callingstr.cpyis so common that the HLA Standard
Library provides a routine that allocates and copies the stsing: cpy This routine uses the folling call
syntax:

str.a_cpy( source_string );
Note that there is no destination strinthis routine looks at the length of the source string, allocates sulffi

cient storage, makes a copy of the string, and then returns a pointer to the new string in the EAX register.
The following program demonstrates the current example usirgirtaecpyprocedure.

/1 Programto denonstrate string assignment using str.a_cpy.

program stra_cpyDeno;
#include( “stdlib.hhf” );

static
stringl: string;
string2: string;

begi n stra_cpyDenv;

// Get a value into stringl
forever
stdout.put( “Enter a string with at |east three characters: “ );
stdin.a_gets();
nov( eax, stringl );
breaki f( (type str.strRec [eax]).length >= 3 );

stdout.put( “Please enter a string with at least three chars.” nl );

endf or;

/1 Do the string assignment via str.a_cpy

str.a cpy( stringl );
nov( eax, string2 );
stdout.put( “Stringl= ‘", stringl, “*" nl );

”

stdout.put( “String2="'", string2, “*" nl );

/] Ckay, nmodify the data in stringl by overwiting
I/ the first three characters of the string (note that
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I/l a string pointer always points at the first character
/1l position in the string and we know we' ve got at | east
/'l three characters here).

nmov( stringl, ebx );
nov( ‘a’, (type char [ebx]) );
nov( ‘b’, (type char [ebx+1]) );

nov( ‘c’, (type char [ebx+2]) );

/1 Ckay, denonstrate that we have two different strings
/1 since we used str.cpy to copy the data:

st dout . put
(

“After assigning ‘abc’ to the first three characters in stringl:”

nl

nl
)
stdout.put( “Stringl= ‘", stringl, “*" nl );
stdout.put( “String2= ‘", string2, “*" nl );

/1l Note that we have to free the data associated with both
I/ strings since they are not aliases of one another.

strfree( stringl );
strfree( string2);

end stra_cpyDeno;

Program 2.8  Copying Strings using str.a_cpy

Warning: Whenever using copy by referencestira_cpyto assign a string, don't forget to

free the storage associated with the string when you are (completely) done with that
string’s data. Failure to do so may produce a memory leak if you do not have another
pointer to the previous string data laying around.

Obtaining the length of a character string is such a common need that the HLA Standard Library pro-
vides astr.lengthroutine specifially for this purpose. Of course, you can fetch the length by using the
strstrRecdata type to access the leng#ididirectly but constant use of this mechanism can be tiring since
it involves a lot of typing.The strlengthroutine preides a more compact and @enient vay to fetch the
length information.You callstrlengthusing one of the folleing two formats:

str.length( Regss );
str.length( string variable);
This routine returns the current string length in the EAg{ster.

Another pair of useful string routines are stiecat andstra_catprocedures.They use the follaing
calling sequence:

str.cat( srcStr, destStr );
str.a_cat( srclStr, src2Str );

These tw routines concatenate two strings (that is, they create a new string by joining the two strings
together). Thestr.catprocedure concatenates the source string to the end of the destination string. Before
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the concatenation actually ek placestr.catchecks to make sure that the destination string is large enough
to hold the concatenated result, it raisessh8tringOverflovexception if the destination string is too small.

Thestra_cat as its name suggests, allocates storage for the resulting string before doing the concatena
tion. This routine will allocate stitient storage to hold the concatenated result, then it wil top
srclStrto the allocated storagendélly it will append the string data pointed atdg2Strto the end of this
new string and return a pointer to theanstring in the EAX rgistet

Warning: note a potential source of confusiofhe str.cat procedure concatenates itsfioperand to
the end of the second operantherefore str.catfollows the standard (src, dest) operand format present in
mary HLA statements.The stra_catroutine, on the other hand, hasotwource operands rather than a
source and destination operandhe stra_cat routine concatenates its dwoperands in an intuie
left-to-right fashion. This is the opposite aftr.cat Keep this in mind when using thesetroutines.

The following program demonstrates the use ofdfneatandstra_catroutines:

/!l Programto denonstrate str.cat and str.a_cat.

progr am st r cat Deno;
#include( “stdlib.hhf” );

static
User Nane: string;
Hel | o: string;
a_Hello: string;

begi n strcat Denv;
/Il Allocate storage for the concatenated result:

stralloc( 1024 );
nmov( eax, Hello );

// Get some user input to use in this exanple:
stdout. put( “Enter your name: “ );

stdin. flushlnput();

stdin.a_gets();

nov( eax, UserNane );

// Use str.cat to conbine the two strings:

str.cpy( “Hello “, Hello);
str.cat( UserName, Hello );

// Use str.a_cat to conbine the string strings:

str.a cat( “Hello “, UserNane );
nov( eax, a Hello );

stdout. put( “Concatenated string #1 is ‘", Hello, “*” nl );
stdout. put( “Concatenated string #2 is ‘", a Hello, “*” nl );

strfree( UserNane );
strfree( a Hello);
strfree( Hello );

end strcat Denv;
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Program 2.9  Demonstration of str.cat and str.a_cat Routines

Thestrinsertandstra_insertroutines are closely related to the string concatenation procedures. Ho
ever, thestrinsertandstra_insertroutines let you insert one stringyavhere into another string, not just at
the end of the stringThe calling sequences for thesetwutines are

str.insert( src, dest, index );
str.a_insert( StrTolnsert, StrTolnsertlnto, index );

These tw routines insert the source strirsgc(or Strfolnser) into the destination stringl€stor StrTo-
Insertintg starting at character positiamdex. The strinsertroutine inserts the source string directly into
the destination string; if the destination string is nadagnough to hold both stringdrinsertraises an
ex.StringOverfbw exception. The dr.a_insertroutine frst allocates a mestring on the heap, copies the-des
tination string Gtriolnsertintg to the nev string, and then inserts the source stri@gTinser) into this
new string at the specdd ofset; stra_insertreturns a pointer to thewestring in the EAX rgister

Indexes into a string are zero-basedhis means that if you supply thelve zero as the ingdan
strinsertor stra_insert then these routines will insert the source string beforerfiefiaracter of the desti
nation string. Lilkewise, if the ind& is equal to the length of the string, then these routines will simpky con
catenate the source string to the end of the destination string. Note: if thésigdeater than the length of
the string, thestrinsertandstra_insertprocedures will not raise axaeption; instead, tlyewill simply
append the source string to the end of the destination string.

Thestr.deleteandstra_deletaoutines let you rem@ characters from a strind.hey use the follwing
calling sequence:

str.delete( str, Startlndex, Length );
str.a delete( str, Startlndex, Length );

Both routines deleteengthcharacters starting at character positartindex in stringstr. The difer-
ence between the tws thatstr.deletedeletes the characters directly fretnwhereasstr.a_deletdirst allo
cates storage and copigts, then deletes the characters from the s&ing (leaing str untouched). The
stra_deleteroutine returns a pointer to thewstring in the EAX rgister

Thestr.deleteandstr.a_deletaoutines are ery forgiving with respect to thealues you pass igtartin
dexandLength If Startindexis greater than the current length of the string, these routines do not dglete an
characters from the string. $tartindexis less than the current length of the string,Startindex+Lengthis
greater than the length of the string, then these routines will delete all characte&taronue to the end
of the string.

Another \ery common string operation is the need toycaportion of a string to a d#rent string with
out otherwise diécting the source stringThe str.substrand stra_substrroutines preide this capability
These routines use the folling calling sequence:

str.substr( src, dest, Startlndex, Length );
str.a substr( src, Startlndex, Length );

Thestr.substrroutine copies length characters, starting at pos8iantinde, from thesrc string to the
deststring. The deststring must hee suficient storage allocated to hold thewnstring orstr.substrwill
raise anex.StringOvertbw exception. If theStartindex value is greater than the length of the string, then
str.substrwill raise anex.Stringlnd&Error exception. IfStartindex+Lengthis greater than the length of the
source string, Wt Startindex is less than the length of the string, tls¢rsubstrwill extract only those char
acters frontStartindex to the end of the string.

Thestra_substmprocedure behas in a &shion nearly identical tetr.substrexcept it allocates storage
on the heap for the destination string. Other theanflow never occursstra_substhandles xceptions the
identically tostrsubstP. As you can probably guess bywatra_substreturns a pointer to the wéy allo-
cated string in the EAX gaster
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After you bein working with string data for a little while, the need wilamiably arise to compare ow
strings. A first attempt at string comparison, using the standard HLA relational operators, will contpile b
not necessarily produce the desired results:

nov( sl, eax );
if( eax = s2) then

<< code to execute if the strings are equal >>
el se

<< code to execute if the strings are not equal >>
endi f;

As stated abee, this code will compile and execute just fine. However, it's probably not doing what you
expect it to do. Remembestrings are pointers This code compares the two pointers to see if they are
equal. If they are equal, clearly the two strings are equal (sincebatius2 point at the exact same string

data). However, the fact that the two pointers are different doesn’t necessarily mean that the strings are not
equivalent. Bottslands2could contain different values (that is, they point at different addresses in mem
ory) yet the string data at those two different addresses could be identical. Most programmers expect a
string comparison for equality to be true if the data for the two strings is the same. Clearly a pointer compar
ison does not provide this type of comparison. To overcome this problem, the HLA Standard Library pro
vides a set of string comparison routines that will compare the string data, not just their pointers. These
routines use the following calling sequences:

str.eq( srcl, src2);
str.ne( srcl, src2);
str.lt( srcl, src2);
str.le( srcl, src2);
str.gt( srcl, src2);
str.ge( srcl, src2);

Each of these routines comparesgle string to thesrc2 string and return true (1) or false (0) in the EAX
register depending on the comparison. For example, “str.eq( s1, s2);” returns true irsE&Xdual tas2

HLA provides a small extension that allows you to use the string comparison routines within an-IF state
ment. The following code demonstrates the use of some of these comparison routines within an IF state
ment:

stdout.put( “Enter a single word: “ );
stdin.a gets();
if( str.eq( eax, “Hello” )) then

stdout.put( “You entered ‘Hello ", nl );

endi f;
strfree( eax );

Note that the string the user enters in thisneple musteactly match “Hello”, including the use of an
upper case “H” at the gening of the string.When processing user input, it is best to ignore alphabetic
case in string comparisons becausédkht users hee different ideas about when thehould be pressing
the shift ley on the leyboard. An easy solution is to use the HLA case inserssisitring comparison func
tions. These routines comparedvstrings ignoring andifferences in alphabetic cas€hese routines use
the following calling sequences:

str.ieq( srcl, src2);

6. Technically,str.a_substrlike all routines that calnalloc to allocate storage, can raise @naMemoryAllocationFailure
exception, but this is very unlikely to occur.
7. This extension is actually a little more general than this section describes. A later chapter will explain it fully.
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str.ine( srcl, src2);
str.ilt( srcl, src2);
str.ile( srcl, src2);
str.igt( srcl, src2);
str.ige( srcl, src2);

Other than thetreat upper case characters the same as their lower case equivalents, these routines behave
exactly like the former routines, returning true or false in EAX depending on the result of the comparison.

Like most high level languages, HLA compares strings usiigographical odering This means that
two strings are equal if and only if their lengths are the same and the corresponding characterin the tw
strings are xactly the same. df less than or greater than comparisongcégraphical ordering corre
sponds to the ay words appear in a dictionaryrhat is, “a” is less than “b” is less than “c” et&ctually,
HLA compares the strings using tA&CII numeric codes for the characters, so if you are unsure whether
“a” is less than a period, simply consult h&ClI character chart (incidentallfa” is greater than a period
in theASCII character set, just in case you weandering).

If two strings hee different lengths, kcographical ordering only arries about the length if the dw
strings &actly match up through the length of the shorter string. If this is the case, then the longer string is
greater than the shorter string (and,v&gely the shorter string is less than the longer string). Note; ho
ever, that if the characters in the dvstrings do not match at all, then HkAstring comparison routines
ignore the length of the string; e.g., “z” isvalys greater than “aaaaa’/em though it has a shorter length.

Thestreqroutine checks to see if bastrings are equal. Sometimeswieeer, you might vant to knev
whether one stringontainsanother string. & example, you may ant to knev if some string contains the
substring “north” or “south” to determine some action t@teka gme. The HLA strindex routine lets you
check to see if one string is contained as a substring of an®tiestrindex routine uses the follwing calk
ing sequence:

str.index( StrToSearch, SubstrToSearchFor );

This function returns, in EAX, the fskt intoStrToSearctwhereSubstrToSearchFaappears. This routine

returns -1 in EAX ifSubstrToSearchFas not present istrToSearch Note that str.index will do a case sen

sitive search. Therefore the strings must exactly match. There is no case insensitive variant of str.index you
can usé

The HLA strings module contains maadditional routines besides those this section presents. Space
limitations and prerequisite kmbedge preent the presentation of all the string functions hereweber,
this does not mean that the remaining string functions are unimpoy@unshould defiitely tale a look at
the HLA Standard Library documentation to leavargthing you can about thewerful HLA string library
routines. The chapters on adwuced string handling contain more information on HLA string and pattern
matching routines.

2.7 In-Memory Conversions

The HLA Standard Librarg’ string module contains dozens of routines foveding between strings
and other data format#lthough it's a little premature in thisxeto present a complete description of those
functions, it vould be rather criminal not to discuss at least one ofvihidahle functions: thetr.putroutine.
This one routine (which is actually a macro) encapsulates the capabilities of all the other stengjaon
functions, so if you learn moto use this one, yollthave most of the capabilities of those other routines at
your disposal. & more information on the other string gersions, see the chapters in tfwume on
Advanced String Handling.

8. However, HLA does provide routines that will convert all the characters in a string to one case or another. So you can make
copies of the strings, convert all the characters in both copies to lower case, and then search using these converted strings.
This will achieve the same result.
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You use thetr.putroutine in a mannerery similar to thestdout.putoutine. The only diference is that
thestr.putroutine “writes” its data to a string instead of the standard outpidedeA call to strputhas the
following syntax:

str.put( destString, values to convert );

Example of a call tetr.put

str.put( destString, “I =", i:4, “ J=", j, “ s=, s);
Note: generally you wuld not put a newline character seqeuence at the end of the string as you would if you
were printing the string to the standard output device.

The destStringparameter at the banning of thestr.put parameter list must be a stringriable and it
must already ha storage associated with it. stf.put attempts to store more characters thanadtbinto
thedestStringparameterthen this function raises tleg.StringOverfbw exception.

Most of the time you wn’t know the length of the string thatr.putwill produce. In those instances,
you should simply allocate didient storage for a really lge string, one that isay lager than you gect,
and use this string data as thestfparameter of th&trputcall. This will prevent an gception from crashing
your program. Generallyif you expect to produce about one screen line xff, tgou should probably allo
cate at least 256 characters for the destination string. Ifeyoréating longer strings, you should probably
use a defult of 1024 characters (or more, if y@going to produceeally large strings).

Example:

static
s: string;

nov( stralloc( 256 ), s );

str.put( s, “R *, r:16:4, “ strval: '”, strval:-10, “*" );

You can use thstr.putroutine to cowert ary data to a string that you can print ussigout.put You
will probably find this routine imaluable for commonalue-to-string coversions.

At the time this is being written, there is no correspondinget routine that will read alues from an
input string (this routine will probably appear in a futueesion of the HLA Standard Libragrgo vatch out
forit). Inthe meantime, the HLA strings and eersions modules in the Standard Library dosfote lots of
stand-alone comrsion functions you can use to wert string data to some other format. See themae on
“Advanced String Handling” for more details about these routines.

2.8

Putting It All Together

There are mandifferent ways to represent character strind$is chapter bgan by discussing hothe
C/C++ and Bscal languages represent strings using zero-terminated and lengdmsefngs. HLA uses
a hybrid representation for its string. HLA strings consist of a pointer to a zero terminated sequence of char
acter with a pair of prefilength \alues. HLAs format ofers all the adantages of the other twforms with
the slight disadantage of a f& extra bytes of werhead.

After discussing string formats, this chapter discussed thooperate on string data. In addition to
accessing the characters in a string directly (which is gasyjust indg& off the pointer to the string data),
this chapter described Wwoto manipulate strings usingv&zal routines from the HLA Standard Library
This chapter pnades a ery basic introduction to string handling in HLATo learn more about string
manipulation in assembly language (and the use of the routines in the HLA Standard Library), see the sepa
rate wlume on Advanced String Handling” in thiste
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