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Classes and Objects Chapter Ten

10.1

Chapter Overview

Many modern imperatie high level languages support the notion of classes and objects. C++ (an object
version of C), Jea, and Delphi (an objecexsion of Rscal) are tw good &amples. Of course, these high
level language compilers translate their higrelesource code into Wolevel machine code, so it should be
pretty olvious that some mechanismigs in machine code for implementing classes and objects.

Although it has abays been possible to implement classes and objects in machine code, most assem
blers praide poor support for writing object-oriented assembly language programs. Of course, HLA does
not sufer from this dravback as it preides good support for writing object-oriented assembly language pro
grams. This chapter discusses the general principles behind object-oriented programming (OORy and ho
HLA supports OOP

10.2

General Principles

Before discussing the mechanisms behind OOR probably a good idea to &la step back and
explore the benefs of using OOP (especially in assembly language programs). Mtsdgscribing the
benefis of OOP will mention bzz-words like “code reusg,'abstract data types;improved deelopment
efficieng,” and so on.While all of these features are nice and are good atisifor a programming para
digm, a good softare engineer wuld question the use of assembly language in &momment where
“improved derelopment dfcieng/” is an important goal After all, you can probably obtaimaf better df-
cieng/ by using a high leel language {een in a non-OOPakhion) than you can by using objects in assem
bly language. If the purported features of OOP tlseém to apply to assembly language programming,
why bother using OOP in assemblirhis section will &plore some of those reasons.

The frst thing you should realize is that the use of assembly language doegatetthe aforemen
tioned OOP bendfi. OOP in assembly language does promote code reuseyjidtgsra good method for
implementing abstract data types, and it can inpo®elopment dfcieng/ in assembly langwuge. In other
words, if youte dead set on using assembly language, there aretbénmeising OOP

To understand one of the principle betsedif OOR consider the concept of a globakiable. Most pro
gramming t&ts strongly recommend aipst the use of globalaviables in a program (as does thist)te
Interprocedural communication through globatisbles is dangerous because it ifidift to keep track of
all the possible places in ad@r program that modify agn global object.Worse, it is ery easy when
making enhancements to accidentally reuse a global object for something other than its intended purpose;
this tends to introduce defects into the system.

Despite the well-understood problems with globaliables, the semantics of global objectadeded
lifetimes and accessibility from d#rent procedures) are absolutely necessargtiiows situations. Objects
solve this problem by letting the programmer decide on the lifetime of an bhgutell as allv access to
data felds from diferent procedures. Objectsvieaseeral adantages eer simple global a&riables inscdr
as objects can control access to their datdgi(making it dficult for procedures to accidentally access the
data) and you can also create multiplgance®of an object alleing two separate sections of your program
to use their wn unique “global” object without interference from the other section.

Of course, objects lra mary other \aluable attriites. One could write geral volumes on the bené&i
of objects and OOP; this single chapter cannot do this subject jutieefollonving subsections present
objects with an ye tovards using them in HLA/assembly programs. wideer, if you are a bginning to

1. That is, the time during which the system allocates memory for an object.
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OOP or wish more information about the object-oriented paradigm, you should consultxithentthis
subject.

An important use for classes and objects is to ciedzbact data type$ADTs). An abstract data type
is a collection of data objects and the functions (whichl wall method¥that operate on the data. In a pure
abstract data type, tAT’'s methods are the only code that has access to thealdseofi theADT; exter-
nal code may only access the data using function calls to get or seetthtalfies (these are thDT's
accessomethods). In real life, for 8€ieng/ reasons, most languages that supp@Ts allow, at least,
limited access to the dataliis of alADT by external code.

Assembly language is not a language most people associataliith Nevertheless, HLA prades
several features to ale the creation of rudimentadDTs. While some might gue that HLAs facilities
are not as complete as those in a language such as C+#apkelp in mind that these tifences xst
because HLA is assembly language.

True ADTSs should supporihformation hiding This means that th&DT does not allew the user of an
ADT access to internal data structures and routines which manipulate those structures. In essenee, informa
tion hiding restricts access to ADT to only the accessor methods yided by theADT. Assembly lan
guage, of course, primles \ery few restrictions. If you are dead set on accessing an object ditbettg is
very little HLA can do to pneent you from doing this. Heever, HLA has somedcilities which will pravide
a small amount of information hiding capabilities. Combined with some care on your part, you will be able
to enjoy mary of the benefs of information hiding within your programs.

The primary &cility HLA provides to support information hiding is separate compilation, linkable mod
ules, and the #INCLUDE/#INCLUDEONCE direatis. For our purposes, an abstract data typendifn
will consist of two sections: amterfacesection and aimplementatiorsection.

Theinterface section contains the afions which must be visible to the application program. I gen
eral, it should not contain wispeciftc information which wuld allov the application program to violate the
information hiding principle, &t this is often impossible ygn the nature of assembly languagevehe
less, you should attempt to onlyweal what is absolutely necessary within the iaiEgfsection.

The implementation section contains the code, data structures, etc., to actually implen#dT the
While some of the methods and data types appearing in the implementation section may be public (by virtue
of appearance within the intade section), manof the subroutines, data items, and so on will beafEito
the implementation cod&he implementation section is where you hide all the details from the application
program.

If you wish to modify the abstract data type at some point in the future, you will ardytdvahange the
interface and implementation sections. Unless you delete sonieysly visible object which the applica
tions use, there will be no need to modify the applications at all.

Although you could place the intade and implementation sections directly in an application program,
this would not promote information hiding or maintainabiligspecially if you hee to include the code in
several diferent applicationsThe best approach is to place the implementation section in an inbtuidhafi
ary interested application reads using the HLA #INCLUDE divectind to place the implementation-sec
tion in a separate module that you link with your applications.

The include fe would contain EXTERNKL directives, ay necessary macros, and other migéins you
want made public. It generallyould not contain 80x86 codexaept, perhaps, in some macrd¢hen an
application vants to ma& use of a\DT it would include this fe.

The separate assembljeficontaining the implementation sectiomwd contain all the procedures,
functions, data objects, etc., to actually implementAbBd. Those names which youant to be public
should appear in the intade include fe and hae the EXTERML attribute.You should also include the
interface include fe in the implementationlé so you do not h& to maintain tw sets of EXTERMNL
directives.

One problem with using procedures for data access methods ésthleat may accessor methods are
especially tivial (typically just a M instruction) and thewerhead of the call and return instructions is
expensve for such twial operations. & example, suppose you VeanADT whose data object is a struc
ture, lut you do not \ant to mak the feld names visible to the application and you really do raottwo
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allow the application to access theldis of the data structure directly (because the data structure may change
in the future). The normal vay to handle this is to supply a meth®dtHeld which returns the desirecefd

of the object. Hwever, as pointed out abe, this can beery slav. An alternatve, for simple access meth

ods is to use a macro to emit the code to access the desidedlthough code to directly access the data
object appears in the application program (via maxpamsion), it will be automatically updated if yotee
change the macro in the intack section by simply assembling your application.

Although it is quite possible to crea®®Ts using nothing more than separate compilation and, perhaps,
RECORDs, HLA does pride a better solution: the class. Read onnd fiut about HLA support for
classes and objects as well ag/hio use these to cread®Ts.

10.3 Classes in HLA

HLA’s classes pride a good mechanism for creating abstract data types. Fundamentélss is little
more than a RECORD declaration thatwalahe defiition of fields other than dateefds (e.g., procedures,
constants, and macrosJhe inclusion of other program declaration objects in the classtaefidramati
cally expands the capabilities of a clas&pthat of a record. df example, with a class it is mopossible to
easily defie anADT since classes may include data and methods that operate on that data (procedures).

The principle vay to create an abstract data type in HLA is to declare a class data type. Classes in HLA
always appear in thEYPE section and use the foNing syntax:

cl assnane : cl ass
<< ( ass decl aration section >>
endcl ass;

The class declaration section &y similar to the local declaration section for a procedureansaf it
allows CONSTVAL, VAR, and SATIC variable declaration sections. Classes also let yonedafacros
and specify procedure, iteratandmethodprototypes (method declarations amgaleonly in classes). Cen
spicuously absent from this list is th&Y PE declaration sectionYou cannot declare netypes within a
class.

A method is a special type of procedure that appears only within a Aldise later you will see the
difference between procedures and methods, feryowu can treat them as being one and the same. Other
than a fev subtle details garding class initialization and the use of pointers to classes, their semantics are
identicaf. Generallyif you dont know whether to use a procedure or method in a class, the safest bet is to
use a method.

You do not place procedure/iterator/method code within a class. Instead you simplypsoiopyypes
for these routinesA routine prototype consists of the BREDURE, ITERAOR, or METHOD reserd
word, the routine name, yparameters, and a couple of optional procedure atisi{ @USE, RETURNS,
and EXTERML). The actual routine defition (i.e., the body of the routine andydocal declarations it
needs) appears outside the class.

The folloving example demonstrates a typical class declaration appearingTiY Bte section:
TYPE
Typi cal d ass: cl ass

const
TCconst := 5;

val

2. Note, however, that the difference between procedures and methods makes all the difference in the world to the object-ori-
ented programming paradigm. Hence the inclusion of methods in HLAS class definitions.
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TCval : = 6;
var

TCvar : uns32; // Private field used only by TQproc.
static

TCstatic : int32

procedure TCproc( u:uns32 ); returns( "eax" );
iterator TGter( i:int32); external;
met hod TQret hod( c:char );

endcl ass;

As you can see, classes aegysimilar to records in HLA. Indeed, you can think of a record as being a
class that only allwsVAR declarations. HLA implements classes imsthion quite similar to records inrso
far as it allocates sequential da&dds in sequential memory locations. &ctf with only one minoneep
tion, there is almost no d#rence between a RECORD declaration and a CLASS declaration that only has a
VAR declaration section. Later ydlusee eactly hav HLA implements classes,ubfor nov you can
assume that HLA implements them the same as it does records andrybbentoo &r off the mark.

You can access theCvarandTCstaticfields (in the class ake) just like a record fields.You access
the CONST and/AL fields in a similar manner If a variable of typ€elypicalClasshas the namebj, you
can access theefis ofobj as follovs:

mov ( obj.TCconst, eax );

nov( obj.TCval, ebx );

add( obj.TCvar, eax );

add( obj.TGCstatic, ebx );

obj . TQoroc( 20 ); /1 Calls the TCproc procedure in Typical d ass.
etc.

If an application program includes the class declarationeglibcan createariables using th&ypicak
Classtype and perform operations using thewabmethods. Unfortunatelthe application program can also
access thedids of theADT data type with impunityFor example, if a program created ariableMyClass
of type TypicalClass then it could easilyx@cute instructions l& “MOV( MyClass.TCar, eax );” een
though this ®Id might be priate to the implementation section. Unfortunatiélyou are going to alle an
application to declare aviable of typélypicalClass the feld names will hee to be visible While there are
some tricks we could play with HL&\class defiitions to help hide thprivate felds, the best solution is to
thoroughly comment the pate felds and thenxercise some restraint when accessing thlediof that
class. Specifially, this means th&DTs you create using HLA classes cannot be “pueDTs since HLA
allows direct access to the dateldis. Haovever, with a little discipline, you can simulate a p&®T by
simply electing not to access suaiids outside the classiethods, procedures, and iterators.

Prototypes appearing in a class afeaively FORNVARD declarations. Lig normal forvard declara
tions, all procedures, iterators, and methods yomedfia class must @ an actual implementation later in
the code. Alternately you may attach the EXTERNL keyword to the end of a procedure, iterator
method declaration within a class to inform HLA that the actual code appears in a separateAsaalule.
general rule, class declarations appear in heddsiafnd represent the intece section of aADT. The pro
cedure, iteratgrand method bodies appear in the implementation section which is usually a separate source
file that you compile separately and link with the modules that use the class.

The following is an @ample of a sample class procedure implementation:

procedure Typical d ass. TQproc( u:uns32 ); nodispl ay;
<< Local declarations for this procedure >>
begi n TQpr oc;
<< Code to inpl enent whatever this procedure does >>

end TCProc;
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There are seeral diferences between a standard procedure declaration and a class procedure declara
tion. First, and most efous, the procedure name includes the class nameTygpgalClass. TCpyc). This
differentiates this class procedure digfon from a rgular procedure that just happens tweéhthe name
TCproc. Note, havever, that you do not he to repeat the class name before the procedure name in the
BEGIN and END clauses of the procedure (this is similar to procedures yoe igeflLA NAMESPACES).

A second diference between class procedures and non-class procedures igiows$.olsome proce
dure attriluites (@USE, EXTERAL, RETURNS, @CDECL, @RSCAL, and @STDCALL) are al only
in the prototype declaration appearing within the class while otheruasif@NOFRAME, @NODIS
PLAY, @NQALIGNSTACK, andALIGN) are legal only within the procedure daftion and not within the
class. Brtunately HLA provides helpful error messages if you stick the option in the wrong place, so you
don't have to memorize this rule.

If a class routine prototype does not Yiathe EXTERML option, the compilation unit (that is, the
PROGRAM or UNIT) containing the class declaration must also contain the raudefiition or HLA will
generate an error at the end of the compilatioor. shall, local, classes (i.e., when yeueémbedding the
class declaration and routine détfons in the same compilation unit) the gention is to place the class’
procedure, iteratpand method defitions in the sourcelé shortly after the class declarationor Fager
systems (i.e., when separately compiling a clasdines), the carention is to place the class declaration in
a header e by itself and place all the procedure, iteraamid method defitions in a separate HLA unit and
compile them by themsedsg.

10.4

Objects

Remembera class ddifition is just a type.Therefore, when you declare a class type yoeacre
ated a ariable whose éilds you can manipulatédn objectis aninstanceof a class; that is, an object is a
variable that is some class typ¥ou declare objects (i.e., clasariables) the sameay you declare other
variables: in &¥AR, STATIC, or STORAGE sectiod. A pair of sample object declarations fello

var

T1: Typical d ass;

T2: Typical d ass;

For a gien class object, HLA allocates storage for ezatable appearing in tHéAR section of the
class declaration. If you te two objects,T1 andT2, of typeTypicalClassthenT1.TCvaris unique as is
T2.TCvar This is the intuitre result (similar to RECORD declarations); most dagtadiyou defie in a
class will appear in théAR declaration section.

Static data objects (e.g., those you declare in tAG ETsection of a class declaration) are not unique
among the objects of that class; that is, HLA allocates only a single statible that all &riables of that
class share. df example, consider the folldng (partial) class declaration and object declarations:

type
sc: class

var
i:int32;

static
s:int32;

endcl ass;

var

3. Technically, you could also declare an object in a READONLY section, but HLA does not allow you to define class con-
stants, so there is little utility in declaring class objects in the READONLY section.
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sl: sc;
s2:. SC;

In this xkample,sl.i ands2.i are different variables. Howevesl.sands2.sare aliases of one another
Therefore, an instruction like “mov( 5, s1.s);” also stores fives@te Generally you use static class vari
ables to maintain information about the whole class while you use class VAR objects to maintain informa
tion about the specific object. Since keeping track of class information is relatively rare, you will probably
declare most class data fields in a VAR section.

You can also create dynamic instances of a class and refer to those dynamic objects via pointers. In fact,
this is probably the most common form of object storage and access. The following code shows how to cre-
ate pointers to objects and how you can dynamically allocate storage for an object:

var
pSC. pointer to sc;

nall.oc( @ize( sc ) );
nmov( eax, pSC);

rmv(. pSC, ebx );
mov( (type sc [ebx]).i, eax );

Note the use of type coercion to cast the pointer in EBX asstype

10.5 Inheritance

Inheritance is one of the most fundamental ideas behind object-oriented prograiftmeitgsic idea
behind inheritance is that a class inherits, or copies, alldlis from some class and then possiblyamds
the number of &lds in the ne data type. Br example, suppose you created a data typmt which
describes a point in the planar ¢dimensional) spac@he class for this point might look &kthe follav-

ing:
type
point: class
var
X: i nt32;
y:int32;

nmet hod di st ance;
endcl ass;

Suppose you ant to create a point in 3D space rather than 2D slaoecan easily tild such a data
type as follavs:

type
poi nt3D:. class inherits( point );

var
z:int32;

endcl ass;
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TheINHERITS option on the CLASS declaration tells HLA to insert the fieldsoait at the beginning of

the class. In this casppint3D inherits the fields opoint HLA always places the inherited fields at the
beginning of a class object. The reason for this will become clear a little later. If you have an instance of
point3Dwhich you callP3, then the following 80x86 instructions are all legal:

nov( P3.x, eax );
add( P3.y, eax );
nov( eax, P3.z);
P3. di stance();

Note that theP3.distancanethod iwocation in this gample calls thgoint.distancemethod. You do
not hase to write a separattistancemethod for theoint3D class unless you reallyamt to do so (see the
next section for details). Just 8kthex andy fields,point3D objects inheripoint’s methods.

10.6 Overriding

Overridingis the process of replacing axisgting method in an inherited class with one more suitable
for the nev class. In thgointandpoint3D examples appearing in the pieus section, thdistancemethod
(presumably) computes the distance from the origin to the sgkpiint. Br a point on a ta-dimensional
plane, you can compute the distance using the function:

dist =+/x2+y2
However, the distance for a point in 3D space is given by the equation:

dist =+/ x2+y2+272

Clearly, if you call thedistancefunction forpoint for apoint3D object you will get an incorrect answer. In
the previous section, however, you saw thaFtBebject calls the distance function inherited fromgbant
class. Therefore, this would produce an incorrect result.

In this situation thgoint3D data type mustwerride thedistancemethod with one that computes the
correct alue. You cannot simply redefe thepoint3D class by adding distancemethod prototype:

type
poi nt 3D class inherits( point )

var
z:int32;
nmet hod di st ance; /! This doesn’'t work
endcl ass;

The problem with thelistancemethod declaration above is tipmint3Dalready has a distance methothe
one that it inherits from thpoint class. HLA will complain because it doesn'’t like two methods with the
same name in a single class.

To solve this problem, we need some mechanism by which we can override the declapiohdé
tanceand replace it with a declaration fooint3D.distance To do this, you use theMERRIDE keyword
before the method declaration:

type
poi nt 3D class inherits( point )

var
z:int32;

overri de nethod di stance; /1l This will work

endcl ass;
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The OVERRIDE prefix tells HLA to ignore the fact thppint3Dinherits a method named distance from the
pointclass. Now, any call to thiistancemethod via goint3D object will call thepoint3D.distancenethod
rather tharpoint.distance Of course, once you override a method using the OVERRIDE prefix, you must
supply the method in the implementation section of your code, e.g.,

net hod poi nt 3D. di st ance; nodi spl ay;

<< | ocal declarations for the distance function>>
begi n di stance;

<< Code to inplenent the distance function >>

end di stance;

10.7 Virtual Methods vs. Static Procedures

A little earlier, this chapter suggested that you could treat class methods and class procedures the same.
There are, indct, some major dérences between thedwafter all, wly hase methods if thére the same
as procedures?)As it turns out, the diérences between methods and procedures is crucial if gottes
develop object-oriented programs. Methodsviide the second feature necessary to support true pelymor
phism: virtual procedure cafls A virtual procedure call is just aficy name for an indirect procedure call
(using a pointer associated with the objedt)e key benefi of virtual procedures is that the system autemat
ically calls the right method when using pointers to generic objects.

Consider the follwing declarations using thgoint class from the pxéous sections:

var
P2: point;
P: pointer to point;

Given the declarations above, the following assembly statements are all legal:

nov( P2.x, eax );
nov( P2.y, ecx );

P2. di stance(); /1 Calls point3D.distance.
lea( ebx, P2 ); /] Store address of P2 into P.
nov( ebx, P);

P. di stance(); /1 Calls point.distance.

Note that HLA lets you call a method via a pointer to an object rather than directly via an abggdeyv
This is a crucial feature of objects in HLA and a key to implemeniiigal method calls

The magic behind polymorphism and inheritance is that object pointegera@gc In general, when
your program references data indirectly through a poitttenalue of the pointer should be the address of
the underlying data type associated with that pairfier example, if you hee a pointer to a 16-bit unsigned
integer, you wouldn't normally use that pointer to access a 32-bit signedéntalue. Similarlyif you have
a pointer to some record, yowuld not normally cast that pointer to some other record type and access the
fields of that other tyPe With pointers to class objects,ever, we can lift this restriction a bit. Pointers
to objects may lgally contain the address of the objediypeor the addess of any object that inherits the
fields of that type Consider the folling declarations that use tpeintandpoint3Dtypes from the pre-
ous &amples:

var

4. Polymorphism literally means “many-faced.” In the context of object-oriented programming polymorphism means that
the same method name, edjstance and refer to one of several different methods.

5. Of course, assembly language programmers break rules like this all the time. For now, let's assume we’re playing by the
rules and only access the data using the data type associated with the pointer.
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P2: point;
P3: poi nt 30,
p: pointer to point;

lea( ebx, P2 );

nov( ebx, p);

p. di stance(); /1 Calls the point.distance nethod.

lea( ebx, P3);

nov( ebx, p); Il Yes, this is semantically |egal.

p. di stance(); /1l Surprise, this calls point3D.distance.

Sincep is a pointer to goint object, it might seem intuite for p.distanceto call thepoint.distance
method. Hwever, methods ar@olymorphic If you've got a pointer to an object and you call a method
associated with that object, the system will call the actuariclden) method associated with the object,
not the method speaifilly associated with the pointertlass type.

Class procedures beradifferently than methods with respect teeaidden proceduresWhen you
call a class procedure indirectly through an object pgititersystem will alays call the procedure associ
ated with the underlying class associated with the poirerhadlistancebeen a procedure rather than a
method in the prdous xamples, the “p.distance();"vncation wuld alvays callpoint.distanceeven if p
is pointing at goint3Dobject. The section on Object Initialization, later in this chapgplains wlty meth
ods and procedures arefdient (se€Object Implementation” on padi)71).

Note that iterators are also virtual; soelitnethods an object iteratovatation will avays call the
(overridden) iterator associated with the actual object whose address the pointer cdtalifferentiate
the semantics of methods and iterators from procedures, we will refer to the method/iterator calling seman
tics asvirtual proceduesand the calling semantics of a class procedurestetia pocedue.

10.8

Writing Class Methods, Iterators, and Procedures

For each class procedure, method, and iterator prototype appearing in a chétssrjefiere must be a
corresponding procedure, method, or iterator appearing within the program (forelad badvity, this see
tion will use the termmoutineto mean procedure, method, or iterator from this pointdeayv If the prote
type does not contain the EXTERN option, then the code must appear in the same compilation unit as the
class declaration. If the EXTER option does follav the prototype, then the code may appear in the
same compilation unit or a tBfent compilation unit (as long as you link the resulting objéxtfith the
code containing the class declaration). eLéternal (non-class) procedures and iterators, if yilud pro
vide the code the lirde will complain when you attempt to create araitable fe. To reduce the size of
the followving examples, the will all define their routines in the same sourde dis the class declaration.

HLA class routines mustwhys follav the class declaration in a compilation unit. If you are compiling
your routines in a separate unit, the class declarations must still precede the code with the class declaration
(usually via an #INCLUDE fe). If you haen't defned the class by the time you defia routine like
point.distanceHLA doesnt know thatpointis a class and, therefore, doédaion how to handle the rou
tine’s defnition.

Consider the follwing declarations for a point2D class:

type
poi nt 2D: cl ass

const
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UnitD stance: real 32 := 1.0;
var
X: real 32;

y: real 32;

static
Last D st ance: real 32;

net hod distance( fronX real 32; fronVY:real 32 ); returns( "st0" );
procedure |nitLastD stance;

endcl ass;

The distance function for this class should compute the distance from the solgegit to
(fromX,fromY). The follonving formula describes this computation:

«/(x —fromX)2 +( —fromY)2

A first pass at writing the distance method might produce thevfoljocode:

met hod poi nt 2D. di stance( fronK real 32; fron¥:real 32 ); nodi spl ay;
begi n di st ance;

fld( x); /1 Note: this doesn't work!
fld( fronX); /1 Conpute (x-fronk)

fsub();

fld( st0); /1 Duplicate value on TCS.

frul (); /1 Conpute square of difference.
fldCy); /1 This doesn't work either.
fld( fronv ); /1 Conpute (y-frony)

fsub();

fld( st0); /1 Conpute the square of the difference.
ful ();

fsart();

end di stance;

This code probably looks kkit should wrk to someone who iaifiliar with an object-oriented pro
gramming language l&kC++ or Delphi. Hwaever, as the comments indicate, the instructions that push the
andy variables onto the FPU stack dbwork — HLA doesrt automatically defie the symbols associated
with the data &lds of a class within that clagsutines.

To learn hav to access the datelfiils of a class within that claseutines, we need to back up a moment
and discoer some gry important implementation details concerning Hiélasses.To do this, consider
the following variable declarations:

var
Qigin: point2b
Pt I nSpace: poi nt 2D,

Rememberwheneer you create ta objects lile Origin andPtinSpaceHLA resenes storage for the
andy data felds for both of these objects. \Wever, there is only one cgpof thepoint2D.distancenethod
in memory Therefore, were you to cabrigin.distanceandPtinSpacelistance the system wuld call the
same routine for both methodvatations. Once inside that method, one hasoteder what an instruction
like “fld( x );” would do. Hev does it associatewith Origin.x or PtinSpacex? Worse still, hav would this
code diferentiate between the datalfl x and a global object? In HLA, the answer is “it doedri’ You do
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not specify the datadid names within a class routine by simply using their names as thoyghetecom
mon \ariables.

To differentiateOrigin.x from PtInSpacex within class routines, HLA automatically passes a pointer to
an objects data f&lds wheneer you call a class routinelherefore, you can reference the datéd8 indi
rectly of this pointer HLA passes this object pointer in the ESQjiséer This is one of the f& places where
HLA-generated code will modify one of the 80x8@isters behind your backanytime you call a class
routine, HLA automatically loads the ESI register with the objects address Olviously, you cannot
count on ESEK wvalue being preseed across class routine class nor can you pass parameters to the €lass rou
tine in the ESI rgister (though it is perfectly reasonable to specify "@USE ESI;" tw &llbA to use the
ESI register when setting up other parameterg)r ¢gtass methods and iteratorsit(lnot procedures), HLA
will also load the EDI rgister with the address of the claggtual method tablgsee“Virtual Method
Tables” on pagé&073. While the virtual method table address iss interesting as the object addresgpk
in mind thatHLA-generated code will orerwrite any value in the EDI register when ypu call a method
or an iterator. Again, "EDI" is a good choice for the @USE operand for methods since HLA will wipe out
the alue in EDI agway.

Upon entry into a class routine, ESI contains a pointer to the (non-static)eti#geaisociated with the
class. Therefore, to acces®ifis like x andy (in our point2D example), you could use an addreggression
like the follaving:

(type point2D [esi].X

Since you use ESI as the base address of the abjiedt fields, it's a good idea not to disturb ESI’s value
within the class routines (or, at least, preserve ESI’s value if you need to access the objects data fields after
some point where you must use ESI for some other purpose). Note that if you call an iterator or a method
you do not have to preserve EDI (unless, for some reason, you need access to the virtual method table, which
is unlikely).

Accessing the fields of a data object within a class’ routines is such a common operation that HLA pro-
vides a shorthand notation for casting ESI as a pointer to the class object: THIS. Within a class in HLA, the
reserved word THIS automatically expands to a string of the form “@gssnamdesi])” substituting, of
course, the appropriate class namecfassname Using theTHIS keyword, we can (correctly) veite the
previous distance method as folle:

nmet hod poi nt 2D. di stance( fronX real 32; fron¥:real 32 ); nodi spl ay;
begi n di st ance;

fld( this.x );

fld( fronX); /1 Conpute (x-fronk)

fsub();

fld( st0); /1 Duplicate value on TCS.

frul (); /1 Conpute square of difference.
fld( this.y );

fld( fronv ); /1 Conpute (y-frony)

fsub();

fld( st0); /1 Conpute the square of the difference.
foul ();

fsart();

end di st ance;

Don't forget that calling a class routine wipes out thkig in the ESI mggster This isnt obvious from
the syntax of the routing’invocation. It is especially easy to det this when calling some class routine
from inside some other class routine; ddaiget that if you do this the internal call wipes out thkig in
ESI and on return from that call ESI no longer points at the original objé¢aiays push and pop ESI (or
otherwise presee/ESIs value) in this situation, e.g.,
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fld( this.x ); /1 ESI points at current object.

push( esi ); /'l Preserve ESI across this method call.
Sone(hj ect . SoneMet hod() ;

pop( esi );

lea( ebx, this.x ); // ESI points at original object here.

TheTHIS keyword provides access to the classiables you declare in tMAR section of a classrou
can also us&HIS to call other class routines associated with the current object, e.g.,

this.distance( 5.0, 6.0 );

To access class constants andHT data felds you generally do not use fhdIS pointer HLA asse
ciates constant and static datlds with the whole class, not a specdbject. To access these class mem
bers, just use the class name in place of the object namnexafple, to access tténitDistanceconstant
in thepoint2D class you could use a statemenrt like follaving:

fld( point2D UnitD stance );

As another gample, if you wanted to update thastDistancdield in thepoint2Dclass each time you cem
puted a distance, you could rewrite gant2D.distancanethod as follows:

net hod poi nt 2D. di stance( fronX real 32; fron¥:real 32 ); nodi spl ay;
begi n di stance;

fld( this.x);

fld( fronX); /1 Conpute (x-fronk)

fsub();

fld( st0); /1 Duplicate value on TCS.

frul (); /1 Conpute square of difference.

fld( this.y);

fld( fronv ); /1 Conpute (y-frony)

fsub();

fld( st0); /1 Conpute the square of the difference.
ful ();

fsart();

fst( point2D. LastDi stance ); /1 Update shared (STATIC) field.

end di st ance;

To understand why you use the class name when referring to constants and static objects but you use THIS to
access VAR objects, check out the next section.

Class procedures are also static objects, so it is possible to call a class procedure by specifying the class
name rather than an object name in the procedure invocation, e.g., both of the following are legal:

Qigin. InitLastD stance();
poi nt 2D. I ni t Last Di st ance();

There is, hwever, a subtle difference between these two class procedure calls. The first call above loads ESI
with the address of th@rigin object prior to actually calling thimitLastDistanceprocedure. The second
call, however, is a direct call to the class procedure without referencing an object; therefore, HLA doesn’t
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know what object address to load into the ESI register. In this case, HLA loads NULL (zero) into ESI prior
to calling thelnitLastDistanceprocedure. Because you can call class procedures in this manner, it's always
a good idea to check the value in ESI within your class procedures to verify that HLA contains an object
address. Checking the value in ESI is a good way to determine which calling mechanism is in use. Later,
this chapter will discuss constructors and object initialization; there you will see a good use for static proce
dures and calling those procedures directly (rather than through the use of an object).

10.9

Object Implementation

In a high leel object-oriented language &kC++ or Delphi, it is quite possible to master the use of
objects without really understandingvhdéhe machine implements them. One of the reasons for learning
assembly language programming is to fully comprehewddgel implementation details so one can mak
educated decisions concerning the use of programming constreabbjédcts. Furthesince assembly lan
guage allas you to pok around with data structures atexylow-level, knaving hav HLA implements
objects can help you create certain algorithms tlmatldvnot be possible without a detailed Wiedge of
object implementation.Therefore, this section, and its corresponding subsectigpiires the lov-level
implementation details you will need to kman order to write object-oriented HLA programs.

HLA implements objects in a manner quite similar to records. In parti¢til# allocates storage for
all VAR objects in a class in a sequentestiion, just like records. Indeed, if a class consists of MR
data felds, the memory representation of that class is nearly identical to that of a corresponding RECORD
declaration. Consider the Student record declarati@ntakmVolumeThree and the corresponding class:

type
st udent : record
Nanme: char[65];
Maj or: int16;

SSNt char[12];

Mdterni: intl6;

M dtern®: intl6;

Final : int16;

Honewor k: i nt 16;

Projects: int1l6;
endr ecor d;

student2: class
Nane: char[65];
Maj or: int16;
SSN char[12];
Mdternil: int16;
M dtern®: intl6;
Final : int1l6;
Honewor k: i nt 16;
Projects: intl6;
endcl ass;
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Name SSN Mid 2 Homework
(65 bytes (12 bytes’ (2 bytes’ (2 bytes’
T v/ T v/ T T T T T
John 1 1 1 1 1 1
L1 1l | ! L 1ge | ! . .
Major Mid 1 Final Projects
(2 bytes’ (2 bytes' (2 bytes (2 bytes’

Figure 10.1 Student RECORD Implementation in Memory

Name SSN Mid 2 Homework
(65 bytes’ (12 bytes; (2 bytes. (2 bytes’
T T 1 T 1 Vﬁ T T T Vﬁ T T T T T T
John| + ' 1 1 1 1 1 1 1
LI R | | | I'{/I | 1 | I'{/I | 1 1 1 1 1
VMT Major Mid 1 Final Projects
Pointer (2 bytes’ (2 bytes' (2 bytes' (2 bytes’
(4 Bytes

Figure 10.2 Student CLASS Implementation in Memory

If you look carefully at these wfigures, youl discover that the only diérence between the class and
the record implementations is the inclusion of W&T (virtual method table) pointerefid at the bginning
of the class objectThis field, which is avays present in a class, contains the address of the \dlasal
method table which, in turn, contains the addresses of all the mlegsds and iteratorsThe VMT field,
by the vay, is present\en if a class doesncontain ay methods or iterators.

As pointed out in prgous sections, HLA does not allocate storage foAT3T objects within the
objects storage. Instead, HLA allocates a single instance of each statietththdt all objects sharé\s
an xample, consider the follang class and object declarations:

type
tHasStatic: class

var
i:int32;
jint32;
r:real 32;
static
c:char[2];
b: byt e;
endcl ass;
var
hsl: tHasStatic;
hs2: tHasStatic;

Figure 10.3shaws the storage allocation for thesetabjects in memory
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Figure 10.3 Object Allocation with Static Data Fields

Classes and Objects

hs?

VMT

Of course, CONS VAL, and #MACRO objects do not v ary run-time memory requirements associ
ated with them, so HLA does not allocate atorage for thesedfids. Like the SATIC data felds, you may
access CONSVAL, and #MACRO fields using the class name as well as an object name. Heegeéf e
tHasStatichas these types ogfis, the memory ganization fotHasStaticobjects would still be the same

as shan in Figure 10.3

Other than the presence of the virtual method table pointer (VMT), the presence of methods, iterators,
and procedures has no impact on the storage allocation of an object. Of course, the machine instructions

associated with these routines does appearwbere in memory So in a sense the code for the routines is
quite similar to static dataelds insoér as all the objects share a single instance of the routine.

10.9.1 Virtual Method Tables

When HLA calls a class procedure, it directly calls that procedure using a CALL instruction,gust lik

arny normal non-class procedure call. Methods and iterators are another story altogatieobject in the

system carries a pointer to a virtual method table which is an array of pointers to all the methods-and itera

tors appearing within the objesttlass.
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SomeOlped
VMT & Method/ Iterator #1
fieldl Method/ Iterator #2

field2
Method/ Iterator #n

fieldn

Figure 10.4 Virtual Method Table Organization

Each iterator or method you declare in a class has a corresponding entry in the virtual method table.
That dword entry contains the address of thstfinstruction of that iterator or methodo call a class
method or iterator is a bit moreovk than calling a class procedure (it requires one additional instruction
plus the use of the EDIgester). Here is a typical calling sequence for a method:

nov( ChjectAdrs, ESl ); /1 Al class routines do this.
nov( [esi], edi ); // Get the address of the WMI into ED
call ( (type dword [edi+n])); /1 "n" is the offset of the nethod s entry

/1 in the VM.
For a gven class there is only one gopf theVMT in memory This is a static object so all objects of a

given class type share the savi€MT. This is reasonable since all objects of the same class typextaatly
the same methods and iterators Siggire 10.5.

Obectl

y

VMT

Obect2

Obect3

Note:Obhects are all the same clagpd

Figure 10.5 All Objects That are the Same Class Type Share the Same VMT

Although HLA huilds theVMT record structure as it encounters methods and iterators within a class,
HLA does not automatically create the actual run-time virtual method table forYmumust &plicitly
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declare this table in your progranio do this, you include a statementelithe follaving in a SATIC or
READONLY declaration section of your program, e.g.,

readonl y
VWMI( cl assnane ) ;

Since the addresses in a virtual method table showler méange during program execution, the REA
DONLY section is probably the best choice for declaring VMTSs. It should go without saying that changing
the pointers in a VMT is, in general, a really bad idea. So putting VMTs in a STATIC section is usually not
a good idea.

A declaration like the one above defines the varialslesname VMT . In sectionl0.10(see“Con-
structors and Object Initialization” on pag)@79 you see that yoll'need this name when initializing object
variables. The class declaration automatically def theclassname VMT_symbol as anxernal static
variable. The declaration abe just preides the actual defition of this eternal symbol.

The declaration of ¥MT uses a somehat strange syntax because you dractually declaring a me
symbol with this declaration, ya& simply supplying the data for a symbol that yowiorgsly declared
implicitly by defining a class. That is, the class declaration defs the static tableaviable class
name_VMT , all youre doing with th&/MT declaration is telling HLA to emit the actual data for the table.
If, for some reason, youauld like to refer to this table using a name other ttlassname VMT , HLA
does allav you to prefk the declaration alve with a \ariable name, e.g.,

readonl y
nyVWMI: VWI( cl assnane ) ;

In this declarationnyVMTis an alias o€lassname._VMT_As a general rule, you should avoid aliases in a
program because they make the program more difficult to read and understand. Therefore, it is unlikely that
you would ever really need to use this type of declaration.

Like any other global static variable, there should be only one instance of a VMT for a given class in a
program. The best place to put the VMT declaration is in the same source file as the class’ method, iterator,
and procedure code (assuming they all appear in a single file). This way you will automatically link in the
VMT whenever you link in the routines for a given class.

10.9.2 Object Representation with Inheritance

Up to this point, the discussion of the implementation of class objects has ignored the possibility of
inheritance. Inheritance onlyfatts the memory representation of an object by addéhdsfihat are not
explicitly stated in the class declaration.

Adding inherited ®lds from &ase classo another class must be done carefiRlgmemberan impor
tant attrilute of a class that inheritefils from a base class is that you can use a pointer to the base class to
access the inheritedefds from that base class in another cla&s.an &ample, consider the follcing
classes:

type
t Based ass: cl ass
var
i:uns32;
j 1uns32;
r:real 32;

et hod nBase;
endcl ass;

t Chil dd assA class inherits( tBased ass );
var
c: char;
b: bool ean;
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w. wor d;

nmet hod n#A;
endcl ass;

t Chil dd assB: class inherits( tBased ass );
var
d: dwor d;
c: char;
a: byte[ 3];
endcl ass;

Since bothtChildClassAand tChildClassBinherit the felds oftBaseClassthese tw child classes
include thel, j, andr fields as well as theimo specift fields. Furthermore, whever you hae a pointer
variable whose base typetBaseClassit is legal to load this pointer with the address oy &hild class of
tBaseClass therefore, it is perfectly reasonable to load such a pointer with the addre€hdfi@lassAor
tChildClassBvariable, e.g.,

var
Bl: tBased ass;
CA: tChil dd assA
CB: tChil dd assB;
ptr: pointer to tBased ass;

lea( ebx, Bl );
nmov( ebx, ptr );
<< UWse ptr >>

lea( eax, CA);
nmov( ebx, ptr );
<< UWse ptr >>

lea( eax, CB);
nov( eax, ptr );
<< UWse ptr >>

Sinceptr points at an object aBaseClassyou may lgally (from a semantic sense) accessitheand
r fields of the object whegr is pointing. It is not lgal to access the, b, wor d fields of theChildClassA
or tChildClassBobjects since at grone gren moment the program may not itnexactly what object type
ptr references.

In order for inheritance to evk properly thei, j, andr fields must appear at the samfsets all child
classes as tyado intBaseClass This way, an instruction of the form “mif(type tBaseClass [ebx]).i, eax);”
will correct access the idid even if EBX points at an object of typ€hildClassAor tChildClassB Figure
10.6shaws the layout of the child and base classes:
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a
W
C
d
r r r
j j j
i i i
VMT VMT VMT
tBaseClass tChildClassA tChildClassB

Derived (child) classes locate their inherited fields at the same offsets a
those fields in the base class.

Figure 10.6 Layout of Base and Child Class Objects in Memory

Note that the ne fields in the tw child classes bear no relation to one ano#ven if they have the
same name (e.g.gfd c in the two child classes does not lie at the sanisetf. Although the two child
classes share theefils thg inherit from their common base classy anaw fields thg add are unique and
separate.Two fields in diferent classes share the sanfesaifonly by coincidence.

All classes (een those that arerrelated to one another) place the pointer to the virtual method table at
offset zero within the objectThere is a singl¥MT associated with each class in a prograrveneclasses
that inherit felds from some base classybaVMT that is (generally) dferent than the base claS8VT.
shavs hav objects of type tBaseClass, tChildClassA and tChildClassB point at their sp&£iTs:
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var

Bl tBaseClass:VMT

CA2

1 »
tChildClassA:VMT

CA

d

tChildClassB:VMT

CB2

CB

\

[ ] VMT Pointer

Figure 10.7 Virtual Method Table References from Objects

A virtual method table is nothing more than an array of pointers to the methods and iterators associated
with a class.The address of theréit method or iterator appearing in a class isfaebtero, the address of
the second appears afsaft four etc. You can determine thefeét \alue for a gren iterator or method by
using the @dset function. If you ant to call a method or iterator directly (using 80x86 syntax rather than
HLA'’s high lerel syntax), you code use codedlithe follaving:

var
sc: tBased ass;

lea( esi, sc); // Get the address of the object (& VM).
nov( [esi], edi ); /] Put address of VM into ED .
call ( (type dword [edi +@ffset( tBased ass.nBase )] );

Of course, if the method hasyaparameters, you must push them onto the stack before executing the code
above. Don't forget, when making direct calls to a method, that you must load ESI with the address of the
object. Any field references within the method will probably depend upon ESI containing this address. The
choice of EDI to contain the VMT address is nearly arbitrary. Unless you're doing something tricky (like
using EDI to obtain run-time type information), you could use any register you please here. As a general
rule, you should use EDI when simulating class iterator/method calls because this is the convention that
HLA employs and most programmers will expect this.

Pagel078 © 2001, By Randall Hyde Beta Draft - Do not distribute



Classes and Objects

Wheneer a child class inheritselids from some base class, the child cla84T also inherits entries
from the base clas¥MT. For example, thevMT for classtBaseClassontains only a single entry — a
pointer to methodBaseClass.mBaseThe VMT for classtChildClassAcontains tw entries: a pointer to
tBaseClass.mBasmndtChildClassA.mA SincetChildClassBdoesnt define aly nev methods or iterators,
tChildClassBsVMT contains only a single entrg pointer to théBaseClass.mBagrethod. Note thaCh-
ildClassBsVMT is identical totBaseClassVMT. Nevertheless, HLA produces tndistinctVMTs. This is
a critical fact that we will ma& use of a little laterFigure 10.&haws the relationship between th&4dTs:

Virtual Method Tables for Derived (inherited) Classes

mA Offset Four
mBase mBase mBase Offset Zero
tBaseClass tChildClassA tChildClassB

Figure 10.8 Virtual Method Tables for Inherited Classes

Although theVMT always appears atfskt zero in an object (and, therefore, you can accedéviie
using the addresxpression “[ESI]” if ESI points at an object), HLA actually inserts a symbol into the sym
bol table so you may refer to th®T symbolically. The symbol pVMT_(pointer toVirtual MethodTable)
provides this capability So a more readableayto access théMT pointer (as in the prxéous code xam
ple) is

lea( esi, sc);

nov( (type tBased ass [esi])._pWM_, edi );

call ( (type dword [edi +@ffset( tBased ass.nBase )] );

If you need to access tMMT directly, there are a coupleays to do this.Wheneer you declare a
class object, HLA automatically includes eldi named VMT _as part of that class.VMT _is a static array
of double vord objects. Therefore, you may refer to théMT using an identifr of the formclass
name_VMT . Generallyyou shouldrt access th¥MT directly, but as youll see shortlythere are some
good reasons whyou need to kne the address of this object in memory

10.10 Constructors and Object Initialization

If you've tried to get a little ahead of tharge and write a program that uses objects prior to this point,
you've probably disceered that the program ixiglicably crashes whemer you attempt to run itWe've
covered a lot of material in this chapter thag but you are still missing one crucial piece of information —
how to properly initialize objects prior to us&his section will put the fial piece into the puzzle and allo
you to bgin writing programs that use classes.

Consider the folleing object declaration and code fragment:

var
bc: tBased ass;

bc. n.Base();
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Remember thatariables you declare in tMAR section are uninitialized at run-tim&herefore, when
the program containing these statements gets arounxed¢atsngbc.mBaseit executes the three-statement
sequence youé seen seeral times already:

lea( esi, bc);
nmov( [esi], edi );
call ( (type dword [edi +@ffset( tBased ass.nBase )] );

The problem with this sequence is that it loads EDI with an umetkfralue assuming you haven't previ
ously initialized thébc object. Since EDI contains a garbage value, attempting to call a subroutine at address
“[EDI+@offset(tBaseClass.mBase)]” will likely crash the system. Therefore, before using an object, you
must initialize the pVMT _field with the address of that object's VMT. One easy way to do this is with the
following statement:

nov( & Based ass. VMI_, bc. pVMI_ );

Always remembehefore using an object, be sure to initialize the virtual method table pointer for that
field.

Although you must initialize the virtual method table pointer for all objects you use, this may not be the
only field you need to initialize in those objects. Each specific class may have its own application-specific
initialization that is necessary. Although the initialization may vary by class, you need to perform the same
initialization on each object of a specific class that you use. If you ever create more than a single object from
a given class, it is probably a good idea to create a procedure to do this initialization for you. This is such a
common operation that object-oriented programmers have given these initialization procedures a special
name:constructos.

Some object-oriented languages (e.g., C++) use a special syntax to declare a con€lithetsr(e.g.,
Delphi) simply use xsting procedure declarations to aefia constructor One adantage to empiong a
special syntax is that the language\wsavhen you defie a constructor and can automatically generate code
to call that constructor for you (whermes you declare an object). Languages xelphi, require that you
explicitly call the constructor; this can be a minor ingamence and a source of defects in your programs.
HLA does not use a special syntax to declare constructors — yoa defistructors using standard class pro
cedures.As such, you will need taxelicitly call the constructors in your program; wever, you'll see an
easy method for automating this in a later section of this chapter

Perhaps the most importarict you must remember is thainstructors must be class mcedures
You must not defie constructors as methods (or iteratof)e reason is quite simple: one of the tasks of
the constructor is to initialize the pointer to the virtual method table and you cannot call a class method or
iterator until after yowe initialized thevMT pointer. Since class procedures donse the virtual method
table, you can call a class procedure prior to initializing/tdé pointer for an object.

By corvention, HLA programmers use the na@eatefor the class constructoil here is no require
ment that you use this nameyttby doing so you will makyour programs easier to read and felloy
other programmers.

As you may recall, you can call a class procedure via an object reference or a class reference. E.g., if
clsProcis a class procedure of clagdassandObjis an object of typéClass then the follaving two class
procedure ivocations are both dal:

tdass. clsProc();
Qhj . cl sProc();

There is a big dierence between these two calls. The first one cRrocwith ESI containing zero
(NULL) while the second invocation loads the addresSlgjfinto ESI before the call. We can use this fact
to determine within a method the particular calling mechanism.
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10.10.1Dynamic Object Allocation Within the Constructor

As it turns out, most programs allocate objects dynamically umsalipcand refer to those objects indi
rectly using pointersThis adds one more step to the initialization process — allocating storage for the object.
The constructor is the perfect place to allocate this storage. Since you probablpeed to allocate all
objects dynamicallyyou'll need two types of constructors: one that allocates storage and then initializes the
object, and another that simply initializes an object that already has storage.

Anotherconstructor covention is to mege these tw constructors into a single constructor andedif
entiate the type of constructor call by treue in ESI. On entry into the clag¥'eateprocedure, the pro
gram checks thealue in ESI to see if it contains NULL (zero). If so, the constructor iwelbcto allocate
storage for the object and returns a pointer to the object in ESI. If ESI does not contain NULL upon entry
into the procedure, then the constructor assumes that ESI pointaligt @bject and skipsver the memory
allocation statement#t the \ery least, a constructor initializes the pointer toMNeT'; therefore, the min
imalist constructor will ook lile the follaving:

procedure tBased ass. nBase; nodi spl ay;
begi n nBase;
if( ESI =0) then

push( eax ); /1 Malloc returns its result here, so save it.
nal l oc( @ize( tBasedass ));
nov( eax, esi ); // Put pointer into ESl;

pop( eax );
endi f;

/1 Initialize the pointer to the VM:
/1 (renmenber, "this" is shorthand for (type tBased ass [esi])"

nov( & Based ass. _VMI_, this._pVMI_ );
/1 QGher class initialization would go here.
end nBase;

After you write a constructor l&kthe one ahae, you choose an appropriate calling mechanism based on
whether your object’ storage is already allocatedor pre-allocated objects (i.e., those wauteclared in
VAR, STATIC, or STORAGE section$ or those yowe previously allocated storage for viaallog you
simply load the address of the object into ESI and call the construgiothose objects you declare as a
variable, this is gry easy — just call the appropri&esateconstructor;

var
bcO: tBased ass;
bcp: pointer to tBased ass;

bcO. Oreate(); // Initializes pre-allocated bcO object.

mal | oc( @ize( tBasedass )); // Alocate storage for bcp object.
nmov( eax, bcp );

6. You generally do not declare objects in READONLY sections because you cannot initialize them.
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bcp. Oreate(); // Initializes pre-allocated bcp object.

Note that althouglbcpis a pointer to dBaseClas®object, theCreatemethod does not automatically
allocate storage for this objecthe program already allocates the storage eafMieerefore, when the pro
gram callsbcp.Ceateit loads ESI with the address contained witha since this is not NULL, theBase
Class.Ceateprocedure does not allocate storage forva olgject. By the \ay, the call tobcp.Ceateemits
the following sequence of machine instructions:

mov( bcp, esi );
call tBased ass. Oeate;

Until now, the code xamples for a class procedure callays bgan with an LEA instructionThis is
because all thexamples to this point va used objectariables rather than pointers to objeatiables.
Remembera class procedure (method/iterator) call passes the address of the object in thesteS| Fer
object \ariables HLA emits an LEA instruction to obtain this address. pbinters to objects, @ver, the
actual object address is thalueof the pointer griable; therefore, to load the address of the object into ESI,
HLA emits a MO/ instruction that copies theaiue of the pointer into the ESlgister

In the xample abwe, the program preallocates the storage for an object prior to calling the object con
structor While there are seral reasons for preallocating object storage (e.g.rg@uéating a dynamic
array of objects), you can aci&most simple object allocationsdikhe one abe by calling a standard
Createmethod (i.e., one that allocates storage for an object if ESI contains NWhE)folloving example
demonstrates this:

var
bcp2: pointer to tBased ass;

t Based ass. Oreate(); /1 Calls reate with ESI =NULL.
nov( esi, bcp2); // Save pointer to new class object in bcp2.

Remembera call to aBaseClass.Createonstructor returns a pointer to the new object in the ESI register.
It is the caller’s responsibility to save the pointer this function returns into the appropriate pointer variable;
the constructor does not automatically do this for you.

10.10.2Constructors and Inheritance

Constructors for dered (child) classes that inheriefils from a base class represent a special case.
Each class must fia its avn constructor bt needs the ability to call the base class constru€tas section
explains the reasons for this andahto do this.

A derived class inherits th@reateprocedure from its base class. vitwer, you must werride this pre
cedure in a deved class because the ded class probably requires more storage than the base class and,
therefore, you will probably need to use datiént call tomallocto allocate storage for a dynamic object.
Hence, it is ery unusual for a demed class not tow@rride the defiition of theCreateprocedure.

However, overriding a base clas€reateprocedure has problems of it When you oerride the
base clasCreateprocedure, you takthe full responsibility of initializing the (entire) object, including all
the initialization required by the base clags. the \ery least, this wolves putting duplicate code in the
overridden procedure to handle the initialization usually done by the base class construattdition to
make your program lagrer (by duplicating code already present in the base class constructor), this-also vio
lates information hiding principles since the ded class must benare of all the &lds in the base class
(including those that are logically paite to the base classjvVhat we need here is the ability to call a base
class’constructor from within the derd classdestructor and let that call do thevier-level initialization
of the base clas§ields. rtunatelythis is an easy thing to do in HLA.

Consider the follaing class declarations (which does things the hag)w
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t Base: cl ass

var
i:uns32;
jrint32;

procedure Create(); returns( "esi" );

endcl ass;

tDerived: class inherits( tBase );

var
r: real 64;

override procedure Create(); returns( "esi" );

endcl ass;

procedure tBase. O eate; @odi spl ay;
begi n Oeate;

if( esi =0) then

push( eax );
mov( mall oc( @ize( tBase )), esi );
pop( eax );

endif;

nov( & Base. VWMI_, this. _pVM_ );
nmov( O, this.i );

mov( -1, this.j );

end Oeate;

procedure tDerived. Oreate; @odisplay;
begin Oreate;

if( esi =0) then
push( eax );
mov( malloc( @ize( tDerived )), esi );
pop( eax );
endif;
/1 Initialize the VMI pointer for this object:
nov( & Derived. _VMI_, this._pVWM_ );

/1l Initialize the "r" field of this particular object:

fldz();
fstp( this.r );

// Duplicate the initialization required by tBase. Oeate:

nov( O, this.i );
nov( -1, this.j );

end O eate;

Let's tale a closer look at thtDerived.Ceate procedure abe. Like a comentional constructorit
begins by checking ESI and allocates storage fovaatgect if ESI contains NULL. Note that the size of a
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tDerived object includes the size required by the inheritettii so this properly allocates the necessary
storage for all 8lds in aDerivedobject.

Next, thetDerived.Ceateprocedure initializes theMT pointer field of the object. Remembeyach
class has itsven VMT and, specifially, derived classes do not use MBIT of their base classTherefore,
this constructor must initialize the _pVMT effil with the address of tiBerivedVMT.

After initializing theVMT pointer, the tDerived constructor initializes thealue of ther field to 0.0
(rememberFLDZ loads zero onto the FPU stacRhis concludes thtDerivedspecift initialization.

The remaining instructions iDerived.Ceateare the problemThese statements duplicate some of the
code appearing in thBaseCreateprocedure.The problem with code duplication becomes really apparent
when you decide to modify the initiables of thesedids; if youve duplicated the initialization code in
derived classes, you will need to change the initialization code in more thareate procedure. More
often than not, this results in defects in the \aeticlassCreate procedures, especially if those ded
classes appear in tifent source liés than the base class.

Another problem with birying base class initialization in degd class constructors is the violation of
the information hiding principle. Someeliils of the base class may Ibgically private Although HLA
does not eplicitly support the concept of public and\@ie felds in a class (as, say++ does), well-disei
plined programmers will still partition theeftls as pxiate or public and then only use thevpte felds in
class routines belonging to that class. Initializing thesaitarifelds in dered classes is not acceptable to
such programmers. Doing so will neait very difficult to change the deifition and implementation of some
base class at a later date.

Fortunately HLA provides an easy mechanism for calling the inherited constructor within\edleri
class’constructar All you have to do is call the base constructor using the classname syntax, e.g., you could
call tBaseCreatedirectly from withintDerived.Ceate By calling the base class constructaur deved
class constructors can initialize the base claddsfiwithout verrying about theact implementation (or
initial values) of the base class.

Unfortunately there are tw types of initialization thatwery (comwventional) constructor does that will
affect the vay you call a base class constructor: alivemtional constructors allocate memory for the class
if ESI contains zero and all ceentional constructors initialize tMMT pointer. Fortunatelyit is very easy
to deal with these tavproblems

The memory required by an object of some most base class is usually less than the memory required for
an object of a class you degifrom that base class (because thevddrtlasses usually add moreldis).
Therefore, you cannot allothe base class constructor to allocate the storage when you call it from inside
the derved classtonstructor This problem is easily sodd by checking ESI within the deed class con
structor and allocating gmecessary storage for the objeefore calling the base class constructor

The second problem is the initialization of ¥ T pointer. When you call the base classinstructar
it will initialize the VMT pointer with the address of the base clagstual method table A derived class
objects _pVMT _field, havever, must point at the virtual method table for the \édiclass. Calling the
base class constructor wilkedys initialize the pVMT _field with the wrong pointer; to properly initialize
the _pVMT_field with the appropriatealue, the devied class constructor must store the address of the
derived classvirtual method table into thepVMT _field after the call to the base class constructor (so that it
overwrites the alue written by the base class constructor).

ThetDerived.Ceateconstructorrenritten to call theeBaseCreateconstructors, follws:

procedure tDerived. Oreate; @odisplay;
begi n Oeate;

if( esi =0) then
push( eax );
mov( mall oc( @ize( tDerived )), esi );

pop( eax );

endi f;
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// Call the base class constructor to do any initialization

/'l needed by the base class. Note that this call rust follow
/1 the object allocation code above (so ESI wll always contain
// a pointer to an object at this point and tBase.Create will
/1 never allocate storage).

t Base. Oeate();

/1 Initialize the VI pointer for this object. This code
/1 must always follow the call to the base cl ass constructor
/1 because the base class constructor also initializes this
/1 field and we don’t want the initial value supplied by

/1 tBase.Ceate.

nov( & Derived. _VMI_, this._pVMI_ );

// Initialize the "r" field of this particul ar object:

fldz();
fstp( this.r );

end O eate;

This solution soles all the abee concerns with demed class constructors.

10.10.3Constructor Parameters and Procedure Overloading

All the constructor xamples to this point lva not had anparameters. Hueever, there is nothing spe
cial about constructors that pemt the use of parameters. Constructors are procedures therefore you can
specify aly number and types of parameters you chod%® can use these parametafues to initialize
certain felds or control he the constructor initializes theefds. Of course, you may use constructor param
eters for ap purpose yow use parameters inyaother procedure. Ira€t, about the only issue you need
concern yourself with is the use of parameters wiemngou hae a dewed class.This section deals with
those issues.

The frst, and probably most important, problem with parameters imedkedass constructors actually
applies to all werridden procedures, iterators, and methods: the parameter list\edradaen routine must
exactly match the parameter list of the corresponding routine in the base claast, KL doesrt even
give you the chance to violate this rule becaus&RRIDE routine prototypes danallow parameter list
declarations — tlyeautomatically inherit the parameter list of the base rouflierefore, you cannot use a
special parameter list in the constructor prototype for one class anf@rardifparameter list for the con
structors appearing in base or ged classes. Sometimes ibwd be nice if this werenthe case, it there
are some sound and logical reasong WhA does not support this

Some languages, BkC++, support functionverloading letting you specify geral diferent construc
tors whose parameter list speesfiwhich constructor to use. HLA does not directly support procedere o
loading in this mannebut you can use macros to simulate this language featuréSiseelating Function
Overloading with Macros” on pad#0). To use this trick with constructors yowuld create a macro with
the nameCreate The actual constructors couldveanames that describe theirfdiences (e.gCreateDe
fault, CreateSetl,Jetc.). The Createmacro vould parse the actual parameter list to determine which routine
to call.

7. Calling virtual methods and iterators would be a real problem since you don't really know which routine a pointer refer-
ences. Therefore, you couldn’t know the proper parameter list. While the problems with procedures aren’t quite as drastic,
there are some subtle problems that could creep into your code if base or derived classes allowed overridden procedures with
different parameter lists.
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HLA does not support macraerloading. Therefore, you cannowerride a macro in a degd class to
call a constructor unique to that dexdl class. In certain circumstances you can create a sor&finound
by defning empty procedures in your base class that you intendetoide in some deréd class (this is
similar to an abstract method, sédstract Methods” on page91). Presumablyyou would never call the
procedure in the base class @ectf you vould probably vant to put an error message in the body of the pro
cedure just in case you accidentally call it). By putting the empty procedure declaration in the base class, the
macro that simulates functionerloading can refer to that procedure and you can use thatvedlelasses
later on.

10.11 Destructors

A destructor is a class routine that cleans up an object once a pragisdrasfiusing that object. lak
constructors, HLA does not pride a special syntax for creating destructors nor does HLA automatically
call a destructor; unli&constructors, a destructor is usually a method rather than a procedure (since virtual
destructors maka lot of sense while virtual constructors do not).

A typical destructor will close arfiles opened by the object, free the memory allocated during the use
of the object, and,rilly, free the object itself if it &s created dynamicallyrhe destructor also handlesyan
other clean-up chores the object may require before it ceasastto e

By corvention, most HLA programmers name their destrudbmstioy. Destructors generally do not
have ary parameters, so the issue oedoading the parameter list rarely arisédbout the only code that
most destructors ka in common is the code to free the storage associated with the dijectolloving
destructor demonstratesvindo do this:

procedure tBase. Destroy; nodispl ay;
begi n Destroy;

push( eax ); /'l islnHeap uses this
/1 Place any other clean up code here.

/1 The code to free dynanic objects shoul d al ways appear | ast
/1 in the destructor.

/*************/

/1 The follow ng code assunes that ESI still contains the address
/1 of the object.

if( islnHeap( esi )) then
free( esi );

endi f;
pop( eax );

end Destroy;

The HLA Standard Library routinesinHeapreturns true if its parameter is an address thalloc
returned. Therefore, this code automatically frees the storage associated with the object if the program orig
inally allocated storage for the object by callimglloc. Obviously, on return from this method call, ESI
will no longer point at a al object in memory if you allocated it dynamicallote that this code will not
affect the \alue in ESI nor will it modify the object if the objecasnt one youre previously allocated via a
call tomalloc
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10.12 HLA's*“ initialize_"and " _finalize_” Strings

Although HLA does not automatically call constructors and destructors associated with your classes,
HLA does preide a mechanism whereby you can cause these calls to happen automatically: by using the
_initialize_and_finalize_compile-time string ariables (i.e.VAL constants) HLA automatically declares in
every procedure.

Wheneer you write a procedure, iterator method, HLA automatically declarevsgl local symbols
in that routine.Two such symbols ardnitialize _and_finalize . HLA declares these symbols as fal

val
_initialize_: string :="";
_finalize_: string :="";

HLA emits the_initialize_string as tet at the ery beinning of the routine body i.e., immediately
after the routines BEGIN claus® Similarly, HLA emits the finalize_string at the gry end of the routing’
body, just before the END claus&his is comparable to the follong:

procedure SoneProc;
<< decl arations >>
begi n SonePr oc;

@ext( _initialize_ );
<< procedure body >>
@ext( _finalize_);
end SomnePr oc;

Since_initialize_and _finalize_initially contain the empty string, thesgpansions hae no efect on
the code that HLA generates unless yxplieitly modify the \alue of_initialize_prior to the BEGIN clause
or you modify_finalize_prior to the END clause of the procedure. So if you modify either of these string
objects to contain a machine instruction, HLA will compile that instruction at thierbeg or end of the
procedure.The folloving example demonstrateswdo use this technique:

procedur e SoneProc;
? initialize_:="nov( 0, eax );";
? finalize_:= "stdout.put( eax );"
begi n SonePr oc;

/1 HA emts "nmov( O, eax );" here in response to the _initialize_
// string constant.

add( 5, eax );
// HLA emts "stdout.put( eax );" here.
end SoneProc;

Of course, thesexamples dort’save you much. It wuld be easier to type the actual statements at the
beginning and end of the procedure than assign a string containing these statementmiiattze and
_finalize_compile-time wariables. Hwever, if we could automate the assignment of some string to these
variables, so that you ddrhiave to eplicitly assign them in each procedure, then this feature might be use
ful. In a moment, yoll' see hev we can automate the assignmentaities to the initialize_and_finalize_
strings. r the time being, consider the case where we load the name of a constructor imidisfiee

8. If the routine automatically emits code to construct the activation record, HLA éniitalize 's text after the code that
builds the activation record.
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string and we load the name of a destructor in to finalize_string. By doing this, the routine will “auto
matically” call the constructor and destructor for that particular object.

The xample abwe has a minor problem. If we can automate the assignment of saoe to
_initialize_or _finalize , what happens if thesaniables already contain som&we? Br example, suppose
we hae two objects we use in a routine and thestfione loads the name of its constructor into the
_initialize_string; what happens when the second object attempts to do the sameTthag®lution is
simple: dont directly assign anstring to the_initialize_ or _finalize_ compile-time ariables, instead,
always concatenate your strings to the end of xistieg string in theseariables. The folloving is a modi
fication to the abee example that demonstratesvinto do this:

procedur e SoneProc;
? initialize_:= _initialize_ + "nov( 0, eax );";
? finalize_ := _finalize_ + "stdout.put( eax );"
begi n SonePr oc;

/1 HHA emts "nmov( O, eax );" here in response to the _initialize_
// string constant.

add( 5, eax );
// HLA emts "stdout.put( eax );" here.
end SoneProc;

When you assignalues to the initialize_and _finalize_strings, HLA almost guarantees that the
_initialize_sequence will xecute upon entry into the routine. Sadhe same is not true for thénalize
string upon git. HLA simply emits the code for thdfinalize_string at the end of the routine, immediately
before the code that cleans up thevation record and returns. Unfortunatefialling off the end of the
routine” is not the only ay that one could return from that routine. One coxfdigtly return from some
where in the middle of the code byeeuting a RET instruction. Since HLA only emits tHimalize_string
at the ery end of the routine, returning from that routine in this manner bypassindinhéze code.
Unfortunately other than manually emitting thdinalize_code, there is nothing you can do about®this
Fortunately this mechanism forxéing a routine is completely under your control; if yowereit a rou
tine except by “flling off the end” then you an’t have to worry about this problem (note that you can use
the EXIT control structure to transfer control to the end of a routine if you really @ return from that
routine from som@here in the middle of the code).

Another way to prematurely»at a routine which, unfortunatelyou hae no control wer, is by raising
an «ception. Your routine could call some other routine (e.g., a standard library routine) that raises an
exception and then transfers control immediately to wha@mealled your routine. dftunately you can
easily trap and handleeptions by putting &RY..ENDTRY block in your procedure. Here is axaenple
that demonstrates this:

procedure SoneProc;
<< declarations that nodify _initialize_and _finalize_ >>
begi n SoneProc;
<< HAA enits the code for the _initialize_ string here. >>
try // Catch any exceptions that occur:
<< Procedure Body Goes Here >>

anyexcept i on

push( eax ); /1 Save the exception #.
@ext( _finalize_); [// Execute the _finalize_ code here.

9. Note that you can manually emit thinalize_code using the statement “@text( _finalize_);".
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pop( eax ); // Restore the exception #.
raise( eax ); /'l Reraise the exception.
endtry;

// HLA autonatically emts the finalize_ code here.
end SoneProc;

Although the code alve handles some problems theisewith _finalize , by no means that this handle
every possible caseAlways be on the look out forays your program could inaesently it a routine
without executing the code found in thdinalize_string. You should gplicitly expand_finalize_if you
encounter such a situation.

There is one important place you can get into trouble with respertéptens: within the code the
routine emits for theinitialize_string. If you modify the _initialize_ string so that it contains a constructor
call and the xecution of that constructor raises aeption, this will probably force arxi¢ from that rou
tine without eecuting the correspondindinalize_code. You could liry the TRY..ENDTRY statement
directly into the_initialize _and _finalize_strings lut this approach hasaral problems, not the least of
which is the &ct that one of therfit constructors you call might raise awweption that transfers control to
the eception handler that calls the destructors for all objects in that routine (including those objects whose
constructors you ha yet to call).Although no single solution that handles all problemists, probably the
best approach is to puff®Y..ENDTRY block around each constructor call if it is possible for that construc
tor to raise somexeeption that is possible to handle (i.e., doestjuire the immediate termination of the
program).

Thus fr this discussion ofinitialize_and_finalize _has &iled to address one important point:ywse
this feature to implement the “automatic” calling of constructors and destructors since it apparelvty in
more work that simply calling the constructors and destructors directly? Clearly there mustayet@a w
automate the assignment of thaitialize_and_finalize_strings or this sectionouldn't exist. The way to
accomplish this is by using a macro to defthe class type. Sowdt’s time to tak a look at another HLA
feature that mads is possible to automate this ity the FORVARD keyword.

You've seen ho to use thd=ORWNARD resered word to create procedure and iterator prototypes (see
“Forward Procedures” on pa§é7), it turns out that you can declare famd CONSTVAL, TYPE, and
variable declarations as wellhe syntax for such declarationseakhe follaving form:

For var dSynbol Nane: forward( undefinedl D);

This declaration is completely egalent to the following:
?undefinedl D. text := " ForwardSynbol Nane";

Especially note that thisxpansion does not actually define the syntewivardSymbolName It just con
verts this symbol to a string and assigns this string to the specified TEXT oini@efifedIDn this exam
ple).

Now you're probably wonder how something like the above is equivalent to a forward declaration. The
truth is, it isn’t. However, FORWARD declarations let you create macros that simulate type names by allow-
ing you to defer the actual declaration of an object’s type until some later point in the code. Consider the fol-
lowing example:
type

nyd ass: cl ass

var
i:int32
procedure Oreate; returns( "esi" );
procedure Destroy,
endcl ass;

#macro _nyd ass: varlD
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forward( varlD);

? initialize_ := _initialize_ + @tring:varID + ".Oeate(); ";
? finalize_ := _finalize_ + @tring:varlD + ".Destroy(); ";
varl D nyd ass

#endnacr o;

Note, and this isery important, that a semicolon does not follow the “varID: myClass” declaration at the
end of this macro. You'll find out why this semicolon is missing in a little bit.

If you have the class and macro declarations above in your program, you can now declare variables of
type _myClassthat automatically ivoke the constructor and destructor upon entry aditdoé the routine
containing the ariable declarationsTo see hw, take a look at the follving procedure shell:

procedure Hasnyd asshj ect ;
var

nco: _nyd ass;
begi n Hasnyd assbj ect;

<< do stuff with nto here >>
end Hasnyd ass(hj ect ;

Since_myClasss a macro, the procedure &baxpands to the folling text during compilation:
procedure Hasnyd ass(hj ect ;

var
nco: // Expansion of the _nyd ass nacro:
forward( _0103_); // _0103_ synbol is and H.A supplied text synbol
/1l that expands to "nto".
? initialize_:= _initialize_ + "nto" + ".Qeate();
? finalize_ := _finalize_ + "nto" + ".Destroy(); ";

nto: nyd ass;
begi n Hasnyd assbj ect ;
nto. eate(); // Expansion of the _initialize_ string.
<< do stuff with nto here >>
nco. Destroy(); // Expansion of the _finalize_ string.
end Hasnyd ass(hj ect ;

You might notice that a semicolon appears after “mco: myClass” declaration in the example above. This
semicolon is not actually a part of the macro, instead it is the semicolon that follows the “mco: _myClass;”
declaration in the original code.

If you want to create an array of objects, you could legally declare that array as follows:

var
ncoArray: _nyd ass[ 10];

Because the last statement in the _myClass macro tleeshwith a semicolon, the declaration above will
expand to something like the following (almost correct) code:

NTOAr ray: /1 Expansion of the _nyd ass macro:
forward( _0103_); // _0103_ synbol is and H.A supplied text synbol
/1 that expands to "ntoArray".

? initialize_ := _initialize_ + "ntoArray" + ".Qeate();

? finalize_ := _finalize_ + "ntoArray" + ".Destroy(); ";
ncoArray: nyd ass[ 10];
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The only problem with thisx@ansion is that it only calls the constructor for the first object of the array.
There are several ways to solve this problem; one is to append a macro name to thénéradioé _and
_finalize_rather than the constructor name. That macro would check the object'smao#errayin this

example) to determine if it is an array. If so, that macro could expand to a loop that calls the constructor for
each element of the array (the implementation appears as a programming project at the end of this chapter).

Another solution to this problem is to use a macro parameter to specify the dimensions for arrays of
myClass This scheme is easier to implement than the oneealtot it does hee the dravback of requiring
a different syntax for declaring object arrays (youehtd use parentheses around the array dimension rather
than square braeks).

The FORVARD directive is quite pwerful and lets you achie all kinds of tricks. Haever, there are
a few problems of which you should bevare. First, since HLA emits thenitialize_and_finalize_code
transparentlyyou can be easily confused if there ang @mors in the code appearing within these strings. If
you start getting error messages associated with the BEGIN or END statements in a routine, yoamight w
to tale a look at theinitialize_and_finalize_strings within that routineThe best defense here is twvays
append ery simple statements to these strings so that you reduceetiteoldd of an error

FundamentallyHLA doesnt support automatic constructor and destructor cdltss section has pre
sented seeral tricks to attempt to automate the calls to these routinesevidp the automation ishperfect
and, indeed, the aforementioned problems with flmalize_strings limit the applicability of this approach.
The mechanism this section presents is probatdyféir simple classes and simple programsweder, one
piece of advice is probablyasth following: if your code is compleor correctness is critical, tprobably a
good idea toxplicitly call the constructors and destructors manually

10.13

Abstract Methods

An abstact base class one that xists solely to supply a set of commoeldis to its devied classes.
You never declare &riables whose type is an abstract base class, wayslse one of the deed classes.
The purpose of an abstract base class is Wdde@ template for creating other classes, nothing nfset
turns out, the only diérence in syntax between a standard base class and an abstract base class-is the pres
ence of at least orabstiact methodleclaration.An abstract method is a special method that does met ha
an actual implementation in the abstract base clasg.attempt to call that method will raise atception.
If you're wondering what possible good an abstract method could be, eefi,dn reading...

Suppose you ant to create a set of classes to hold numatiseg. One class could represent unsigned
integers, another class could represent signedense a third could implement BCIalues, and a fourth
could supporteal64values. While you could create four separate classes that function independently of one
anotheydoing so passes up an opportunity to entis set of classes more genient to useTo understand
why, consider the follwing possible class declarations:

type
uint: class
var
TheVal ue: dword;

net hod put;
<< other nethods for this class >>
endcl ass;

sint: class
var
TheVal ue: dword;

net hod put;
<< other nethods for this class >>
endcl ass;
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r64: class
var
TheVal ue: real 64

met hod put ;
<< other nethods for this class >>
endcl ass;

The implementation of these classes is not unreasonaébég.have fields for the data, tlyenhare aput
method (which, presumablwrites the data to the standard outputick), Presumably tlyehase other
methods and procedures in implemeatious operations on the dafBhere is, havever, two problems with
these classes, one minor and one majath occurring because these classes do not inhefitedats from a
common base class.

The first problem, which is relately minor, is that you hee to repeat the declaration ofveel com
mon fields in these classesorfexample, thgoutmethod declaration appears in each of these ciisserss
duplication of efort involves results in a harder to maintain program because it deesourage you to use
a common name for a common function sinceatisy to use a tkfent name in each of the classes.

A bigger problem with this approach is that it is not generftat is, you cart’create a generic pointer
to a “numeric” object and perform operation®l&ddition, subtraction, and output on thalue (rgjardless
of the underlying numeric representation).

We can easily sob/these tw problems by turning the prieus class declarations into a set of i
classes.The folloving code demonstrates an eagyvo do this:

type
nuneric: class
procedure put;
<< Gt her common met hods shared by all the classes >>
endcl ass;

uint: class inherits( nuneric )
var
TheVal ue: dword;

override met hod put;
<< other nethods for this class >>
endcl ass;

sint: class inherits( nuneric )
var
TheVal ue: dword;

override method put;
<< other nethods for this class >>
endcl ass;

r64: class inherits( nuneric )
var
TheVal ue: real 64

override met hod put;
<< other nethods for this class >>
endcl ass;

This scheme sobs both the problems. First, by inheriting fhe method from numeric, this code
encourages the deed classes towhys use the nanputthereby making the program easier to maintain.
Second, because thigaanple uses dered classes, &' possible to create a pointer to thenerictype and

10. Note, by the way, thaheValuds not a common class because this field has a different typer4tbkass.

Pagel092 © 2001, By Randall Hyde Beta Draft - Do not distribute



Classes and Objects

load this pointer with the address diiiat, sint,or r64 object. That pointer can woke the methods found in
the numericclass to do functions l&kaddition, subtraction, or numeric outputherefore, the application
that uses this pointer doesnked to kne the exact data type, it only deals with numerawes in a generic
fashion.

One problem with this scheme is thas possible to declare and usegiables of typeumeric Unfor
tunately such numericariables don’have the ability to representatype of number (notice that the data
storage for the numericelds actually appears in the dexd classes)Worse, because youg declared the
put method in thenumericclass, yowe actually got to write some code to implement that methed e
though one should wmer really call it; the actual implementation should only occur in theetkdlasses.
While you could write a dummy method that prints an error messageetter yet, raises axaeption),
there shouldr’be ary need to write “dummy” procedures dikhis. rtunately thereis no reason to do so
— if you useabstract methods.

The ABSTRACT keyword, when it follavs a method declaration, tells HLA that you are not going to
provide an implementation of the method for this class. Instead, it is the responsibility ofvaitldéass to
provide a concrete implementation for the abstract method. HLA will raisgcapton if you attempt to
call an abstract method directlyhe following is the modiftation to thenumericclass to covert putto an
abstract method:
type

nuneric: class

nmet hod put; abstract;
<< Gt her common net hods shared by all the classes >>
endcl ass;

An abstract base class is a class that has at least one abstract method. Note thdthave tomale
all methods abstract in an abstract base class; it is perfeglyidedeclare some standard methods (and, of
course, preide their implementation) within the abstract base class.

Abstract method declarations pide a mechanism by which a base class enforces the methods that the
derived classes must implement. In theaiyderved classes must pridle concrete implementations of all
abstract methods or those ded classes are themsetvabstract base classes. In practicepissible to
bend the rules a little and use abstract methods for a slightyedit purpose.

A little earlier, you read that one shouldvee create ariables whose type is an abstract base class. F
if you attempt to eecute an abstract method the prograoule immediately raise arxeeption to complain
about this illgal method call. In practice, you actually can declarébles of an abstract base type and get
away with this as long as you dorall ary abstract methods/Ne can use thisatt to preide a better form
of method eerloading (that is, prading several diferent routines with the same namé bifferent param
eter lists). Remembethe standard trick in HLA toverload a routine is to write weral diferent routines
and then use a macro to parse the parameter list and determine which actual routine td'Sa Eaimg
Function Oerloading with Macros” on padg#¥0). The problem with this technique is that you cannet-o
ride a macro ddiition in a class, so if youant to use a macro toverride a routines syntax, then that
macro must appear in the base class. Unfortunatelymay not need a routine with a spegi@rameter
list in the base class (for that mattgou may only need that particulagrgion of the routine in a single
derived class), so implementing that routine in the base class and in all the otret deisses is aaste of
effort. This isnt a big problem. Just go ahead androethe abstract method in the base class and only
implement it in the devied class that needs that particular methssllong as you don'call that method in
the base class or in the other ded classes that ddrdverride the methodverything will work fine.

One problem with using abstract methods to supp@ti@ading is that this trick does not apply to-pro
cedures - only methods and iterators.wideer, you can achiee the same &dct with procedures by declar
ing a (non-abstract) procedure in the base class\a@rdding that procedure only in the class that actually
uses it. You will have to pravide an implementation of the procedure in the base clasghdt is a minor
issue (the procedurebody by the vay, should simply raise arxeeption to indicate that you shouldviea
never called it).

An example of routine werloading in a class appears in this chapteample program.
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10.14 Run-time Type Information (RTTI)

When working with an object ariable (as opposed to a pointer to an object), the type of that object is
ohvious: it’s the \ariables declared typeTherefore, at both compile-time and run-time the prograsnaligs
knows the type of the objectVhen working with pointers to objects you cannot, in the general case; deter
mine the type of an object a pointer referencesweder, at run-time it is possible to determine the obgect’
actual type.This section discusseswdo detect the underlying objesttype and he to use this informa
tion.

If you have a pointer to an object and that poirge¢ype is some base class, at run-time the pointer could
point at an object of the base class or derived type. At compile-time it is not possible to determine the
exact type of an object at ainstant. To see wlg, consider the follwing short &ample:

Ret ur nSorre(hj ect () ; /! Returns a pointer to sone class in ESl.
nov( esi, ptrToChject );

The routineReturnSomeObjeceturns a pointer to an object in ESlhis could be the address of some
base class object or a dexil class objectAt compile-time there is no ay for the program to kmowhat
type of object this function returns.ofFexample,ReturnSomeObjecbuld ask the user whaalue to return
so the gact type could not be determined until the program actually runs and the ussrarstection.

In a perfectly designed program, there probably is no need to &ig@neric objedt’actual typeAfter
all, the whole purpose of object-oriented programming and inheritance is to produce general programs that
work with lots of diferent objects without lwing to male substantial changes to the program. In the real
world, havever, programs may not kia a perfect design and sometimes iitice to kne the exact object
type a pointer references. Run-time type information, ToFIRgives you the capability of determining an
objects type at run-time,ven if you are referencing that object using a pointer to some base class of that
object.

Perhaps the most fundamentdlTR operation you need is the ability to ask if a pointer contains the
address of some specifbbject type. Maynobject-oriented languages (e.g., Delphi)vide anlS operator
that pravides this functionality IS is a boolean operator that returns true if its left operand (a pointer) points
at an object whose type matches the left operand (which must be a typeeideriifie typical syntax is
generally the follaving:

Qvj ect PointerQVvar is dassType

This operator wuld return true if the variable is of the specified class, it returns false otherwise. Here is a
typical use of this operator (in the Delphi language)

if( ptrToNuneric is uint ) then begin

end;

It's actually quite simple to implement this functionality in HLAs you may recall, each class ise
its owvn virtual method table Wheneer you create an object, you must initialize the pointer to/Mé&
with the address of that clad&T. Therefore, th&/MT pointer field of all objects of a gen class type
contain the same pointealue and this pointeralue is diferent from theMT pointer field of all other
classesWe can use thisatt to see if an object is some spedifipe. The folloving code demonstrateswio
to implement the Delphi statement abon HLA:

mov( ptrToNuneric, esi );
if( (type uint [esi]). _pVMI_ = &uint._VMI_ ) then
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endif;

This IF statement simply compares the obgecpVMT _field (the pointer to th&MT) against the
address of the desired clag®T. If they are equal, then thgtrToNumericvariable points at an object of
typeuint.

Within the body of a class method or iteratbere is a slightly easieray to see if the object is a certain
class. Remembgupon entry into a method or an iteratbe EDI rgister contains the address of the virtual
method table.Therefore, assuming you Ven't modified EDI's value, you can easily test to seelHIS
(ESI) is a specifi class type using an IF statemene ltke follaving:

if( ED = &uint. VWI_ ) then

endi f;

10.15 Calling Base Class Methods

In the section on constructors yowsthat it is possible to call an ancestor clgsscedure within the
derived classbverridden procedure.To do this, all you needed to d@svto ivoke the procedure using the
call “classname.procedureName( parameters);” On occasion youanayondo this same operation with a
class’'methods as well as its procedures (that igelzan @erridden method call the corresponding base class
method in order to do some computation gordther not repeat in the dexd classmethod). Unfortu
nately HLA does not let you directly call methods as it does procedii@s.will need to use an indirect
mechanism to achie this; speci@ally, you will hase to call the function using the address in the base
class'virtual method tableThis section describesWwdo do this.

Wheneer your program calls a method it does so indirecthing the address found in the virtual
method table for the meth@dtlass.The virtual method table is nothing more than an array of 32-bit-point
ers with each entry containing the address of one of that oletisbds. So to call a method, all you need is
the inde into this array (qrmore properlythe ofset into the array) of the address of the method you wish to
call. The HLA compile-time functior@offsetcomes to the rescue- it will return thdset into the virtual
method table of the method whose name you supply as a para@etebined with the CALL instruction,
you can easily call anmethod associated with a class. Hesei @ample of hav you would do this:

type
nyds: class

net hod m
endcl ass;

call.( nyds. W[ @ffset( nyds.m)]);

The CALL instruction abee calls the method whose address appears at the spegifry in the virtual
method table fomyCls The @ofsetfunction call returns the fsfet (i.e., inde times four) of the address of
myCls.mwithin the virtual method table. Hence, this code indirectly callstheethod by using the virtual
method table entry fan.

There is one major dndback to calling methods using this scheme: youtdget to use the highwel
syntax for procedure/method calls. Instead, you must useviHlevel CALL instruction. In the xample
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above, this isnt much of an issue because theprocedure doeshhave ary parameters. If it did ve
parameters, youould hare to manually push those parameters onto the stack yoursePéssing Bram
eters on the Stack” on pag22. Fortunately you'll rarely need to call ancestor class methods from a
derived class, so thisam't be much of an issue in reabvid programs.

10.16

Sample Program

This chaptes sample program will present what is probably the epitome of object-oriented programs: a
simple “draving” program that uses objects to represent shapeswoadrdhe display While limited to a
demonstration program, this program does demonstrate important object-oriented concepts in assembly lan
guage.

This is an unusual dnang program ins@r as it dravs shapes usingSCII characters. While the
shapes it dras are ery rough (compared to a graphics-baseevihg program), the output of this program
could be quite useful for creating rudimentary diagrams to include as comments in your HLA (or ether lan
guage) programsThis sample program does not yide a “user intedce” for draving images (something
you would need to ééctively use this program) because the user iaterfepresents a lot of code thaimt
improve your appreciation of object-oriented programming (not to mention, this book is long enough
already). Praiding a mouse-based user ingané to this program is left as areecise to the interested
reader

This program consists of three sourdesfi the class defitions in a headerlé, the implementation of
the classprocedures and methods in an HLA sourieg éind a main program that demonstrates a simple use
of the classbbjects. The following listings are for these threées.

type
/'l Generic shape cl ass:

shape: cl ass

const
maxX:. unsl6 := 80;
maxY: unsl6 : = 25;
var
X: unsle6;
y: unsle;
wi dt h: uns16;
hei ght : unslie;

fill Shape: bool ean
procedure create; returns( "esi" ); external
nmet hod draw, abstract;
nethod fill( f:boolean ); external
net hod noveTo( x:unsl6; y:unsl6 ); external
net hod resi ze( width: unsl6; height: unsl6 ); external

endcl ass;

/1 dass for a rectangl e shape
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11l

I o+------ +
I |
e +

rect: class inherits( shape )

override procedure create; external;
override nethod draw, external;

endcl ass;

/1 dass for a rounded rectangl e shape
/1

N

/1 \

/1 |

/1 0\ /

N

roundrect: class inherits( shape )

override procedure create; external;
override nethod draw, external;

endcl ass;

// dass for a dianmond shape

11

11 /\

11 I\
/1 \
11 \/

di anond: class inherits( shape )
override procedure create; external;
override nethod resize; external;
override nethod draw, external;

endcl ass;

Program 10.1  Shapes.hhf - The Shape Class Header Files

uni t Shapes;
#i ncl udeonce( "stdlib. hhf" )
#i ncl udeonce( "shapes. hhf" )

// Emt the virtual nethod tables for the cl asses:

static
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vt ( shape );
vt ( rect );

vt ( roundrect );
vnt ( di anond ) ;

/*********************************************************************/

/'l Generic shape nethods and procedures

/1 Constructor for the shape class.

11
/1 Note: this should really be an abstract procedure, but since
/1 HLA doesn't support abstract procedures we'll fake it by

/1 raising an exception if sonmebody tries to call this proc.

procedur e shape. create; @odi spl ay; @ofrare;
begi n create;

/1 This should really be an abstract procedure,
/1 but such things don't exist, so we will fake it.

rai se( ex.ExecutedAbstract );

end create;

/'l Generic shape.fill nethod.
/] This is an accessor function that sets the "fill" field
// to the value of the paraneter.

met hod shape.fill( f:bool ean ); @odi spl ay;
begin fill;

push( eax );

mov( f, al );

nmov( al, this.fill Shape );
pop( eax );

end fill;

/1 Generic shape. noveTo met hod.
/1 Checks the coordi nates passed as a paraneter and
/1 then sets the (X Y) coordinates of the underlying
/1 shape object to these val ues.

net hod shape. moveTo( Xx:unsl6; y:unsl6 ); @odi spl ay;
begi n noveTo;

push( eax );

push( ebx );

mov( X, ax );
assert( ax < shape.naxX);
mov( ax, this.x);

nov( y, ax );
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assert( ax < shape.naxY );
nov( ax, this.y );

pop( ebx );
pop( eax );

end noveTo;

/1 Generic shape.resize method.

/1 Sets the width and height fields of the underlying object
/1l to the values passed as paraneters.

/1

/1 Note: Ignores resize request if the size is | ess than 2x2.

net hod shape. resi ze( width:uns16; height:unsl6 ); @odispl ay;
begi n resi ze;

push( eax );
assert( wdth <= shape. naxX );
assert( hei ght <= shape. naxY );
if( wdth > 2 ) then
if( height > 2 ) then

mov( width, ax );

mov( ax, this.width);

nov( height, ax );

mov( ax, this.height );

endi f;

endi f;
pop( eax );

end resi ze;

/*******************I

[* */
/* rect's methods: */
/* */

/*******************/

// Constructor for the rectangl e class:

procedure rect.create; @odisplay; @ofrane,
begi n create;

push( eax );

/1 1f called as rect.create, then allocate a new obj ect
/1 on the heap and return the pointer in ESl.

if( esi = NULL ) then

nov( nalloc( @ize( rect ) ), esi );
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endi f;

/1l Initialize the pointer to the VM:

nov( &ect. VMI_, this._pWM_ );

/1l Initialize fields to create a non-filled unit square.
sub( eax, eax );

nov( ax, this.x );

mov( ax, this.y );

inc( eax );

nmov( al, this.fillShape ); // Sets fill Shape to true.
inc( eax );

nmov( ax, this.height );

nov( ax, this.width);

pop( eax );
ret();

end create;

/1l Here's the method to draw a text-based square on the display.

net hod rect.draw, @odi spl ay;

static
horz: str.strvar( shape.maxX ); // Holds "+------ Lt
spcs: str.strvar( shape.naxX ); // Holds " " for fills.

begi n draw,

push( eax );
push( ebx );
push( ecx );
push( edx );

// Initialize the horz and spcs strings to speed up
/1 draw ng our rectangl e.

novzx( this.width, ebx );
str.setstr( '-', horz, ebx );
nmov( horz, eax );

mov( '+, (type char [eax]));

mov( '+, (type char [eax+ebx-1])):

/1 If the fillShape field contains true, then we

/1 need to fill in the characters inside the rectangle.

/1 If thisis false, we don't want to overwite the

// text in the center of the rectangle. The follow ng

/1 code initializes spcs to all spaces or the enpty string
// to acconplish this.

if( this.fillShape ) then

sub( 2, ebx );
str.setstr( ' ', spcs, ebx );
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el se

str. cpy( ; Spcs );
endi f;

|/l Ckay, position the cursor and draw
/'l our rectangle.

consol e.gotoxy( this.y, this.x );
stdout. puts( horz ); // Draws top horz |ine.

/'l For each row except the top and bottomrows,

/1l draw "|" characters on the left and right

/1 hand sides and the fill characters (if fill Shape
[l is true) inbetween them

nov( this.y, cx );

nov( cx, bx );

add( this.height, bx );
inc( cx );

dec( bx );

while( cx < bx) do

consol e. gotoxy( c¢x, this.x );
stdout.putc( '|"' );

stdout. puts( spcs );

mov( this.x, dx );

add( this.width, dx );

dec( dx );
consol e. got oxy( cx, dx );
stdout.putc( '|' );
inc( cx );

endwhi | €;

/1 Draw the bottom horz bar:

consol e. gotoxy( cx, this.x );
stdout. puts( horz )

pop( edx );
pop( ecx );
pop( ebx );
pop( eax );

end draw,

/************************/

[* */
/* roundrect's nethods: */
[* */

/************************/
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// This is the constructor for the roundrect class.
/] See the comrents in rect.create for details

/1 (since this is just a clone of that code with
/1 mnor changes here and there).

procedure roundrect.create; @odisplay; @ofrare;
begi n create;

push( eax );
if( esi = NULL ) then

nov( malloc( @ize( rect ) ), esi );

endi f;
nov( & oundrect. VMI_, this._pVM_ );

// Initialize fields to create a non-filled unit square.
sub( eax, eax );

nmov( ax, this.x );

nmov( ax, this.y );

inc( eax );

nov( al, this.fillShape ); // Sets fill Shape to true.
inc( eax );

nov( ax, this.height );

nov( ax, this.width);

pop( eax );
ret();

end create;

// Here is the draw nethod for the roundrect object.
// Note: if the object is less than 5x4 in size,

/1l this code calls rect.draw to draw a rectangl e

/1 since roundrects snaller than 5x4 don't | ook good.
/1

/1 Typical roundrect:

/1

I e

/1 / \

11 I I

/1 \ /

L e

nmet hod roundrect.draw, @odi spl ay;

static
hor z: str.strvar( shape. maxX );
spcs: str.strvar( shape. naxX );

begi n draw,
push( eax );
push( ebx );
push( ecx );

push( edx );

if
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( #
cnp( this.width, 5);
jb true;
cnp( this.height, 4);
jae fal se;

}#) then

/1 1f it's too small to draw an effective
/'l roundrect, then draw it as a rectangle.

call( rect. VW[ @ffset( rect.draw) ] );
el se

/1 Ckay, it's big enough, draw it as a rounded
/1 rectangle object. Begin by initializing the
/1l horz string with a set of dashes with spaces
/1 at either end.

nmovzx( this.width, ebx );
sub( 4, ebx );

str.setstr( '-', horz, ebx );
if( this.fill Shape ) then

add( 2, ebx );

str.setstr( ' ', spcs, ebx );
el se

str.cpy( "", spcs );
endi f;

/1 Ckay, draw the top |ine.

nmov( this.x, ax );

add( 2, ax );

consol e. gotoxy( this.y, ax );
stdout. puts( horz );

/1 Now draw the second |ine and the
/1 as "/" and "\" with optional spaces
/1 inbetween (if fillShape is true).

mov( this.y, cx );

inc( cx );

consol e. gotoxy( cx, ax );
st dout. puts( spcs );

consol e. gotoxy( c¢x, this.x );
stdout.puts( " /" );

add( this.width, ax );

sub( 4, ax ); /1 Sub 4 because we added two above.
consol e. gotoxy( c¢x, ax );

stdout.puts( "\ " );

/1 Ckay, now draw the bottomline:

nmov( this.x, ax );
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endi

pop(
pop(
pop(
pop(

add( 2, ax );

nmov( this.y, cx );

add( this.height, cx );
dec( cx );
consol e. gotoxy( cx, ax );
stdout. puts( horz );

/1 And draw the second fromthe bottom
/1 line as "\" and "/" with optional

/'l spaces inbetween (depending on fill Shape)

dec( cx );
consol e. gotoxy( c¢x, this.x );
stdout. puts( spcs );

consol e. gotoxy( c¢x, this.x );
stdout.puts( " \" );

nmov( this.x, ax );
add( this.width, ax );

Volume Five

sub( 2, ax ); /1 Sub 4 because we added two above

consol e. gotoxy( cx, ax );
stdout.puts( "/ " );

/1 Finally, draw all the lines inbetween the

/1l top two and bottomtwo |ines

mov( this.y, cx );

nmov( this.height, bx );
add( cx, bx);

add( 2, cx );

sub( 2, bx);

mov( this.x, ax);

add( this.width, ax );
dec( ax );

while( cx < bx) do

consol e. gotoxy( cx, this.x );
stdout.putc( '|' );

stdout. puts( spcs );
consol e. gotoxy( cx, ax );
stdout.putc( '|" );

inc( cx );

endwhi | €;
f;
edx );
ecx );

ebx );
eax );

end draw,

/*********************/

/*

*/

/* D anmond' s net hods */
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/* */

/*********************/

/1 Constructor for a di anond shape.
/1 See pertinent comments for the rect constructor
/1 for nore details.

procedur e di anond. create; @odi spl ay; @of rare;
begi n create;

push( eax );
if( esi = NULL ) then

nov( malloc( @ize( rect ) ), esi );

endi f;
nov( &dianond. _VMI_, this._pVMI_ );

[/l Initialize fields to create a 2x2 di anond.
sub( eax, eax );

nov( ax, this.x );
nov( ax, this.y );

inc( eax );
nmov( al, this.fillShape ); // Sets fill Shape to true.
inc( eax ); /1 M ni mum di anond size is 2x2.

nov( ax, this.height );
nov( ax, this.width );

pop( eax );
ret();

end create;

/1 W% have to overload the resize nethod for dianonds
/1 (unlike the other objects) because di anond shapes
// have to be symmetrical. That is, the width and

/1 the height have to be the sane. This code enforces
/1 this restriction by setting both paraneters to the
// mnimumof the wi dth/height paranmeters and then it
/1 calls shape.resize to do the dirty work.

net hod di anond. resi ze( w dt h: uns16; hei ght:uns16 ); @odi spl ay;
begi n resi ze;

// Dianonds are symmetrical shapes, so the width and
/'l hei ght nust be the sane. Force that here:

push( eax );

nmov( width, ax );

if( ax > height ) then
nmov( height, ax );

endi f;

/1 Call the shape.resize nethod to do the actual work:
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push( eax ); /1 Pass the mninumval ue as the width.
push( eax ); /1 Al'so pass the mninumval ue as the height.
call ( shape. WMI_[ @ffset( shape.resize ) ] );

pop( eax );

end resize;

/] Here's the code to draw the di anond.

nmet hod di anond. draw, @odi spl ay;
var

startyY: unsié6;

endY: unsle6;

start X unsle;

endX: uns16;

begi n draw,

push( eax );
push( ebx );
push( ecx );
push( edx );

if

(#
cnp( this.width, 2);
jb true;
cnp( this.height, 2);
j ae fal se;

}#) then

/1 Special cases for small di anonds.
/1 Resizing prevents nost of these fromever appearing.
/1 However, if someone pokes around directly in the
/1 width and height fields this code will save us:
cnp( this.width, 1);
ja D2x1;
cnp( this.height, 1);
ja D1x2;
/1 At this point we nust have a 1x1 di anond
consol e.gotoxy( this.y, this.x );
stdout.putc( '+ );
jmp Smal | D anondDone;
D2x1:
/1 Ckay, we have a 2x1 (WH) di anond here:
consol e.gotoxy( this.y, this.x );
stdout. puts( "<>" );
jnp Smal | O anondDone;
D1x2:

/1 W have a 1x2 (WH) di anond here:
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nmov( this.y, ax );

consol e. gotoxy( ax, this.x );
stdout. putc( ' );

inc( ax );

consol e. gotoxy( ax, this.x );
stdout.putc( 'V );

Smal | D anondDone:

el se

11
11
I
11
11
11
11
11
I
11
11
11
11
11
I
11
11
11
11
11
I
11

Classes and Objects

Ckay, we're drawi ng a reasonabl e sized di anond.

There is still

a minor problem The best | ooking

di anonds al ways have a width and height that is an

even integer.
the height or width is odd.

Qdd Qdd
Hei ght Wdt h
<- That's a period
/\ I\
< > \ /
\/ ' <- That's an apostrophe
Bot h
I\
< >

\ /

Step one: determine if we have an odd width.

W need to do sonethi ng speci al

if

I f so,

out put the period and quote at the appropriate points.

nmov( this.width, ax );
nmov( this.y, cx );
test( 1, al );

if( @z ) then

shr( 1, ax );

add( this.x, ax );

consol e. gotoxy( cx, ax );
stdout.putc( '." );

inc( cx );

mov( cx, startY);

add( this.height, cx );
sub( 2, cx );

consol e. gotoxy( cx, ax );
stdout.putc( """ );

dec( cx );

mov( cx, endY );

el se
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mov( this.y, ax );
mov( ax, startY);
add( this. hei ght,
dec( ax );

nov( ax, endY );

ax );
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endi f;

/1 Step two: determne if we have an odd height. |f so,
/1 output the less than and greater than synbols at the
/1 appropriate spots (in the center of the di anond).

nov( this. height, ax );
mov( this.x, cx );
test( 1, al );

if( @z ) then

shr( 1, ax );

add( this.y, ax );

consol e. got oxy( ax, cx );
stdout. putc( '< );

inc( cx );

nov( cx, startX);

/1 Wite spaces across the center if fillShape is true.
if( this.fill Shape ) then

| ea( ebx, [ecx+1] );
nov( this.x, dx );
add( this.width, dx );
dec( dx );

while( bx < dx ) do

stdout.putc( " ' );
inc( bx );
endwhi | e;

endi f;

add( this.width, cx );
sub( 2, cx );

consol e. got oxy( ax, cx );
stdout. putc( '>' );

dec( cx );

nov( cx, endX);

el se

mov( this.x, ax );
mov( ax, startX);
add( this.width, ax );
dec( ax );

mov( ax, endX);

endi f;

/1 Step three: fill in the sides of the di anond

/1

/1 /\ '

11l I\ (0] /\ (or something inbetween these two).
/1 \ ] R < >

/1 \/ \

/1 '

/1 \W've already drawn the points if there was an odd hei ght

Volume Five
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/1 or width, now we've just got to fill in the sides with
/1 "I" and "\" characters.
11

/1 Conpute the niddle two (or three) lines beginning with
/1 the "/" (decY) and "\" (incY) synbols:

11

/1 decY = (( startY + endY - 1) and $FFFE )/2

[l incY = ( startY + endY )/2 + 1

mov( starty, ax );

add( endY, ax );

nmov( ax, bx );

dec( ax );

and( $FFFE, ax ); // Force value to be even.
shr( 1, ax );

shr( 1, bx );
inc( bx );

/1 Fill inpairs of rows as long as we don't hit the bottonitop
/1 of the di anond:

while( (type intl6 ax) >= (type intl6 startY) ) do
/1 Draw the sides on the upper half of the di anond:

mov( startX, cx );

mov( endX, dx );

consol e. gotoxy( ax, €Xx );
stdout. putc( '/' );

if( this.fillShape ) then

inc( cx );
while( cx < dx ) do

stdout.putc( ' ' );
inc( cx );
endwhi | €;

endif;
consol e. got oxy( ax, dx );
stdout.putc( '\' );

/! Draw the sides on the |lower half of the di anond:

nov( startX cx );

nov( endX, dx );

consol e. got oxy( bx, cx );
stdout. putc( "\' );

if( this.fill Shape ) then

inc( cx );
while( cx < dx ) do

stdout.putc( ' ' );
inc( cx );
endwhi | e;
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endi f;
consol e. gotoxy( bx, dx );
stdout.putc( '/' );

inc( bx );

dec( ax );

inc( startX);

dec( endX );
endwhi | €;

endi f;

pop( edx );
pop( ecx );
pop( ebx );
pop( eax );

end draw,

end Shapes;

Program 10.2 Shapes.hla - The Implementation of the Shape Class

/1 This is a sinple denonstration program
/1 that shows how to use the shape objects
/1 in the shape, rect, roundrect, and di anond cl asses.

program ASC | Dr aw,
#include( "stdlib.hhf" )
#i ncl udeonce( "shapes. hhf" )

type
pShape: pointer to shape;

/1 Alocate storage for various shapes:
static
aRect1: pointer to rect;
aRect2: pointer to rect;
aRect 3: pointer to rect;
aRrectl: pointer to roundrect;
aRrect2: pointer to roundrect;

aRrect 3: pointer to roundrect;

aDi anondl: pointer to dianond;
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aDi anond2: poi nter to dianond;
aDi anond3: poi nter to dianond;

/1 W'l create a list of generic objects

// in the following array in order to denonstrate
/1 virual method calls and pol ynor phi sm

DrawLi st: pShape[ 9];

n ASC | Draw,

consol e. cl s();

/1l Initialize various rectangle, roundrect, and di anond obj ects.

/1 This code al so stores pointers to each of these objects in
/1 the DrawList array.

mov( rect.create(), aRectl ); nov( esi, DrawList[0%4] );
nov( rect.create(), aRect2 ); nov( esi, DrawList[1*4] );
mov( rect.create(), aRect3 ); nov( esi, Draw.ist[2*4] );
nmov( roundrect.create(), aRrectl ); nov( esi, DrawList[3*4] );
nmov( roundrect.create(), aRrect2 ); nov( esi, DrawList[4*4] );
nov( roundrect.create(), aRrect3 ); nov( esi, DrawList[5%*4] );
nmov( di anond. create(), abDianondl ); nov( esi, Drawlist[6*4] );
nmov( di anond. create(), aDi anond2 ); nov( esi, DrawList[7*4] );
mov( di anond. create(), aD anond3 ); nov( esi, Draw.ist[8%4] );

/1 Size and position each of these objects:

aRect1.resize( 10, 10 );
aRect 1. noveTo( 10, 10 );
aRect 2. resi ze( 10, 10 );
aRect 2. noveTo( 15, 15 );
aRect 3.resi ze( 10, 10 );
aRect 3. noveTo( 20, 20 );
aRect3.fill( false );
aRrectl.resize( 10, 10 );
aRrect 1. noveTo( 40, 10 );
aRrect2.resize( 10, 10 );
aRrect 2. noveTo( 45, 15 );
aRrect3.resize( 10, 10 );
aRrect 3. moveTo( 50, 20 );
aRrect3.fill( false );

aDi anondl.resize( 9, 9);
aDi anondl. moveTo( 28, 0 );
aDi amond2.resize( 9, 9 );
aDi amond2. nmoveTo( 28, 3 );
aDi anond3.resize( 9, 9 );

Beta Draft - Do not distribute

© 2001, By Randall Hyde

Pagellll



Chapter Ten Volume Five
aDi anond3. noveTo( 28, 6 );
aD anond3.fill( false );
// Note for the real fun, draw all of the objects
/1 on the screen using the follow ng sinple | oop.
for( nov( O, ebx ); ebx < 9; inc( ebx )) do
DrawLi st.draw ebx*4 ]();

endf or;

end ASC | Dr aw,

Program 10.3 ShapeMain.hla - The Main Program That Demonstrates Using Shape Objects

10.17 Putting It All Together

HLA'’s class declarations ptide a paverful tool for creating object-oriented assembly language pro
grams.Although object-oriented programming is not as popular in assembly as inveglategguages, part
of the reason has been the lack of assemblers that support object-oriented programming in a reastonable f
ion and anen greater lack of tutorial information on object-oriented programming in assembly language.

While this chapter cannot go into great detail about the object-oriented programming paradigm (space
limitations preent this), this chapter doegptain the object-orientedtilities that HLA preides and sup
plies seeral xample programs that use thoaeifities. From here on, #'up to you to utilize thesadilities
in your programs andagn eperience writing object oriented assembly code.
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