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Characters and Character Sets Chapter Three

3.1

Chapter Overview

This chapter completes the discussion of the character data type by descvibiabcbaracter transla
tion and classifiation functions found in the HLA Standard Librafijhese functions pxide most of the
character operations that aretnivial to realize using a ¥ 80x86 machine instructions.

This chapter also introduces another composite data type based on the character — the character set data
type. Character sets and their associated operations, let you quickly test characters toyseeldintn¢o
some set. These operations also let you manipulate sets of characters asiiliguf operations lik set
union, intersection, and fi#frence.

3.2

The HLA Standard Library CHARS.HHF Module

The HLA Standard Library chars.hhf module yades a couple of routines that eent characters from
one form to another andw&al routines that classify characters according to their graphic representation.
These functions are especially useful for processing user inpeitifp that it is correct.

The frst two routines we will consider are the translationi®aion functions.These functions are
chars.toUpper andchars.toLower. These functions use the fallng syntax:

chars.tolLower( characterValue ); // Returns converted character in AL
chars. toUpper ( characterValue ); // Returns converted character in AL

These tw functions require a byte-sized parameter (typically a registect@r aariable). They check the
character to see if it is an alphabetic character; if it is not, then these functions return the unmodified param
eter value in the AL register. If the character is an alphabetic character, then these functions may translate
the value depending on the particular function. dh@es.toUpper function translates lower case alphabetic
characters to upper case; it returns upper case character unmodified. The chars.toLower function does the
converse — it translates upper case characters to lower case characters and leaves lower case characters alons

These two functions are especially useful when processing user input containing alphabetic characters.
For example, suppose you expect a “Y” or “N” answer from the user at some point in your program. You
code might look like the following:

forever

stdout. put( “Answer ‘Y or ‘N:” );

st di n. Fl ushl nput () ; /1 Force input of newline of text.
stdin.getc(); // Read user input in AL.
breakif( al =Y );
breakif( al = ‘N );
stdout.put( “lllegal input, please reenter”, nl );
endf or;

The problem with this program is that the user must ansxaatlg “Y” or “N” (using upper case) or the
program will reject the user’s input. This means that the program will reject “y” and “n” since the ASCII
codes for these characters are different than “Y” and “N”.

One way to solve this problem is to include two additional BREAKIF statements in the code above that
test for “y” and “n” as well as “Y” and “N”. The problem with this approach is that AL will still contain one
of four different characters, complicating tests of AL once the program exits the loop. A better solution is to
use eitherchars.toUpper or chars.toLower to translate all alphabetic characters to a single célsen you
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can testL for a single pair of characters, both in the loop and outside the Blogresulting code euld
look like the follaving:

f orever

stdout.put( “Answer ‘Y or ‘N:” );

stdi n. Fl ushl nput () ; /1 Force input of new line of text.
stdin.getc(); /1l Read user input in AL
chars.toUpper( al ); [// Convert “y” and “n” to “Y" and “N'.
breakif( al =Y );

breakif( al = ‘N );

stdout.put( “lllegal input, please reenter”, nl );

endf or;
<< test for “Y" or “N down here to determ ne user input >>

As you can see from thisx@nple, the case conversion functions can be quite useful when processing user
input. As a final example, consider a program that presents a menu of options to the user and the user selects
an option using an alphabetic character. Once again, you ca&hauséoUpper or chars.toLower to map

the input character to a single case so that it is easier to process the user’s input:

stdout. put( “Enter selection (AQ:" );

Paged440

stdi n. Fl ushl nput () ;
stdin.getc();
chars.tolLower( al );
if( a ='a ) then
<< Handl e Menu Qption
elseif( al =‘b ) then
<< Handl e Menu Option
elseif( al =‘c” ) then
<< Handl e Menu ption
elseif( al =‘d ) then
<< Handl e Menu Qption
elseif( al =‘¢e ) then
<< Handl e Menu Option
elseif( al =f" ) then
<< Handl e Menu ption
elseif( al =g ) then
<< Handl e Menu Qption
el se

stdout.put( “Illegal

endi f;

A >>

B >>

C >

D >>

E >>

F >

G >>

input!” nl );
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Characters and Character Sets

The remaining functions in the chars.hhf module all return a boolean result depending on the type of the
character you pass them as a paramdteese classifiation functions let you quickly and easily test a €har
acter to determine if & type is alid for the some intended us€hese functionsxpect a single byte (char)
parameter and thygeturn true (1) ordise (0) in the EAX mgister These functions use the falling calling

syntax:
chars.isA pha( ¢ ); /1 Returns true if c is al phabetic
chars.isUper( ¢ ); // Returns true if c is upper case al phabetic.
chars.isLower( c ); // Returns true if c is |lower case al phabetic.
chars.isA phaNun{ c ); // Returns true if c is al phabetic or nureric.
chars.isDgit( c); // Returns true if cis a decimal digit.
chars.isXbgit( c ); // Returns true if c is a hexadecinmal digit.

chars.isGaphic( ¢ ); // See notes bel ow

chars.isSpace( ¢ ); // Returns true if ¢ is a whitespace character.
chars.isASAI( ¢ ); /1 Returns true if c is in the range #$00..#$7f.
chars.isGrl( c); // Returns true if c is a control character.

Notes: Graphic characters are the printable characters WS@é codes fall in the range $21..$7E. Note

that a space is not considered a graphic character (nor are the control characters). Whitespace characters are
the space, the tab, the carriage return, and the linefeed. Control characters are those characters whose ASCII
code is in the range $00..$1F and $7F.

These classification functions are great for validating user input. For example, if you want to check to
ensure that a user has entered nothing but numeric characters in a string you read from the standard input,
you could use code like the following:

stdin.a gets(); // Read line of text fromthe user.

nov( eax, ebx ); // save ptr to string in EBX

mov( ebx, ecx ); // Another copy of string pointer to test each char.
while( (type char [ecx]) <> #0 ) do // Repeat while not at end of string.

breakif( !chars.isDgit( (type char [ecx] )));
inc( ecx ); // Mwe on to the next character;

endwhi | e;
if( (type char [ecx] ) = #0 ) then

<< Valid string, process it >>
el se

<< invalid string >
endi f;

Although the chars.hhf modutetlassiftation functions handle mgirommon situations, you mawd
that you need to test a character to see if it belongs in a class that the chars.hhf module does not handle. Fear
not, checking for such characters &weasy The net section will &plain hav to do this.

3.3 Character Sets

Character sets are another composite data tygestiikags, hilt upon the character data typ&.char
acter set is a mathematical set of characters with the most importantetéing membershiprhat is, a
character is either a member of a set or it is not a member of @eetoncept of sequence (e.g., whether
one character comes before angthsrin a string) is completely foreign to a character set.oltharacters
are members of a set, their order in the set is uaiate Also, membership is a binary relation; a character is
either in the set or it is not in the set; you canngthaultiple copies of the same character in a character
set. Finally there are arious operations that are possible on character sets including the mathematical set
operations of union, intersection, fdifence, and membership test.
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HLA implements a restricted form of character sets thatvalket members to beyaaf the 128 stan
dardASCII characters (i.e., HLA character seté€ilities do not supportxéended character codes in the
range #128..#255). Despite this restrictiony@eer, HLA's character sea€ilities are ery paverful and are
very handy when writing programs thabmk with string data.The folloving sections describe the imple
mentation and use of H&character sea€ilities so you may takadwantage of character sets in yowro
programs.

3.4

Character Set Implementation in HLA

There are mandifferent ways to represent character sets in an assembly language program. HLA
implements character sets by using an array of 128 bodddaesy Each booleamlue determines whether
the corresponding character is or is not a member of the character set; i.e., a true bbmeiadivates
that the speciéid character is a member of the seglsef\alue indicates that the corresponding character is
not a member of the seTo consereg memoryHLA allocates only a single bit for each character in the set;
therefore, HLA character sets consume 16 bytes of memory since there are 128 bits in Ibhi/&say
of 128 bits is aganized in memory as siwa in Figure 3.1

127 126125 124 123 122 121 121

EEEEENENE Wfffffff

Byte 15 Byte 0

Figure 3.1 Bit Layout of a Character Set Object

Bit zero of byte zero correspondsA8CII code zero (the NUL character). If this bit is one, then the
character set contains the NUL character; if this bit contalss,fthen the character set does not contain the
NUL character Likewise, bit zero of byte one (the eighth bit in the 128-bit array) corresponds to the back
space character (ASCII code is eight). Bit one of byte eight correspoA&Ctb code 65, an upper case
‘A’. Bit 65 will contain a one ifA’ is a current member of the character set, it will contain ze# i§ not
a member of the set.

While there are other possibleys to implement character sets, this bitter implementation has the
adwantage that it isery easy to implement set operation® liknion, intersection, dérence comparison,
and membership tests.

HLA supports character seanables using theset data type.To declare a character setriable, you
would use a declaration &kthe follaving:

static
Char Set Var: cset;

This declaration will reseev16 bytes of storage to hold the 128 bits needed to represent an ASCII character
set.

Although it is possible to manipulate the bits in a character set using instructions like AND, OR, XOR,
etc., the 80x86 instruction set includes several bit test, set, reset, and complement instructions that are nearly
perfect for manipulating character sets. The BT (bit test) instruction, for example will copy a single bit in
memory to the carry flag. The BT instruction allows the following syntactical forms:

bt ( BitNunber, BitsToTest );

bt ( regis regdis );
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bt ( regsp, regss );
bt ( constant, regig );
bt( constant, regs, );

bt( regis, NMemg );

bt( regs,, memy, ); //HA treats cset objects as dwords within bt.
bt ( constant, nmemg );

bt ( constant, nemy, ); //HA treats cset objects as dwords within bt.

The first operand holds a bit numb#re second operand spessfia rgister or memory location whose
bit should be copied into the carrgdl If the second operand is gister, the frst operand must contain a
value in the range @-1, wheren is the number of bits in the second operand. If tisé dperand is a cen
stant and the second operand is a memory location, the constant must be in the range 0..255. Here are some
examples of these instructions:

bt( 7, ax ); /1 Copies bit #7 of AX into the carry flag (CF).
mov( 20, eax );
bt ( eax, ebx ); /1 Copies bit #20 of EBX into CF.

/| Copies bit #0 of the byte at CharSetVar+3 into Cr.
bt ( 24, CharSetVar );
/|l Copies bit #4 of the byte at DWem+2 into CF.
bt ( eax, CharSetVar );

The BT instruction turns out to be quite useful testingset membership. df example, to see if the
characterA’ is a member of a character set, you could use a code sequertbe fi&llaving:

bt( ‘A, CharSetVar );
if( @) then

<< Do sonething if ‘A is a nenber of the set >>
endi f;

TheBTS (bit test and setBTR (bit test and reset), aBTC (bit test and complement) instructions are
also quite useful for manipulating character setables. Lile the BT instruction, these instructions gop
the specifd bit into the carry flg; after coping the speciéd bit, these instructions will set, clear invert
(respectiely) the speciéid bit. Therefore, you can use the BTS instruction to add a character to a character
set via set union (that is, it adds a character to the set if the charastaptalready a member of the set,
otherwise the set is uratted). You can use the BTR instruction to rara@ character from a character set
via set intersection (That is, it renes a character from the set if and only if @sapre&iously in the set; oth
erwise it has no &ct on the set)The BTC instruction lets you add a character to the set dshivprevi-
ously in the set, it renves the character from the set if iasvpreiously a member (that is, it toggles the
membership of that character in the set).

The HLA Standard Library prades lots of character set handling routinBee ‘Character Set Support
in the HLA Standard Libratyon page445.for more details about HLA character sea€ilities.

3.5 HLA Character Set Constants and Character Set Expressions

HLA supports literal character set constanitiesecset constants makit easy to initializeeset vari-
ables at compile time and thmale it very easy to pass character set constants as procedure parafreters.
HLA character set constant txkthe follaving form:

{ Comma_separated_list_of _characters_and_character_ranges }
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The following is an example of a simple character set holding the numeric digit characters:
{101’ ll!,l21,l3l’ 141’5511561’ 171’l81,191}

When specifying a character set literal that hasrsé contiguousalues, HLA lets you concisely spec

ify the values using only the starting and endiafpes of the range thusly:
{'0..79 }

You may combine characters aratious ranges within the same character set constantex&mple,

the folloving character set constant is all the alphanumeric characters:
{loi..lgl’ ‘a,..’Z’,‘A\'..’Z’}

You can use thesmet literal constants in the CONST aWaL sections. The following example dem
onstrates ho to create the symbolic constaiphaNumeric using the character set aleo
const

A phaNureric: cset :={'0"..’9, ‘a ..z, ‘A.."Z },;
After the aboe declaration, you can use the identiffdphaNumeric anywhere the character set literal is
legal.

You can also use character set literals (and, of course, character set symbolic constants) as the initializer
field for a STATIC or READONLY variable. The following code fragment demonstrates this:

static
Al phabetic: cset :={ ‘a’.."z", ‘A.."Z };

Anywhereyou can usea character set literal constant, a character set congfaession is also tgl.
HLA supports the follwing operators in character set constamiressions:

CSet Const + CSet Const Conput es the union of the two sets?.

CSet Const * CSet Const Conputes the intersection of the two set s2.
CSet Const - CSet Const Conputes the set difference of the two set s3.
- CSet (onst Conput es the set conpl enent 4.

Note that these operators only produce compile-time resthiat is, the ¥pressions abe are com
puted by the compiler during compilation, yhao not emit ap machine code. If youawnt to perform these
operations on tw different sets while your program is running, the HLA Standard Libramiges routines
you can call to achie the results you desire. HLA also yides other compile-time character set operators.
See the chapter on the compile-time language and macros for more details.

3.6

The IN Operator in HLA HLL Boolean Expressions

The HLA IN operator can dramatically reduce the logic in your HLA prograhimss text has vaited
until now to discuss this operator because certain forms requirevdddge of character sets and character
set constants. Nwthat youve seen character set constants, there is no need to delay the introduction of this
important language feature.

In addition to the standard booleatpeessions in IFVHILE, REPEA..UNTIL, and other statements,
HLA also supports boolearxgressions that takthe follaving forms:

regg in CSet Const ant

1. The set union is the set of all characters that are in either set.

2. The set intersection is the set of all characters that appear in both operand sets.

3. The set difference is the set of characters that appear in the first set but do not appear in the second set.
4. The set complement is the set of all characters not in the set.
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regg not in CSetConstant
regg in CSetVariabl e
regg not in CSet\Variabl e

These four forms of the IN and NON operators check to see if a character in an eightdites is a
member of a character set (either a character set constant or a charaetealde).vThe folloving code
fragment demonstrates these operators:

const
Al phabetic: cset :={'a ..

)

Z,, ‘A’..’Z’};

stdin.getc();
if( al in A phabetic ) then

stdout. put ( “You entered an al phabetic character” nl );
elseif( al in{'0..”9"} ) then
stdout. put( “You entered a nuneric character” nl );

endi f;

3.7 Character Set Support in the HLA Standard Library

As noted in the prgous sections, the HLA Standard Library yides sgeral routines that puide
character set supporfThe character set support routinedl fnto four catgories: standard character set
functions, character set tests, character setecsions, and character set I/@his section describes these
routines in the HLA Standard Library

To begin with, let’s consider the Standard Library routines that help you construct charactaissis.
routines includecs.empty, cs.cpy, cs.charToCset, cs.unionChar, cs.removeChar, cs.rangeChar, cs.strToCset,
and cs.unionSr. These procedures let yowildl up character sets at run-time using character and string
objects.

The cs.empty procedure initializes a character satigble to theempty set by setting all the bits in the
character set to zerdhis procedure call uses the follmg syntax CSvar is a character setxiable):

cs.enpty( CSvar );

Thecs.cpy procedure copies one character set to anatiyglacing ay data preiously held by the des

tination character seiThe syntax focs.cpy is
cs. cpy( srcCsetVal ue, destCsetVar );

Thecs.cpy source character set can be either a character set constant or a character set variable. The destina
tion character set must be a character set variable.

Thecs.unionChar procedure adds a character to a character set. It uses thenlalling sequence:

cs. uni onChar ( CharVvar, CSvar );

This call will add the fist parameter, a character, to the set via set union. Note that you could use the BTS

instruction to achieve this same result althoughdhenionChar call is often more convenient (though
slower).

Thecs.charToCset function creates singleton set (a set containing a single charac@é calling for
mat for this function is

cs. char ToGCset ( Char Val ue, CSvar );
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The first operand, the character valDisarValue, can be an eight-bit register, a constant, or a character vari
able. The second operandSyar) must be a character set variable. This function clears the destination
character set to all zeros and then adds the specified character to the character set.

Thecs.removeChar procedure lets you reme a single character from a character set withdettifig
the other characters in the s&his function uses the same syntaxsshar ToCset and the parameters\ea
the same attriltes. The calling sequence is

cs. renmoveChar ( Char Val ue, CSVar );

The csrangeChar constructs a character set containing all the characters betweehdvacters you
pass as parametershis function sets all bits outside the range of thegectvaracters to zerdlhe calling
sequence is

cs. rangeChar ( Lower BoundChar, Upper BoundChar, CSVar );

The LowerBoundChar andUpperBoundChar parameters can be constants, registers, or character variables.
CSvar, the destination character set, must lbsevariable.

The cs.strToCset procedure creates ameharacter set containing the union of all the characters in a
character string.This procedure lggns by setting the destination character set to the empty set and then it
unions in the characters in the string one by one untdhidests all characters in the stringhe calling
sequence is

cs.strToCset ( StringVal ue, CSvar );

Technically, theStringValue parameter can be a string constant as well as a string variable, however, it
doesn’t make any sense to aalktrToCset in this fashion sinces.cpy is a much more efficient way to ini
tialize a character set with a constant set of characters. As usual, the destination character setseuist be a
variable. Typically, you'd use this function to create a character set based on a string input by the user.

The cs.unionStr procedure will add the characters in a string toxastiag character set. Lékcs.str-
ToCset, you'd normally use this function to union characters into a set based on a string input by.the user
The calling sequence for this is

cs.unionStr( StringVal ue, CSvar );

Standardsetoperations include union, intersection, and sé¢ihce. The HLA Standard Library reu
tines cs.setunion, cs.intersection, andcs.difference provide these operations, respeetj®. These routines
all use the same calling sequence:

cs. setuni on( srcCset, destCset );
cs.intersection( srcCset, destGCset );
cs.difference( srcGCset, destGCset );

The frst parameter can be a character set constant or a character set variable. The second parameter must be
a character set variable. These procedures compute “destCset := destCset op srcCsat'represents
set union, intersection, or difference, depending on the function call.

The third category of character set routines test character sets in various ways. They typically return a
boolean value indicating the result of the test. The HLA character set routines in this category include
cs.IsEmpty, cs.member, cs.subset, cs.psubset, cs.superset, cs.psuperset, cs.eq, andcs.ne.

The cs.IsEmpty function tests a character set to see if it is the emptyTdedt.function returns true or
false in the EAX rgister This function uses the follang calling sequence:

cs. | sEnpty( CSetVal ue );

5. “cs.setunion” was used rather than “cs.union” because “union” is an HLA reserved word.
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The single parameter may be a constant or a charactarigddle, although it doesn’t make much sense to
pass a character set constant to this procedure (since you would know at compile-time whether this set is
empty or not empty).

Thecs.member function tests to see if a charactatue is a member of a sethis function returns true
in the EAX raister if the supplied character is a member of the spdat. Note that you can use the BT
instruction to (more étiently) test this same condition. Wever, thecs.member function is probably a lit
tle more comenient to useThe calling sequence fas.member is

cs. nenber ( Char Val ue, CsetVal ue );

The first parameter is a register, character variable, or a constant. The second parameter is either a character
set constant or a character set variable. It would be unusual for both parameters to be constants.

The cs.subset, cs.psubset (proper subset)s.superset, and cs.psuperset (proper superset) functions let
you check to see if one character set is a subset or superset of.ambthealling sequence for these four
routines is nearly identical, it is one of the follog:

cs. subset ( CsetVal uel, GCsetValue2 );

cs. psubset ( Cset Val uel, GCsetValue2 );
cs. superset ( Cset Val uel, CsetVal ue2 );
cs. psuper set ( Cset Val uel, CsetVal ue2 );

These routines compare thisfiparameter against the second parameter and return true or false in the EAX
register depending upon the result of the comparison. One set is a subset of another if all the members of the
first character set can be found in the second character set. It is a proper subset if the second character set
also contains characters not found in the first (left) character set. Likewise, one character set is a superset of
another if it contains all the characters in the second (right) set (and, possibly, more). A proper superset con
tains additional characters above and beyond those found in the second set. The parameters can be either
character set variables or character set constants; however, it would be unusual for both parameters to be
character set constants (since you can determine this at compile time, there would be no need to call a
run-time function to compute this).

Thecs.eq andcs.ne check to see if tav sets are equal or not equahese functions return true @ise
in EAX depending upon the set comparisdie calling sequence is identical to the sub/superset functions
above:

cs.eq( CsetVal uel, GCsetValue2 );
cs. ne( GCsetVal uel, GCsetValue2 );

The cs.extract routine remwes an arbitrary character from a character set and returns that character in
the EAX rajisteP. The calling sequence is the fallmg:

cs.extract( CsetVar );

The single parameter must be a characteraséhle. Note that this function will modify the character set
variable by removing some character from the character set. This function returns $FFFF_FFFF (-1) in
EAX if the character set was empty prior to the call.

In addition to the routines found in the(character set) library module, the string and standard output
modules also prade functions that allw or expect character set parameter&r &ample, if you supply a
character setalue as a parameter $twlout.put, the stdout.put routine will print the characters currently in
the set. See the HLA Standard Library documentation for more details on character set handling procedures.

3.8 Using Character Sets in Your HLA Programs

Character sets aratable for may different applications in your programsorfexample, in the ol-
ume onAdvanced String Handling yoll'discover hav to use character sets to match compdatterns.

6. This routine returns the character in AL and zeros out the H.O. three bytes of EAX.
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However, such use of character sets is a litthgdvel the scope of this chapteo at this point w#’concen
trate on another common use of character salistating user inputThis section will also present a couple
of other applications for character sets to help you start thinking abeutdwcould use them in your pro
gram.

Consider the follwing short code ggment that gets a yes/no type answer from the user:

static
answer: char;

r epeat

stdout. put ( “Wuld you like to play again? “ );
st di n. Fl ushl nput () ;
stdin.get( answer );

until ( answer = ‘n’ );

A major problem with this code sequence is that it will only stop if the user pressgsractse ‘n’
character If they type aithing other than ‘n{including upper case ‘N’) the program will treat this as an
affirmative answer and transfer back to thgibaing of the repeat..until loofA better solution wuld be to
validate the user input before the UNTIL clausevabim ensure that the user has only typed “n”, “N”, “y”,
or “Y”. The folloving code sequence will accomplish this:

r epeat

r epeat
stdout. put( “Wuld you like to play again? “ );
stdin. Fl ushl nput () ;
stdin.get( answer );

until( cs.menber( answer, { ‘n, ‘N, ‘Y, 'y });

if( answer = ‘N ) then
nov( ‘n’, answer );
endi f;
until ( answer ='‘n’ );

While an e&cellent use for character sets is #idate user input, especially when you must restrict the
user to a small set of non-contiguous input characters, you should not asenénaber function to test to
see if a characterlue is within literal set. & example, you should wer do something lé& the follaving:

r epeat

stdout. put( “Enter a character between 0..9: “ );
stdin. getc();

until ( cs.menber( al, {‘0.."9 } );

While there is nothing logically wrong with this codeglp in mind that HLA run-time boolean expressions
allow simple membership tests using the IN operator. You could write the code above far more efficiently
using the following sequence:
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r epeat

stdout.put( “Enter a character between 0..9: “ );
stdin.getc();

until( al in‘0.."9 );

The place where thes.member function becomes useful is when you need to see if an input character is
within a set of characters that youild at run time.

3.9

Low-level Implementation of Set Operations

Although the HLA Standard Library character set module sireplifne use of character sets within
your assembly language programs, it is instvedid look at ha all these functions operate so you wrthe
cost associated with each functioflso, since may of these functions are quitevidl, you might vant to
implement them in-line for performance reasonke following subsections describew@ach of the func
tions operate.

3.9.1

Character Set Functions That Build Sets

The first group of functions we will look at in the Character Set module are those that construgt or cop
character setsThese functions ares.empty, cs.cpy, cs.charToCset, cs.unionChar, cs.removeChar, cs.range-
Char, cs.strToCset, andcs.unionStr.

Creating an empty set is, perhaps, the easiest of all the operdiiooieate an empty set all we need to
is zero out all 128 bits in theset object.Program 3.Jprovides the implementation of this function.

/1 Programthat denonstrates the inplnentation of
/1l the cs.enpty function.

program csEnpty;
#i ncl ude( “stdlib. hhf” )

static
cset Dest: cset;
csetSrc: cset :={'a.."z’, ‘A.."Z},

begi n csEnpty;

Il Howto create an enpty set (cs.enpty):
Il (Zero out all bits in the cset)

nov( 0, eax );

nov( eax, (type dword csetDest ));
nov( eax, (type dword csetDest[4] ));
nov( eax, (type dword csetDest[8] ));
nov( eax, (type dword csetDest[12] ));

stdout. put( “Enpty set = {“, csetDest, “}" nl );

end csEnpty;

Program 3.1  cs.empty Implementation
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Note that cset objects are 16 bytes lofmgerefore, this code zeros out those 16 bytes by storing EAX
into the four consecwte double wrds that comprise the object. Note the use of type coercion in the MO
statements; this is necessary sicsst objects are not the same sizedasrd objects.

To copy one character set to another is only a little moricdif than creating an empty seill we
have to do is copthe 16 bytes from the source character set to the destination charadiée sah accom
plish this with four pairs of doubleard MOV statementsProgram 3.2rovides the sample implementa
tion.

/1 Programthat denonstrates the inplnentation of
/1 the cs.enpty function.

program csQpy;
#incl ude( “stdlib.hhf” )

static

cset Dest: cset;

csetSrc: cset :={'a.."'z, 'A.."Z};
begi n csQuy;

/] Howto create an enpty set (cs.enpty):
I/ (Zero out all bits in the cset)

nov( (type dword csetSrc), eax );
nov( eax, (type dword csetDest ));

mov( (type dword csetSrc[4]), eax );
nov( eax, (type dword csetDest[4] ));

mov( (type dword csetSrc[8]), eax );
nov( eax, (type dword csetDest[8] ));

mov( (type dword csetSrc[12]), eax );
nov( eax, (type dword csetDest[12] ));

stdout. put( “Copied set = {“, csetDest, “}" nl );

end csQpy;

Program 3.2  cs.cpy Implementation

Thecs.charToCset function creates a singleton set containing the spdaitiaracterTo implement this
function we fist bayin by creating an empty set (using the same code as cs.empty) and then we set the bit
corresponding to the single character in the charactew&etan use the BTS (bit test and set) instruction to
easily set the spedifil bit in the cset objecProgram 3.3rovides the implementation of this function.

/1 Programthat denonstrates the inplnentation of
/1 the cs.charToCset function.

progr am cschar ToCset ;
#incl ude( “stdlib.hhf” )

static
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cset Dest: cset;
chrvalue: char := ‘a’;

begi n cschar ToCset ;
/1 Begin by creating an enpty set:
nov( 0, eax );
nov( eax, (type dword csetDest ));
nov( eax, (type dword csetDest[4] ));
nov( eax, (type dword csetDest[8] ));
nov( eax, (type dword csetDest[12] ));

Il Ckay, use the BTS instruction to set the specified bit in
/'l the character set.

novzx( chrVal ue, eax );
bts( eax, csetDest );

stdout.put( “Singleton set = {“, csetDest, “}" nl );

end cschar ToCset ;

Program 3.3  cs.charToCset Implementation

If you study this code carefullyou will note an interestingét: the BTS instructior’operands are not
the same sized{vord andcset). Since programmers often use the BTx instructions to manipulate items in a
character set, HLA allws you to specify &set object as the destination operand of a BTxgsemem)
instruction. Technically the memory operand should be a doubdedrobject; HLA automatically coerces
cset objects todword for these instructions. Note that BTS requires a 16 or 32digtee Therefore, this
code zeroxends the charactsralue into EAX prior to xecuting the BTS instruction. Note that traue
in EAX must not gceed 127 or this code will manipulate datsdrel the end of the character set in mem
ory. The use of a BOUND instruction might bamanted here if you carénsure that thehrValue variable
contains a &lue in the range 0..127.

The cs.unionChar adds a single character to the character set (if that charageravalready present
in the character set)lhis code is actually a bit simpler than the cs.cb@skt function; the only dérence
is that the code does not clear the set girbeith — it simply sets the bit corresponding to thesgicharac
ter. Program 3.4rovides the implementation.

/1 Programthat denonstrates the inplnentation of
/1 the cs.unionChar function.

progr am csUni onChar ;
#include( “stdlib. hhf” )

static
csetDest: cset :={'0.."9};
chrval ue: char :="'a’;

begi n csUni onChar

// Ckay, use the BTS instruction to add the specified bit to
/1l the character set.
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novzx( chrVal ue, eax );
bts( eax, csetDest );

stdout.put( “New set = {“, csetDest, “}” nl );

end cslhni onChar;

Program 3.4  cs.unionChar Implementation

Once agin, note that this code assumes that the charagdtes is in the range 0..127. If it is possible
for the character tafl outside this range, you should check thrig before attempting to union the charac
ter into the character sefou can use an IF statement or the BOUND instruction for this check.

The csremoveChar function remees a character from a character setyiplier that characteras a
member of the set. If the charactemsanot originally in the character set, ttesremoveChar does not
affect the original character sefo accomplish this, the code must clear the bit associated with the character
to remae from the setProgram 3.51ses the BTR (bit test and reset) instruction to aehias.

/1 Programthat denonstrates the inplnentation of
/1l the cs.renoveChar function.

pr ogr am csRenoveChar ;
#incl ude( “stdlib.hhf” )

static
cset Dest: cset
chrval 1: char :
chrval 2: char :

={0..'9};
o
‘.

begi n csRenmoveChar ;
/1l Ckay, use the BTCinstruction to renove the specified bit from

/] the character set.

nmovzx( chrVval 1, eax );
btr( eax, csetDest );

stdout.put( “Set wo ‘0" ={“, csetDest, “}" nl );

/1 Now renove a character not in the set to denonstrate
/] that renoval of a non-existant character doesn't affect
/1 the set:

novzx( chrVal 2, eax );

btr( eax, csetDest );

stdout.put( “Final set = {“, csetDest, “}" nl );

end csRenoveChar ;

Program 3.5  cs.removeChar Implementation
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Don't forget to use a BOUND instruction or an IF statemefftrimgram 3.5f it is possible for the char
acters value to &ll outside the range 0..12This will prevent the code from manipulating memorybed
the end of the character set.

Thecs.rangeChar function creates a set containing all the characters betweespaeifed boundaries.
This function bgins by creating an empty set; then it loopsrdhe range of character to insert, inserting
each character into the set as appropriBtegram 3.6provides an rample implementation of this function.

/1 Programthat denonstrates the inplnentation of
/1 the cs.rangeChar function.

pr ogr am csRangeChar ;
#incl ude( “stdlib.hhf” )

static
cset Dest: cset;
startRange: char :=‘a’;
endRange: char := 'Zz2";

begi n csRangeChar ;

/1 Begin by creating the enpty set:

nov( 0, eax );

nov( eax, (type dword csetDest ));
nov( eax, (type dword csetDest[4] ));
nov( eax, (type dword csetDest[8] ));
nov( eax, (type dword csetDest[12] ));

/1 Run the following | oop for each character between
/1 *startRange’ and ‘endRange’ and set the correspondi ng
/1 bit in the cset for each character in the range.

novzx( startRange, eax );
while( al <= endRange ) do

bts( eax, csetDest );
inc( al );

endwhi | e;
stdout.put( “Final set = {“, csetDest, “}” nl );

end csRangeChar;

Program 3.6  cs.rangeChar Implementation

One interesting thing to note about the coderimgram 3.6s how it takes adentage of thedct thatAL
contains the actual character ird®en though it has to use EAX with the BTS instructiéws. usual, you
should check the range of theawalues if there is gnpossibility that thg could be outside the range
0..127.

One problem with this particular implementation of tseangeChar function is that it is not partieu
larly efficient if you ask it to create a set with a lot of characters iAgtyou can see by studying the code,
the execution time of this function is proportional to the number of characters in the range. In pattieular
loop in this function iterates once for each character in the range. So if the range ikddpop xecutes
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mary more times than if the range is smallhere is a more &€ient solution to this problem using table
lookups whosexecution time is independent of the size of the character set it createsioife details on
using table lookups, sé€alculationVia Table Lookup%on page647.

Thecs.strToCset function scans through an HLA string character by character and createslaanae
ter set by adding each character in the string to an empty character set.

/1 Programthat denonstrates the inplnentation of
/1l the cs.strToCset function.

program csStr ToCset ;
#incl ude( “stdlib.hhf” )

static
StrToAdd: string := “Hello_Wrld”;
cset Dest: cset;

begi n csStrToCset ;

// Begin by creating the enpty set:

nov( 0, eax );

nov( eax, (type dword csetDest ));
nov( eax, (type dword csetDest[4] ));
nov( eax, (type dword csetDest[8] ));
nov( eax, (type dword csetDest[12] ));

Il For each character in the source string, add that character
Il to the set.

nmov( StrToAdd, eax );
while( (type char [eax]) <> #0 ) do // Wiile not at end of string.

movzx( (type char [eax]), ebx );
bts( ebx, csetDest );
inc( eax );

endwhi | €;
stdout. put( “Final set = {“, csetDest, “}" nl );

end csStrToCset;

Program 3.7  cs.strToCset Implementation

This code begins by fetching the pointer to thesti character in the stringThe loop repeats for each
character in the string up to the zero terminating byte of the stringedeh charactethis code uses the
BTS instruction to set the corresponding bit in the destination charactéyssasual, dort’forget to use an
IF statement or BOUND instruction if it is possible for the characters in the stringeadiaes outside the
range 0..127.

Thecs.unionStr function is \ery similar to thees.strToCset function; in fict, the only dference is that
it doesnt create an empty character set prior to adding the characters in a string to the destination character
set.
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// Programthat denonstrates the inplnentation of
// the cs.unionStr function.

program csUni onStr;
#incl ude( “stdlib.hhf” )

static
StrToAdd: string := “Hello_Wrld”;
csetDest: cset :={'0.."9};

begi n csUnionStr;

Characters and Character Sets

/'l For each character in the source string, add that character

/] to the set.

nov( StrToAdd, eax );
while( (type char [eax]) <> #0 ) do // Wiile not at

movzx( (type char [eax]), ebx );
bts( ebx, csetDest );
inc( eax );

endwhi | e;
stdout.put( “Final set = {“, csetDest, “}" nl );

end csUnionStr;

end of string.

Program 3.8  cs.unionStr Implementation

3.9.2 Traditional Set Operations

The preious section describesWdo construct character sets from characters and strings. In this sec
tion we'l take a look at he you can manipulate character sets using the traditional set operations-of inter

section, union, and dédrence.

The union of tw setsA and B is the collection of all items that are in&gset B, or both. In the bit
array representation of a set, this means that a bit in the destination character set will be one if either or both
of the corresponding bits in sétsor B are set.This of course, corresponds to the logical OR operation.
Therefore, we can easily create the set union ofsets by logically ORing their bytes togeth@rogram

3.9 provides the complete implementation of this function.

/1 Programthat denonstrates the inplnentation of
/] the cs.setunion function.

pr ogr am csset Uni on;
#include( “stdlib. hhf” )

static
cset Srcl: cset := {
csetSrc2: cset = {°
cset Dest: cset;

begi n csset Uni on;
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/1 To conpute the union of csetSrcl and csetSrc2 all we have
/1 to dois logically CRthe tw sets together.

nmov( (type dword csetSrcl), eax );
or( (type dword csetSrc2), eax );
nov( eax, (type dword csetDest));

nmov( (type dword csetSrci[4]), eax );
or( (type dword csetSrc2[4]), eax );
nov( eax, (type dword csetDest[4]));

mov( (type dword csetSrcl[8]), eax );

or( (type dword csetSrc2[8]), eax );

nov( eax, (type dword csetDest[8]));

mov( (type dword csetSrci[12]), eax );

or( (type dword csetSrc2[12]), eax );

nov( eax, (type dword csetDest[12]));
stdout.put( “Final set = {“, csetDest, “}" nl );

end csset Uni on;

Program 3.9  cs.setunion Implementation

The intersection of tarsets is those elements that are members of both sets. In the bit array representa
tion of character sets that HLA uses, this means that a bit is set in the destination character set if the corre
sponding bit is set in both the source sets; this corresponds to the Adgi@abperation; therefore, to
compute the set intersection ofawharacter sets, all you need do is logicAND the 16 bytes of the twv
source sets togethelProgram 3.1@rovides a sample implementation.

/1 Programthat denonstrates the inplnentation of
/1 the cs.intersection function.

progr am csl nt er sect i on;
#incl ude( “stdlib.hhf” )

static
csetSrcl: cset =
csetSrc2: cset :=
csetDest: cset;

{*a..”2'}
{*A..7Z'};

begi n cslntersection;

// To conpute the intersection of csetSrcl and csetSrc2 all we have
// todois logically AND the two sets together.

nov( (type dword csetSrcl), eax );
and( (type dword csetSrc2), eax );
nov( eax, (type dword csetDest));

nov( (type dword csetSrcl[4]), eax );

and( (type dword csetSrc2[4]), eax );
nov( eax, (type dword csetDest[4]));
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nov(
and(
nov (

(type dword csetSrcl[8]), eax );
(type dword csetSrc2[8]), eax );
eax, (type dword csetDest[8]));

nmov(
and(
nov(

(type dword csetSrcl[12]), eax );
(type dword csetSrc2[12]), eax );
eax, (type dword csetDest[12]));

stdout.put( “ Set A ={“, csetSrcl, “}" nl
stdout.put( “ Set B = {“, csetSrc2, “}” nl
stdout.put( “Intersection of Aand B = {“,

)
)
cset Dest, “}”

end cslntersection;

Characters and Character Sets

nl

Program 3.10 cs.intersection Implementation

The diference of two sets is all the elements in the first set that are

not also present in the second set. To

compute this result we must logically AND the values from the first set with the inverted values of the sec

ond set; i.e., to compute C :=A - B we use the following expression:

C:= Aand (not B);

Program 3.1brovides the code to implement this operation.

/1 Programthat denonstrates the inplnentation of
/] the cs.difference function.

program csDi f f erence;
#include( “stdlib. hhf” )

static
cset Srcl:
cset Src2:
cset Dest :

cset :
cset :
cset;
begi n csD fference;

/1 To conpute the difference of csetSrcl and csetSrc2 all
// to dois logically AND A and NOT B toget her.

nov( (type dword csetSrc2), eax );
not ( eax );

and( (type dword csetSrcl), eax );
nov( eax, (type dword csetDest));
nov( (type dword csetSrc2[4]), eax );
not ( eax );

and( (type dword csetSrcl[4]), eax );
nov( eax, (type dword csetDest[4]));
nov( (type dword csetSrc2[8]), eax );
not ( eax );

and( (type dword csetSrcl[8]), eax );
nov( eax, (type dword csetDest[8]));

mov( (type dword csetSrc2[12]), eax );
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not ( eax );
and( (type dword csetSrc1[12]), eax );
nov( eax, (type dword csetDest[12]));

stdout.put( “ Set A={“, csetSrcl, “}" n
stdout.put( “ Set B = {", csetSrc2, “}" n
stdout.put( “Dfference of Aand B = {“,

L)
L)

end csDi fference;

cset Dest, “}”

nl

Volume Three

)

Program 3.11 cs.difference Implementation

3.9.3

Testing Character Sets

In addition to manipulating the members of a character set, the need often arises to compare character
sets, check to see if a character is a member of a set, and check to see if a set in ¢npection wd’
discuss hev HLA implements the relational operations on character sets.

Occasionally youl want to check a character set to see if it contaipsreambers Although you could
achieve this by creating a statiset variable with no elements and comparing the set in questansaghis
empty set, there is a mordiefent way to do this — just check to see if all the bits in the set in question are
zero. An easy vay to do this, that uses, is to logically OR the four doublelsvin a cset object togethéf
the result is zero, then all the bits in tiset variable are zero and, hence, the character set is.empty

/1 Programthat denonstrates the inplnentation of
/1 the cs.lisEnpty function.

program csl senpty;
#incl ude( “stdlib.hhf” )

static
csetSrcl: cset :=
csetSrc2: cset =

{:
{‘A’..’Z’};
begi n csl sEnpty;

/1 To see if a set is enpty, sinply CR all the dwords
/1l together and see if the result is zero:

nov( (type dword csetSrcl[0]), eax );
or( (type dword csetSrcl[4]), eax );
or( (type dword csetSrcl[8]), eax );
or( (type dword csetSrcl[12]), eax );

if( @) then

stdout.put( “csetSrcl is enpty ({“, csetSrcl, “})”

el se
stdout.put( “csetSrcl is not enpty ({“, csetSrcl,
endi f;

/] Repeat the test for csetSrc2:
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mov( (type dword csetSrc2[0]), eax );
or( (type dword csetSrc2[4]), eax );
or( (type dword csetSrc2[8]), eax );
or( (type dword csetSrc2[12]), eax );
if( @) then
stdout.put( “csetSrc2 is enpty ({“, csetSrc2, “})” nl );
el se
stdout.put( “csetSrc2 is not enpty ({“, csetSrc2, “})” nl );

endi f;

end csl sEnpty;

Program 3.12 Implementation of cs.ISsEmpty

Perhaps the most common check on a character set is set membership; that is, checking to see if some
character is a member of asgn character sefAs youve seen already (sé€haracter Set Implementation
in HLA” on page442), the BT instruction is perfect for this. Since wealready discussed\udo use the
BT instruction (along with, perhaps, a M@X instruction), there is no need to repeat the implementation of
this operation here.

Two sets are equal if and only if all the bits are equal in thesit objects.Therefore, we can imple
ment the cs.ne and cs.eq (set inequality and set equality) functions by comparing the four clolsbile av
cset object and noting if there areyadifferences.Program 3.13lemonstrates oyou can do this.

/1 Programthat denonstrates the inplnentation of
// the cs.eq and cs.ne functions.

pr ogr am cseqne;
#incl ude( “stdlib.hhf” )

static
csetSrcl: cset :={'a.."z'}
csetSrc2: cset :={'a..’'z2'};
csetSrc3: cset (= {'A.."Z};

begi n cseqne;

/Il To see if a set equal to another, check to make sure
/1 all four dwords are equal. One sneaky way to do this
/1l is to use the XCR operator (XCRis “not equal s” as you
/1 may recall).

mov( (type dword csetSrcl[0]), eax ); // Set EAXto zero if these
xor( (type dword csetSrc2[0]), eax ); // two dwords are equal
nov( eax, ebx ); // Accumulate result here.

mov( (type dword csetSrci[4]), eax );

xor( (type dword csetSrc2[4]), eax );
or( eax, ebx );
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nov( (type dword csetSrcl[8]), eax );
xor( (type dword csetSrc2[8]), eax );
or( eax, ebx );
nov( (type dword csetSrcl[12]), eax );
xor( (type dword csetSrc2[12]), eax );
or( eax, ebx );

/1 At this point, EBXis zero if the two csets are equal
// (also, the zero flag is set if they are equal).

if( @) then
stdout.put( “csetSrcl is equal to csetSrc2” nl );
el se
stdout.put( “csetSrcl is not equal to csetSrc2” nl );
endi f;
/1 Inplenmentation of cs.ne:
nov( (type dword csetSrcl[0]), eax ); // Set EAX to zero if these
xor( (type dword csetSrc3[0]), eax ); // two dwords are equal
nov( eax, ebx ); // Accurmulate result here.
mov( (type dword csetSrci[4]), eax );
xor( (type dword csetSrc3[4]), eax );
or( eax, ebx );
nmov( (type dword csetSrcl[8]), eax );
xor( (type dword csetSrc3[8]), eax ):
or( eax, ebx );
mov( (type dword cset Srcl[12]), eax );
xor( (type dword csetSrc3[12]), eax );

or( eax, ebx );

// At this point, EBXis non-zero if the two csets are not equal
/1l (also, the zero flag is clear if they are not equal).

if( @z ) then

stdout.put( “csetSrcl is not equal to csetSrc3” nl );
el se

stdout.put( “csetSrcl is equal to csetSrc3” nl );

endi f;

end cseqne;

Program 3.13 Implementation of cs.ne and cs.eq
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The remaining tests on character sets roughly correspond to tests for less than or greater than; though in
set theory we refer to these as superset and subset. One set is a subset of another if the second set contain
all the elements of theréit set; the second set may contain additional elem@&hts.subset relationship is
roughly equ¥alent to “less than or equalThe proper subset relation ofdvwsets states that the elements of
one set are all present in a second set and thedts are not equal (i.e., the second set contains additional
elements).This is roughly equialent to the “less than” relationship.

Testing for a subset is an easy tagi. you have to do is ta& the set intersection of thedwets and
verify that the intersection of the dws equal to therft set. That is,A <= B if and only if:

A= ( A* B) “*" denotes set intersection
Testing for a proper subset is a little morerkv The same relationship a@mmust hold bt the resukt
ing inspection must not be equal to Bhat is,A < B if and only if,
(A==( A*B)) and (B<>( A* B))

The algorithms for superset and proper superset are nearly ideifitieglare:

B==( A* B) A>=B
(B=( A*B)) and (A<>( A*B)) A> B

The implementation of these four relational operations is left asesinise.

3.10

Putting It All Together

This chapter describes HLIAimplementation of character sets. Character sets arg aseful tool for
validating user input and for other character scanning and manipulation operations. HLA uses a bit array
implementation for character set objects. Hii#nplementation alles for 128 diferent characteralues in
a character set.

The HLA Standard Library prxades a wide set of functions that let yauilt, manipulate, and compare
character setsAlthough these functions are a@mient to use, most of the character set operations are so
simple that you can implement them directly using in-line cddes chapter pnaded the implementation
of mary of the HLA Standard Library character set functions.

Note that this chapter does novepall the uses of character sets in an assembly language program. In
the wlume on Advanced String Handling” you will see mamore uses for character sets in your-pro
grams.
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