Constants, Variables, and Data Types

Constants, Variables, and Data Types Chapter One

Volume One discussed the basic format for data in meolymeTwo covered hav a computer sys
tem plysically oganizes that data&his chapter fiishes this discussion by connecting the concepatd
representationto its actual pisical representatiors the title implies, this chapter concerns itself with
three main topics: constantgriables and data structurd$is chapter does not assume that yeuiad a
formal course in data structures, though sugiegence wuld be useful.

1.1  Chapter Overview

This chapter discusseswdo declare and use constants, scataiables, intgers, reals, data types,
pointers, arrays, and structurgsu must master these subjects before going on to gtehapter Declar
ing and accessing arrays, in particutsems to present a multitude of problems tpriméng assembly lan
guage programmers. Mever, the rest of this & depends on your understanding of these data structures
and their memory representation. Do not try to skimrdhis material with thexpectation that you will
pick it up as you need it latéfou will need it right eay and trying to learn this material along with later
material will only confuse you more.

1.2 Some Additional Instructions: INTMUL, BOUND, INTO

This chapter introduces arrays and other concepts that will requinepidues@n of your 80x86 instruc
tion set knaledge. In particularyou will need to learn o to multiply two values; hence therét instrue
tion we will look at is theintmul (integer multiply) instruction. Another common task when accessing
arrays is to check to see if an array mdewithin bounds.The 80x86bound instruction preides a cove-
nient way to check a gasters wvalue to see if it is within some range. Finalheinto (interrupt on @erflow)
instruction preides a quick check for signed arithmetiedlow. Althoughinto isn’t really necessary for
array (or other data type access), its functiorery gimilar tobound, hence the presentation at this point.

Theintmul instruction taks one of the follwing forms:
/1 The follow ng conpute destreg = destreg * constant

intnul ( constant, destregis );
intmul ( constant, destregs, );

/1 The follow ng conpute dest = src * constant

intmul ( constant, srcreg;qs, destreg;g );
intmul ( constant, srcmemyg destregg );

intmul ( constant, srcregz, destregs, );
intmul ( constant, srcmeny,, destregs, );

/1 The follow ng conpute dest = dest * src

intmul ( srcregys, destregig );
intmul ( srcremg, destregig );
intmul ( srcregs,, destregs, );
intmul ( srcremy,, destregs, );

Note that the syntax of thetmul instruction is diferent than thexdd andsub instructions. In particular

note that the destination operand must be a registérafidsub both allav a memory operand as a destina
tion). Also note thaintmul allows three operands when the first operand is a constant. Another important
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difference is that thatmul instruction only allavs 16-bit and 32-bit operands; it does not allow eight-bit
operands.

intmul computes the product of its speeifioperands and stores the result into the destinatisiar
If an overflow occurs (which is &lays a signedwerflow, sinceintmul only multiplies signed intger \alues),
then this instruction sets both the carry amerfiow flags. intmul leaves the other condition codadis unde
fined (so, for gample, you cannot check the sigagflor the zerodlg afterintmul and &pect them to tell you
arnything about théntmul operation).

Thebound instruction checks a 16-bit or 32-bigister to see if it is between one ofotwalues. If the
value is outside this range, the program raisesegption and abortsThis instruction is particularly useful
for checking to see if an array indis within a given range.Thebound instruction taks one of the follo-
ing forms:

bound( reg;s, LBconstant, UBconstant );
bound( regs,, LBconstant, UBconstant );

bound( reg;s, Memg[2] );?
bound( regs, Mem,[2] );?

Thebound instruction compares itsgister operand against an unsigned lower bound value and an unsigned
upper bound value to ensure that the register is in the range:

| ower _bound <= register <= upper_bound

The form of thebound instruction with three operands compares tlggster against the second and third
parameters (the lower bound and upper bound, respec?ivél‘yl)e bound instruction with tvo operands
checks the register against one of the following ranges:

Memg[ O] <= registerq g <= Memg[ 2]
Memg,[ 0] <= registerg, <= Memyp[4]

If the specifed rgister is not within the gen range, then the 80x86 raises aception. You can trap
this exception using the HLAry..endtry exception handling statemeiithe excepts.hhf headerd defnes an
exception,ex.BoundInstr specifcally for this purpose.The following code fragment demonstratesvhio
use thebound instruction to check some user input:

pr ogr am BoundDenwo;
#i ncl ude( “stdlib.hhf” );

static
| nput Val ue: i nt 32;
Goodl nput : bool ean;
begi n BoundDeno;
/1 Repeat until the user enters a good val ue:
r epeat

/1 Assune the user enters a bad val ue.

nov( fal se, Goodl nput );

1. The “[2]" suggests that this variable must be an array of two consecutive word values in memory.

2. Likewise, this memory operand must be two consecutive dwords in memory.

3. This form isn't a true 80x86 instruction. HLA converts this form of the bound instruction to the two operand form by cre
ating two readonly memory variables initialized with the specified constant.
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/1 Catch bad nuneric input via the try..endtry statenent.
try
stdout. put( “Enter an integer between 1 and 10: “ );
stdin. flushl nput ();
stdin. geti32();

mov( eax, |nputValue );

/1 Use the BOUND instruction to verify that the
// value is in the range 1..10.

bound( eax, 1, 10 );
/1 1f we get to this point, the value was in the
/1l range 1..10, so set the bool ean “Goodl nput”

/1 flag to true so we can exit the | oop.

nmov( true, Goodlnput );

// Handl e inputs that are not |egal integers.
exception( ex.ConversionError )

stdout.put( “Illegal numeric format, reenter”, nl );

/1 Handl e integer inputs that don't fit into an int32.
exception( ex.Val ueQut C Range )

stdout. put( “Value is *way* too big, reenter”, nl );

// Handl e val ues outside the range 1..10 (BOUND i nstruction)

/*
exception( ex.Boundlnstr )
st dout . put
(
“Val ue was “,
| nput Val ue,
“, it nmust be between 1 and 10, reenter”,
nl
)
*/
endtry;
until ( Goodl nput );
stdout. put( “The value you entered, “, InputValue, “ is valid.”, nl );
end BoundDeno;

Program 1.1 ~ Demonstration of the BOUND Instruction
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Theinto instruction, like bound, also generates amaeption under certain conditions. Spexifly, into

generates anxeeption if the werflow flag is set. Normallyyou would useinto immediately after a signed
arithmetic operation (e.gintmul) to see if an werflow occurs. If the werflow flag is not set, the system
ignores theinto instruction; havever, if the overflow flag is set, then thiato instruction raises the HLA

ex.Intolnstrexception. The folloving code sample demonstrates the use ohthénstruction:

program | NTQdeno;
#include( “stdlib.hhf” );

static
LQper and: i nt 8;
Resul t Qp: i nt §;
begi n | NTQdeno;

I/l The following try..endtry checks for bad nuneric
/1 input and handl es the integer overfl ow check:

try
/1 Get the first of two operands:
stdout.put( “Enter a small integer value (-128..+127):" );
stdin.geti8();
nmov( al, LQOperand );

/1l Get the second operand:

stdout.put( “Enter a second snall integer value (-128..+127):" );
stdin.geti8();

/1 Produce their sumand check for overfl ow

add( LCperand, al );
into();

/1 Display the sum

stdout.put( “The eight-bit sumis “, (type int8 al), nl );

/1 Handl e bad input here:
exception( ex.ConversionError )

stdout. put( “You entered illegal characters in the nunber”, nl );

/1 Handl e values that don't fit in a byte here:
exception( ex.Val ueQut & Range )

stdout. put( “The value nmust be in the range -128..+127", nl );

/1 Handl e integer overflow here:

/*
exception( ex.Intolnstr )
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st dout . put
(

“The sumof the two values is outside the range -128..+127",
nl

)
*/
endtry;

end | NTQdeno;

Program 1.2  Demonstration of the INTO Instruction

1.3

The QWORD and TBYTE Data Types

HLA lets you declare eight-byte and ten-bytgiables using thgword, andtbytedata types, respec
tively. Since HLA does not allothe use of 64-bit or 80-bit nomsfiting point constants, you may not asso
ciate an initializer with these twdata types. Hwever, if you wish to resem storage for a 64-bit or 80-bit
variable, you may use theseawdata types to do so.

Theqword type lets you declaguadwod (eight byte) ariables. Generallgword variables will hold
64-bit integer or unsigned ingger \alues, although HLA and the 80x86 certainly dariforce this. The
HLA Standard Library containsgeral routines to let you input and display 64-bit signed and unsigned inte
ger \alues. The chapter on adwced arithmetic will discuss Wao calculate 64-bit results on the 80x86 if
you need intgers of this size.

The tbyte directive allocates ten bytes of storagénere are tw data types indigenous to the 80x87
(math coprocessoraiily that use a ten byte data type: ten B@® values anextended precision (80 bit)
floating point @lues. Since you euld normally use theeal80data type for fhating point alues, about the
only purpose of thyte in HLA is to resergtorage for a 10-byte BCRlue (or other data type that needs 80
bits). Once aain, the chapter on admced arithmetic may primle some insight into the use of this data
type. Havever, except for \ery adanced applications, you could probably ignore this data type and not suf
fer.

1.4

HLA Constant and Value Declarations

HLA’s CONST andVAL sections let you declare symbolic constantdie CONST section lets you
declare identiirs whose a&lue is constant throughout compilation and run-time;Vikie section lets you
declare symbolic constants whosalue can change at compile timeyt bvhose walues are constant at
run-time (that is, the same name caneha diferent \alue at seeral points in the source codeitbhe \alue
of aVAL symbol at a gien point in the program cannot change while the program is running).

The CONST section appears in the same declaration section of your program that contaifgltbe ST
READONLY, STORAGE, andvAR, sections. It kgins with the CONST resesd word and has a syntax
that is nearly identical to the READONMLsection, that is, the CONST section contains a list of iderstifi
followed by a type and a constampeession. The followving example will give you an idea of what the
CONST section looks li

const
pi: real 32 : = 3.14159;
Max| ndex: uns32 = 15;
Delimter: char ="/
Bi t Mask: byt e = $FO;
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DebugActive: bool ean: = true;

Once you declare these constants in this maiyoer may use the symbolic idergifs agwhere the
corresponding literal constant igy. These constants are kmo asmanifest constantsA manifest con
stant is a symbolic representation of a constant thav@§ou to substitute the literadlue for the symbol
arywhere in the program. Contrast this WREADONLY variables; a READONY variable is certainly a
constant alue since you cannot change suctagable at run time. Hwever, there is a memory location
associated with READONL variables and the operating system, not the HLA compdeforces the
read-only attrite at run-time.Although it will certainly crash your program when it runs, it is perfectly
legal to write an instruction li& “MOV( EAX, ReadOnly\ar );” On the other hand, it is no morgdéto
write “MOV( EAX, MaxIndex );” (using the declaration ate) than it is to write “M®( EAX, 15);” In
fact, both of these statements are egjant since the compiler substitutes “15” fdaxindex whenever it
encounters this manifest constant.

If there is absolutely no ambiguity about a conssatype, then you may declare a constant by specify
ing only the name and the constanilue, omitting the type spedaétion. In the xample earlierthepi,
Delimiter MaxInde, andDehbugActiveconstants could use the follimg declarations:

const
pi = 3. 14159; /1 Default type is real 80.
Max| ndex = 15; // Default type is uns32.
Delimter: =" /1 Default type is char.
DebugAct i ve: = true; /1 Default type is bool ean.

Symbol constants that V& an intger literal constant arevedys gven the typains32if the constant is
zero or positie, orint32if the value is ngative. This is wly Maxindex was okay in this CONST declaration
but BitMaskwas not. Had we included the statement “BitMask := $F0;” in this latter CONST section, the
declaration wuld hare been lgal but BitMaskwould be of typains32rather tharbyte

Constant declarations are great for wiefj “magic” numbers that might possibly change during pro
gram modiftation. The following provides an gample of using constants to parameterize “magdties in
the program.

pr ogr am Const Deno;
#include( “stdlib.hhf” );

const
MenToAl | ocat e = 4_000_000;
NunDWbr ds = MenToAl | ocate div 4;
M sal i gnBy = 62;
Mai nRepetitions := 1000;
Dat aRepetitions := 999 900;
Cacheli neSi ze = 16;

begi n Const Deno;

/'l consol e. cls();
st dout . put
(
“Menory Alignnent Exercise”,nl,
nl,
“Wsing a watch (preferably a stopwatch), time the execution of”, nl
“the following code to determ ne how many seconds it takes to”, nl
“execute.”, nl
nl
“Press Enter to begin tinmng the code:”
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/1 Al ocate enough dynamc nmenory to ensure that it does not

/1 all fit inside the cache. Note: the machine had better have
// at |east four negabytes free or virtual nemory will kick in
// and invalidate the timng.

mal | oc( MenToAl | ocate );

Il Zero out the menmory (this loop really exists just to
// ensure that all menory is mapped in by the C5).

nov( NunDWrds, ecx );
r epeat

dec( ecx );
mov( 0, (type dword [eax+ecx*4]));

until( 'ecx ); // Repeat until ECX = 0.

/1 Ckay, wait for the user to press the Enter key.
stdin.readlLn();

/1 Note: as processors get faster and faster, you may
/1 want to increase the size of the follow ng constant.
/1 Execution tine for this | oop should be approxi mately
// 10-30 seconds.

nov( MinRepetitions, edx );
add( M salignBy, eax ); /1 Force nisalignment of data.

r epeat

nov( DataRepetitions, ecx );

align( CacheLineSi ze );

r epeat
sub( 4, ecx );
nmov( [eax+ecx*4], ebx );
nov( [eax+ecx*4], ebx );
nov( [eax+ecx*4], ebx );
nov( [eax+ecx*4], ebx );

until ( 'ecx );
dec( edx );

until( 'edx ); // Repeat until EAX is zero.

stdout.put( stdio.bell, “Stop tining and record time spent”, nl, nl );

// Ckay, tine the aligned access.

st dout . put
(

)
stdin. readlLn();

“Press Enter again to begin tining access to aligned variable:”
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/1 Note: if you change the constant above, be sure to change
/1 this one, too!

nov( Mai nRepetitions, edx );
sub( M salignBy, eax ); /1 Realign the data.
r epeat

nov( DataRepetitions, ecx );
al i gn( CacheLi neSi ze );
r epeat

sub( 4, ecx );

nov( [eax+ecx*4], ebx );
nmov( [eax+ecx*4], ebx );
nmov( [eax+ecx*4], ebx );
nmov( [eax+ecx*4], ebx );

until ( 'ecx );
dec( edx );

until( 'edx ); // Repeat until EAXis zero.

stdout.put( stdio.bell, “Stop timng and record tinme spent”, nl, nl );
free( eax );

end Const Deno;

Program 1.3  Data Alignment Program Rewritten Using CONST Definitions

1.4.1 Constant Types

Manifest constants can beyanf the HLA primitive types plus a ¥ of the composite types this chapter
discussesVolumes One andiwo discussed most of the primii types; these primiie types include the
following:

Boolean constants (true or false)

Uns8 constants (0..255)

Uns16 constants (0..65535)

Uns32 constants (0..4,294,967,295)

Int8 constants (-128..+127)

Int16 constants (-32768..+32767)

Int32 constants (-2,147,483,648..+2,147,483,647)

Char constants (any ASCII character with a character code in the range 0..255)
Byte constants (any eight-bit value including integers, booleans, and characters)
Word constants (any 16-bit value)

DWord constants (any 32-bit value)

Real32 constants (floating point values)

Real64 constants (floating point values)

Real80 constants (floating point values)

In addition to the constant types appearing above, the CONST section supports six additional constant types:
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e Array constants
e Record/Union constants
e Character set constants

These data types are the subject of this Volume and the discussion of most of them appears in later chapters.
However, the string and text constants are sufficiently important to warrant an early discussion of these con
stant types.

1.4.2

String and Character Literal Constants

HLA, like most programming languages,wisea distinction between a sequence of charactstsng,
and a single charactehis distinction is present both in the type declarations and in the syntax for literal
character and string constants. Untilwnehis text has not dran a fine distinction between character and
string literal constants; moit is time to do so.

String literal constants consist of a sequence of zero or more characters surroundé®skBiithaote
characters.The following are all @amples of Igal literal string constants:

“This is a string” // String with 16 characters.

/1l Zero length string.

“a” I/l String with a single character.
“123" I/l String of length three.

A string of length one is not the same thing as a character constant. HLA asesntpletely different
internal representations for character and string values. Hence, “a” is not a character value, it is a string
value that just happens to contain a single character.

Character literal constants take a couple forms, but the most common consist of a single character sur-
rounded by ASCII apostrophe characters:

‘2 /1 Character constant equivalent to ASO| code $32.
‘al // Character constant for |ower case ‘A.

As noted abee, “a” and ‘a’ are not equivalent.

Those who are familiar with C/C++/Java probably recognize these literal constant forms, since they are
similar to the character and string constants in C/C++/Java. In fact, this text has made a tacit assumption to
this point that you are somewhat familiar with C/C++ insofar as examples appearing up to this point use
character and string constants without an explicit definition ofthem

Another similarity between C/C++ strings and H&As the automatic concatenation of adjacent literal
string constants within your programorfexample,HLA concatenates the twstring constants

“First part of string, “ “second part of string”

to form the single string constant

“First part of string, second part of string”

Beyond these f@ similarities, havever, HLA strings and C/C++ strings are feifent. or example,
C/C++ strings let you specify special characi@ugs using thescape character sequence consisting of a
backslash character folled by one or more special characters; HLA does not use this escape character
mechanism. HLA does prwe, havever, several other vays to achiee this same goal.

Since HLA does not alle escape character sequences in literal string and character constant, the fi
guestion you might ask is “Modoes one embed quote characters in string constants and apostrophe charac
ters in character constantsPd sole this problem, HLA uses the same techniqueaasd and manother

4. Apologies are due to those of you who do not know C/C++/Java or a language that shares these string and constant defini-
tions.
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languages: you insert baquotes in a string constant to represent a single quote or you pleapdstrophes
in a character constant to represent a single apostrophe character

“He wote a ““Hello Wrld"” programas an exanple.”

The abeoeis equivalent to:

He wote a “Hello Wrld” programas an exanpl e.

The abeeis equivalent to a single apostrophe character.

HLA provides a couple of other features that eliminate the need for escape characters. In addition to
concatenating two adjacent string constants to form a longer string constant, HLA will also concatenate any
combination of adjacent character and string constants to form a single string constant:

‘12 '3 // Equivalent to “123"
“He wote a“ ‘"' “Hello Wrld” *"" “ programas an exanple.”

Note that the tw “He wrote...” strings in the above examples are identical to HLA.

HLA provides a second way to specify character constants that handles all the other C/C++ escape char-
acter sequences: the ASCII code literal character constant. This literal character constant form uses the syn-
tax:

#i nt eger _const ant

This form creates a character constant whadeevis the ASCII code specified byteger _constantThe
numeric constant can be a decimal, hexadecimal, or binary value, e.g.,

#13 #$d #94101 /l Al three are the sane character, a
/1 carriage return.

Sinceyou may concatenate character literals with strings, anétdbestantorm is a character literal, the
following are all legal strings:

“Hel l o Worl d” #13 #10 /1 #13 #10 is the Wndows new i ne sequence
I/l (carriage return followed by line feed).

“Error: Bad Val ue” #7 /1l #7 is the bell character.
“He wote a “ #$22 “Hello Wrld’ #$22 “ programas an exanple.”

Since $22 is thASCII code for the quote character, this last example is yet a third form of the “He wrote...”
string literal.

1.4.3

String and Text Constants in the CONST Section

String and tet constants in the CONST section use the ¥alhg declaration syntax:

const
ASt ri ngConst : string := “123";
AText Const : t ext = “123";

Other than the data type of thes®teonstants, their declarations are identical. However, their behavior in
an HLA program is quite different.

Whenever HLA encounters a symbolic string constant within your program, it substitutes the string lit-
eral constant in place of the string name. So a statement like “stdout.put( AStringConst );” prints the string
“123" (without quotes, of course) to the display. No real surprise here.

Whenever HLA encounters a symbolic text constant within your program, it substitutes the text of that
string (rather than the string literal constant) for the identifier. That is, HLA substitutes the characters
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between the delimiting quotes in place of the symbokitdenstant. Therefore, the follwing statement is
perfectly leal given the declarations abe

nov( AText Const, al ); /1l equivalent to nov( 123, al );

Note that substitutingStringConsfor ATextConstin this example is illegal:
mov( AStringConst, al ); /1l equivalent to nov( “123”, al );

This latter @ample is illegal because you cannot move a string literal constant into the AL register.

Whenever HLA encounters a symbolic text constant in your program, it immediately substitutes the
value of the text constant’s string for that text constant and continues the compilation as though you had
written the text constant’s value rather than the symbolic identifier in your program. This can save some typ-
ing and help make your programs a little more readable if you often enter some sequence of text in your pro-
gram. For example, consider thie(newline) text constant declaration found in the HLA stdio.hhf library
header fe:

const
nl: text := “#%d #%a”; // Wndows version. Linux is just a line feed.

Wheneer HLA encounters the symbial, it immediately substitutes the value of the string “#3$d #$a” for the

nl identifier. When HLA sees the #$d (carriage return) character constant followed by the #$a (line feed)
character constants, it concatenates the two to form the string containing the Windows newline sequence (a
carriage return followed by a line feed). Consider the following two statements:

stdout.put( “Hello Wrld”, nl );
stdout.put( “Hello World” nl );

(Notice that the second statement\axdoes not separate the string literal and the nl symbol with a comma.)
In the first example, HLA emits code that prints the string “Hello World” and then emits some additional
code that prints a newline sequence. In the second example, HLA expanidsythbol as follows:

stdout.put( “Hello Wrld" #3d #%a );

Now HLA sees a string literal constant (“Hello World") followed by two character constants. It concate
nates the three of them together to form a single string and then prints this string with a single call. There
fore, leaving off the comma between the string literal andchtleymbol produces slightly more efficient
code. Keep in mind that this only works with string literal constants. You cannot concatenate string vari
ables, or a string variable with a string literal, by using this technique.

Linux users should note that the Linux end of line sequence is just a single linefeed character. There-
fore, the declaration farl is slightly diferent in Linux.

In the constant section, if you specify only a constant identdnd a string constant (i.e., you do not
supply a type), HLA deifults to typestring. If you want to declare #ext constant you musielicitly supply
the type.

const
AStrConst := “String Constant”;
AText Const: text := “nov( 0, eax );";

144

Constant Expressions

Thus fr, this chapter hasggn the impression that a symbolic constaninitedin consists of an identi
fier, an optional type, and a literal constaAttually, HLA constant declarations can be a lot more sophisti
cated than this because HLA ailtothe assignment of a constarpression, not just a literal constant, to a
symbolic constantThe generic constant declarationdalone of the follwing two forms:

Identifier : typeName := constant_expression ;
Identifier := constant_expression
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Constant gpressions tak the &miliar form youte used to in high el languages li& C/C++ and Bs
cal. They may contain literal constantlues, preiously declared symbolic constants, aradious arith
metic operatorsThe following lists some of the operations possible in a conskgmession:

Arithnetic Qperators
- (unary negation) Negates the expression imrediately follow ng the “-”
* Miltiplies the integer or real values around the asterisk.
div D vides the left integer operand by the right integer operand
produci ng an integer (truncated) result.
nod Dvides the left integer operand by the right integer operand
produci ng an integer renainder.

/ D vides the | eft nureric operand by the second nuneric operand
producing a floating point result.
+ Adds the left and right nureric operands.

- Subtracts the right nuneric operand fromthe | eft numeric operand.
Conpari son (perators

=, == Conpares left operand with right operand. Returns TRUE if equal .

<>, 1= Conpares left operand with right operand. Returns TRUE if not equal .
< Returns true if left operand is | ess than right operand.

<= Returns true if left operand is <= right operand.

> Returns true if left operand is greater than right operand.

>= Returns true if left operand is >= right operand.

Logi cal Qper at or s°:

For bool ean operands, returns the | ogical AND of the two operands.
For bool ean operands, returns the |l ogical OR of the two operands.
For bool ean operands, returns the | ogical exclusive-CR

Returns the | ogical NOT of the single operand following “!”.

- >—

Bi twi se Logical Qperators:

For integer numeric operands, returns bitw se AND of the operands.
For integer numeric operands, returns bitw se CR of the operands.

For integer numeric operands, returns bitw se XCR of the operands.
For an integer numeric operand, returns bitw se NOT of the operand.

- >— g

String Qperators:
f Returns the concatenation of the |eft and right string operands.

The constanty@ression operators follow standard precedence rules; you may use the parentheses to over
ride the precedence if necessary. See the HLA reference in the appendix for the exact precedence relation
ships between the operators. In general, if the precedence isn’'t obvious, use parentheses to exactly state the
order of evaluation. HLA actually provides a few more operators than these, though the ones above are the
ones you will most commonly use. Please see the HLA documentation for a complete list of constant
expression operators.

If an identifier appears in a constant expression, that identifier must be a constant identifier that you have
previously defined in your program. You may not use variable identifiers in a constant expression; their val-
ues are not defined at compile-time when HLA evaluates the constant expression. Also, don’t confuse com-
pile-time and run-time operations:

// Constant expression, conputed while HLA is conpiling your program

5. Note to C/C++ and Yausers. HLAs constant expressions use complete boolean evaluation rather than short-circuit bool
ean evaluation. Hence, HLA constant expressions do not behave identically to C/C++/Java expressions.
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const
X = 5;
y = 6
Sum =X +y;

// Run-tine cal cul ation, conputed while your programis running, |ong after
/1 HLA has conpiled it:

mov( x, al );
add( y, al );

HLA directly interprets the alue of a constantxpression during compilation. It does not emiy an
machine instructions to compute “x+y” in the constaqression abee. Instead, it directly computes the
sum of these twconstant &lues. From that point foawd in the program, HLA associates tladue 11 with
the constanBumjust as if the program had contained the statement “Sum :=11;” rather than “Sum := x+y;
On the other hand, HLA does not precompute &ee/11 imAL for the MOV andADD instructions abee’,
it faithfully emits the object code for theseotimstructions and the 80x86 computes their sum when the pro
gram is run (sometime after the compilation is complete).

”

In general, constanixpressions dom’get \ery sophisticated. Usuallyou're adding, subtracting, or
multiplying two integer \alues. Br example, the follwing CONST section defes a set of constants that
have consecute values:

const
TapeDAT = 1;
Tape8mm = TapeDAT + 1,
TapeQ C80 := Tape8mm + 1;
TapeTravan : = TapeQ C80 + 1;
TapeDLT = TapeTravan + 1,

The constants ake have the following values: TapeDAT = 1, Tape8mm = 2, TapeQIC80 = 3,
TapeTravarr 4, and TapeDLT = 5.

1.4.5 Multiple CONST Sections and Their Order in an HLA Program

Although CONST sections must appear in the declaration section of an HLA program (e.g., between the
“PROGRAM pgmnamg header and the corresponding “BEGiymnamg statement), thedo not hae to
appear before or after amwther items in the declaration section. awotf like the \ariable declaration sec
tions, you can place multiple CONST sections in the declaration sed@ti@nonly restriction on HLA con
stant declarations is that you must declase@mstant symbol before you use it in your program.

Some C/C++ programmers, foxample, are more comfortable writing their constant declarations as
follows (since this is closer to C/C-st8yntax for declaring constants):

const TapeDAT = 1;

const Tape8mm = TapeDAT + 1,
const TapeQ C80 := Tape8mm + 1,
const TapeTravan := TapeQ C80 + 1;

const TapeDLT TapeTravan + 1;

The placement of the CONST section in a program seems to be a personal issue among programmers.
Other than the requirements of adfig all constants before you use them, you may feel free to insert the
constant declaration sectionyarhere in the declaration section. Some programmers prefer to put all their

6. Technically, if HLA had an optimizer it could replace these two instructions with a single “MOV( 11, al );” instruction.
HLA v1.x, however, does not do this.
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CONST declarations at thedirning of their declaration section, some programmers prefer to spread them
throughout declaration section, defig the constants just before yheeed them for some other purpose.
Putting all your constants at thegirening of an HLA declaration section is probably the wisest choice right
now. Later in this tet you'll see reasons whyou might vant to defiie your constants later in a declaration
section.

1.4.6 The HLA VAL Section

You cannot change thalue of a constant you deé in the CONST sectioiWhile this seems perfectly
reasonable (constants after all, are supposed to be, well, constant), theferarg difys we can defe the
termconstantand CONST objects only follothe rules of one spedfdefnition. HLA'SVAL section lets
you defne constant objects that folNcslightly different rulesThis section will discuss théAL section and
the diference betweeWAL constants and CONST constants.

The concept of¢onst-nesscan «ist at two different times: while HLA is compiling your program and
later when your progranxecutes (and HLA is no longer runningdll reasonable defitions of a constant
require that aalue not change while the program is runnikighether or not thealue of a “constant” can
change during compilation is a separate isduee diference between HLA CONST objects and HZAL
objects is whether thealue of the constant can change during compilation.

Once you defie a constant in the CONST section, théug of that constant is immutable from that
point forward both at run-time and while HLA is compiling yourogram Therefore, an instruction kk
“mov( SymbolicCONSTEAX );” always mwes the samealue into EAX, rgardless of where this instruc
tion appears in the HLA main program. Once yourgefhe symboBymbolicCONSTh the CONST sec
tion, this symbol has the samalwe from that point forard.

The HLA VAL section lets you declare symbolic constants, just thhe CONST section. kever,
HLA VAL constants can change thealwe throughout the source code in your progrdrhe following
HLA declarations are perfectlydal:

val InitialVal ue =0

const  SoneVal = Initial Value + 1; /I =1
const  Anot her Val = Initial Value + 2; /] =2
val Initial Val ue = 100;

const  Alarger Val = I nitial Val ue; /1 = 100
const LargeVal Two = Initial Val ue*2; /1 = 200

All of the symbols appearing in the CONST sections use the symladlielnitialVValue as part of the
definition. Note, havever, thatlnitialValue has diferent \alues at diierent points in this code sequence; at
the bginning of the code sequenkstialValue has the &lue zero, while later it has thalue 100.

Rememberat run-time &AL object is not a ariable; it is still a manifest constant and HLA will sub
stitute the currentalue of avAL identifier for that identier’. Statements & “MOV/( 25, InitialValue );”
are no more fgal than “MOV/( 25, 0);” or “MOV( 25, 100);”

1.4.7 Modifying VAL Objects at Arbitrary Points in Your Programs

If you declare all youvAL objects in the declaration section, ibmid seem that youeuld not be able
to change thealue of avVAL object between the BEGIN and END statements of your progpsiter all,
the VAL section must appear in the declaration section of the program and the declaration section ends
before the BEGIN statement. Latgou will learn that mos¥YAL object modiftations occur between the
BEGIN and END statements; hence, HLA mustjite som&ay to change thealue of avAL object out
side the declaration sectioithe mechanism to do this is the “?” operator

7. In this contextcurrentmeans the value last assigned to a VAL object looking backward in the source code.
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Not only does HLA allev you to change thealue of avAL object outside the declaration section, it

allows you to change thealue of avVAL object almostanywhee in the program.Anywhere a space is
allowed inside an HLA program, you can insert a statement of the form:

? Valldentifier := constant_expression ;

This means that you could write a short program iiie follaving:

progr am VALdeno;
#include( “stdlib.hhf” );

val
Not SoConstant := O;

begi n VALdenv;

nov( Not SoConstant, eax );
stdout.put( “EAX = *, (type uns32 eax ), n

~

?Not SoConstant : = 10;
nov( Not SoConstant, eax );
stdout.put( “EAX = “, (type uns32 eax ), n

~

?Not SoConst ant : = 20;
nov( Not SoConstant, eax );
stdout.put( “EAX = “, (type uns32 eax ), n

~

?Not SoConst ant : = 30;
nov( Not SoConstant, eax );
stdout.put( “EAX = *, (type uns32 eax ), n

~

end VALdeno;

Program 1.4  Demonstration of VAL Redefinition Using “?” Operator

You probably wn’t hasze much use foYAL objects at this time. Hwoever, later on youl see (in the
chapter on the HLA compile-time languagephasefulVAL objects can be to you.

1.5

The HLA TYPE Section

Let's say that you simply do not ékhe names that HLA uses for declaring byterdydouble werd,
real, and otherariables. Let say that you preferaBcals naming covention oy perhaps, G naming con
vention.You want to use terms léinteger, float, doubleor whateer. If this were Rscal you could redeif@
the names in thgype section of the progranwith C you could use &define or atypedef statement to
accomplish the taskVell, HLA, like Rascal, has i avn TYPE statement that also lets you create aliases of
these namedhe follonving example demonstrates wdo set up some C/C++dBcal compatible names in
your HLA programs:

type
i nteger: int32;
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float: real 32;
doubl e: real 64;
col ors: byt e;

Now you can declare youmaviables with more meaningful statementelik

static
i: i nt eger;
X: float;
HouseCol or : col ors;

If you are arAda, C/C++, or FORRAN programmer (or another language, for that matter), you can
pick type names yore more comfortable with. Of course, this doéshange ha the 80x86 or HLA reacts
to these &riables one iota,ub it does let you create programs that are easier to read and understand since the
type names are more indicagiof the actual underlying types. Onaming for C/C++ programmers: don’
get too &cited and go dfand define anint data type. UnfortunatelyNT is an 80x86 machine instruction
(interrupt) and therefore, this is a resstword in HLA.

TheTYPE section is useful for much more than creating type isomorphism (thating, ginev name
to an «&isting type). The folloving sections will demonstrate maaof the possible things you can do in the
TYPE section.

1.6

ENUM and HLA Enumerated Data Types

In a previous section discussing constants and consiqnessions, you gathe folloving example:

const  TapeDAT = 1

const Tape8nm = TapeDAT + 1,
const TapeQ C30 := Tape8mm + 1,
const TapeTravan : = TapeQ C80 + 1,

const TapeDLT TapeTravan + 1;

This ekample demonstrates how to use constant expressions to develop a set of constants that contain
unique, consecutive, values. There are, however, a couple of problems with this approach. First, it involves
a lot of typing (and extra reading when reviewing this program). Second, it's very easy make a mistake
when creating long lists of unique constants and reuse or skip some values. The HLA ENUM type provides
a better way to create a list of constants with unique values.

ENUM is an HLA type declaration that lets you associate a list of names with a new type. HLA associ-
ates a unique value with each name (that &)juimeatesthe list). The ENUM leyword typically appears in
the TYPE section and you use it as folla

type
enunirypel D enum { conma_separated_| i st_of _nanes };

The symbokenumTypellDbecomes a new type whose values are specified by the specified list of names. As
a concrete example, consider the data figggeDrivesand a corresponding variable declaration of type
TypeDrives

type
TapeDrives: enun{ TapeDAT, Tape8mm TapeQ C80, TapeTravan, TapeDLT};

static
BackupUni t : TapeDrives : = TapeDAT;

nov( BackupUnit, al );
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if( al = Tape8mm) then

endi f;
/]l etc.

By default, HLA reseres one byte of storage for enumerated data types. RatkepUnitvariable
will consume one byte of memory and yoauld typically use an eight-bitgester to accessdit As for the
constants, HLA associates conseaitins8constant glues starting at zero with each of the enumerated
identifiers. In theTapeDrves &ample, the tape o identifers would hare the \alues TapeDAT=0,
Tape8mml, TapeQIC8G2, TapeTavan=3, andTapeDLT=4. You may use these constantaely as
though you had defed them with thesealues in a CONST section.

1.7 Pointer DataTypes

Some people refer to pointers as scalar data types, others refer to them as composite ddtes tigies.
will treat them as scalar data type®m though the exhibit some tendencies of both scalar and composite
data types.

Of course, the place to start is with the question “What is a pointer?'yNo've probably gperienced
pointers fist hand in the &scal, C, o Ada programming languages and yeuprobably getting arried
right nov. Almost everyone has a real bagperience when thyefirst encounter pointers in a higlvés lan
guage Well, fear not! Pointers are actuakyasierto deal with in assembly language. Besides, most of the
problems you had with pointers probably had nothing to do with pointarsather with the linkd list and
tree data structures you were trying to implement with them. Pointers, on the other hanhoktshaf uses in
assembly language thatveanothing to do with linkd lists, trees, and other scary data structures. Indeed,
simple data structures &karrays and records oftervaive the use of pointers. So if yog’' got some
deep-rooted fear about pointers, wellgietr eerything you knav about themYou're going to learn he
great pointers really are.

Probably the best place to start is with therdidin of a pointerJust &actly what is a pointearyway?
Unfortunately high level languages l& Rascal tend to hide the simplicity of pointers behind &l of
abstractionThis added compléty (which exists for good reason, by theay) tends to frighten program
mers becausthey dont undestand what going on

Now if you're afraid of pointers, well, let’just ignore them for the time being andrkvwith an array
Consider the follwing array declaration ind2cal:

M array [0..1023] of integer;

Even if you dont know Pascal, the concept here is pretty easy to understand. M is an array with 1024
integers in it, indeed fromM[0] to M[1023]. Each one of these array elements can hold ageintelue
that is independent of all the others. In otherds, this array ges you 1024 diérent intger \ariables each
of which you refer to by number (the array irfeather than by name.

If you encountered a program that had the statement “M[0]:=100;” you probablgnit hase to think
at all about what is happening with this statement. It is storingatue 100 into the st element of the
arrayM. Now consider the follwing two statements:

i :=0; (* Assune “i” is an integer variable *)
MI[i] := 100;

You should agree, without too much hesitation, that thesstatements perform the sanxa& opera
tion as “M[0]:=100;". Indeed, youré probably willing to agree that you can usg mteger expression in the

8. HLA provides a mechanism by which you can specify that enumerated data types consume two or four bytes
of memory. See the HLA documentation for more details.
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range 0...1023 as an indto this arrayThe folloving statementstill perform the same operation as our
single assignment to indeero:

i =5 (* assune all variables are integers*)
j 1=10;

k := 50;

m[i*j-k] := 100;

“Okay, so what's the point?” you're probably thinking. “Anything that produces an integer in the range
0...1023 is legal. So what?” Okay, how about the following:

M[1] := 0;

M[ M[1] ] := 100;

Whoa! Nav that takes a few moments to digest. However, if you take it slowly, it makes sense and you'll
discover that these two instructions perform the exact same operation you've been doing all along. The first
statement stores zero into array elenifi] . The second statement fetches the valud[af, which is an

integer so you can use it as an array index iht@nd uses that value (zero) to control where it stores the
value 100.

If you're willing to accept the above as reasonable, perhaps bizarre, but usable nonetheless, then you'll
have no problems with pointeBecause m[1] is a pointerWell, not really but if you were to change “M”
to “memory” and treat this array as all of memahys is the ract defiition of a pointer

1.7.1 Using Pointers in Assembly Language

A pointer is simply a memory location whosaue is the address (or indéf you prefer) of some other
memory location. Pointers arery easy to declare and use in an assembly language profardont
even hae to worry about array indices or yhing like that.

An HLA pointer is a 32 hit &lue that may contain the address of some otaeable. If you hee a
dword \ariablep that contains $1000_0000, thpfipoints” at memory location $1000_000Mm access the
dword thatp points at, you could use codedikhe follaving:

mov( p, ebx ); /1 Load EBX with the val ue of pointer p.
nov( [ebx], eax ); // Fetch the data that p points at.

By loading the alue ofp into EBX this code loads thealue $1000 0000 into EBX (assumipgon
tains $1000_ 0000 and, therefore, points at memory location $1000 0®@0¥econd instruction ab®
loads the EAX rgister with the wrd starting at the location whosdseft appears in EBX. Since EBXwo
contains $1000_0000, this will load EAX from locations $1000 0000 through $1000_0003.

Why not just load EAX directly from location $1000_0000 using an instructiore lik
“MOV( mem,EAX );” (assumingmemis at address $1000_0000)&ll, there are lots of reasons. But the
primary reason is that this single instructiowa}s loads EAX from locatiomem You cannot change the
location from which it loads EAXThe former instructions, fever, always load EAX from the location
wherep is pointing. This is \ery easy to change under program control.act,fthe simple instruction
“MOV( &mem2,p);” will cause those same bainstructions abee to load EAX frommem2the net time
they execute. Consider the follding instructions:

nmv( &, p); /1 Assume all variables are STATIC vari abl es.

i f( sone_expression ) then

mv( &, p); /1 Assurme the code above skips this instruction and
. /1 you get to the next instruction by junping
/1 to this point from sonewhere el se.
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endi f;
nmov( p, ebx ); /1 Assume both of the above code paths w nd up
nov( [ebx], eax ); /1 down here.

This short @ample demonstrates tvexecution paths through the prograhhe frst path loads theavi-
ablep with the address of theaxiablei. The second path through the code lopdgth the address of the
variablej. Both eecution paths caerge on the last taww MOV instructions that load EAX with or |
depending upon whichkecution path s talen. In mag respects, this is l&kaparameterto a procedure in
a high leel language lik Rascal. Ercuting the same instructions accessdsréifit \ariables depending on
whose address ¢rj) winds up inp.

1.7.2 Declaring Pointers in HLA
Since pointers are 32 bits long, you could simply use thedlgirectie to allocate storage for your
pointers. Havever, there is a much betteray to do this: HLA preides thePOINTERTO phrase specifi
cally for declaring pointerariables. Consider the follang example:
static
b: byt e;
d: dwor d;
pByt eVar : pointer to byte := &b;
pDVr dVar : pointer to dword : = &d;
This exkample demonstrates that it is possible to initialize as well as declare pointer variables in HLA. Note
that you may only take addresses of static variables (STATIC, READONLY, and STORAGE objects) with
the address-of operator, so you can only initialize pointer variables with the addresses of static objects.
You can also define your own pointer types in the TYPE section of an HLA program. For example, if
you often use pointers to characters, you'll probably want to use a TYPE declaration like the one in the fol-
lowing example:
type
ptrChar: pointer to char;
static
cString: ptrChar;
1.7.3 Pointer Constants and Pointer Constant Expressions

HLA allows two literal pointer constant forms: the address-of operatomieticby the name of a static
variable or the constant zero. In addition to theselii@ral pointer constants, HLA also supports simple
pointer constanbgressions.

The constant zero represents the NULL or NIL pojrtteat is, an illgal address that does notis®.
Programs typically initialize pointers with NULL to indicate that a pointer kpkogly notbeen initialized.
The HLA Standard Library predegs both the “NULL" and “nil” constants in the memaiyf header fe'®.

In addition to simple address literals and thkig zero, HLA allars very simple constantxeressions
wherever a pointer constant isgal. Pointer constanipressions tadk one of the tw following forms:

&St at i cvar Nane + PureConst ant Expr essi on
&St ati cvar Nane - PureConst ant Expr essi on

9. Actually, address zero does exist, but if you try to access it under Windows or Linux you will get a general protéction faul
10. NULL is for C/C++ programmers and nil is familiar to Pascal/Delphi programmers.
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The PureConstantExpressiderm is a numeric constant expression that does not involve any pointer con
stants. This type of expression produces a memory address that is the specified number of bytes before or

after (“-” or “+”, respectively) thé&taticVarNamevariable in memory.

Since you can create pointer constant expressions, it should come as no surprise to discover that HLA
lets you define manifest pointer constants in the CONST section. The following program demonstrates how
you can do this.

pr ogr am Pt r Const Deno;
#include( “stdlib.hhf” );

static
b: byte := 0;
1

begi n Pt r Const Deno;
nov( pb, ebx );
nov( [ebx], al );
stdout.put( “Value at address pb = $", al, nl );

end Ptr Const Deno;

Program 1.5  Pointer Constant Expressions in an HLA Program

Upon «ecution, this program prints thalue of the byte just gendb in memory (which contains the
value $01).

1.7.4 Pointer Variables and Dynamic Memory Allocation

Pointer \ariables are the perfect place to store the return result from the HLA Standard kibhmgy
function. Themallocfunction returns the address of the storage it allocates in the Epstere therefore,
you can store the address directly into a poirdeiable with a single M@ instruction immediately after a

call tomalloc
type
bytePtr: pointer to byte;
var
bPtr: bytePtr;
mal | oc( 1024 ); // Allocate a block of 1,024 bytes.
nov( eax, bPtr ); // Store address of block in bPtr.
free( bPtr ); /1 Free the allocated bl ock when done using it.
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In addition tomallocandfreg the HLA Standard Library pwides areallocprocedure.Thereallocrouw-
tine tales two parameters, a pointer to a block of storagerttaloc (or realloc) previously created, and a
new size. If the n@ size is less than the old size, realloc releases the storage at the end of the allocated block
back to the system. If thewsesize is lager than the current block, thezallocwill allocate a ner block and
move the old data to the start of theniglock, then free the old block.

Typically, you would usereallocto correct a bad guess about a memory sizedymade earlier For
example, suppose youant to read a set ofalues from the userubyou won't knov how mary memory
locations youl need to hold thealues until after the user has entered the EsievYou could mak a wild
guess and then allocate some storage usadtpcbased on your estimate. If, during the input, you disco
that your estimate as too lav, simply callreallocwith a lager \alue. Repeat this as often as required until
all the input is read. Once input is complete, you careraatall tareallocto release anunused storage at
the end of the memory block.

Therealloc procedure uses the folling calling sequence:
real l oc( ExistingPointer, NewS ze );

Reallocreturns a pointer to the newly allocated block in the EAX register.

One danger exists when usirgglloc. If you've made multiple copies of pointers into a block of-stor
age on the heap and then aalhllocto resize that block, all theisting pointers are nmoinvalid. Efec-
tively reallocfrees the ®isting storage and then allocates avrdock. That nev block may not be in the
same memory location at the old block, sp etisting pointers (into the block) that youMaawill be invalid
after therealloccall.

1.7.5

Common Pointer Problems

There are fie common problems programmers encounter when using pointers. Some of these errors
will cause your programs to immediately stop with a diagnostic message; other problems are more subtle,
yielding incorrect results without otherwise reporting an error or simfgtafg the performance of your
program without displaying an errofhese fie problems are

e Using an uninitialized pointer

* Using a pointer that contains an illegal value (e.g., NULL)

» Continuing to use malloc'd storage after that storage has been free'd
* Failing to free storage once the program is done using it

» Accessing indirect data using the wrong data type.

The first problem above is using a pointer variable before you have assigned a valid memory address to
the pointer. Beginning programmers often don't realize that declaring a pointer variable only reserves stor-
age for the pointer itself, it does not reserve storage for the data that the pointer references. The following
short program demonstrates this problem:

// Programto denonstrate use of

// an uninitialized pointer. Note

/1 that this program shoul d term nate

/1 with a Menory Access Miol ati on exception.

program Uni ni t Pt r Deno;
#include( “stdlib.hhf” );

static
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// Note: by default, varibles in the

/] static section are initialized with

/1 zero (NULL) hence the follow ng

[l is actually initialized with NULL,

// but that will still cause our program

/1l to fail because we haven't initialized

I/ the pointer with a valid nenory address.

Uninitialized: pointer to byte;
begi n Uni ni t Pt r Deno;

nov( Uninitialized, ebx );

nov( [ebx], al );

stdout.put( “Value at address Uninitialized: = $", al, nl );

end Uni ni t Pt r Deno;

Program 1.6  Uninitialized Pointer Demonstration

Although \ariables you declare in the STATIC section are, technically, initialized; static initialization still
doesn't initialize the pointer in this program with a valid address.

Of course, there is no such thing as a truly uninitialized variable on the 80x86. What you really have are
variables that you've explicitly given an initial value and variables that just happen to inherit whatever bit
pattern was in memory when storage for the variable was allocated. Much of the time, these garbage bit pat-
terns laying around in memory don’t correspond to a valid memory address. Attemplinefe@ncesuch
a pointer (that is, access the data in memory at which it points) rdikaaryAccessViolation exception.

Sometimes, hwever, those random bits in memory just happen to correspondatidanvemory loca
tion you can access. In this situation, the CPU will access the sganiémory location without aborting
the program Although to a naie programmer this situation may seem preferable to aborting the program, in
reality this is &r worse because your defe@iprogram continues to run with a defect without alerting you to
the problem. If you store data through an uninitialized pqigtar may ery well overwrite the alues of
other important &riables in memoryThis defect can produce somery difficult to locate problems in your
program.

The second problem programmersénavith pointers is storing walid address alues into a pointer
The first problem, abee, is actually a special case of this second problem (aithage bits in memory sup
plying the irvalid address rather than you producing via a miscalculatibim. efects are the same; if you
attempt to dereference a pointer containing walith address you will either get a MemérgcessViolation
exception or you will access an wpected memory location.

The third problem listed ale is also knan as thedangling pointer problemTo understand this preb
lem, consider the follsing code fragment:

nal | oc( 256 ); // Allocate sone storage.
nov( eax, ptr ); // Save address away in a pointer variable.

/1 Code that use the pointer variable “ptr”.
free( ptr ); /'l Free the storage associated with “ptr”.
/1 Code that does not change the value in “ptr”.

rmv(. ptr, ebx );
mov( al, [ebx] );
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In this xkample you will note that the program allocates 256 bytes of storage and saves the address of that
storage away in thptr variable. Then the code uses this block of 256 bytes for a while and frees-the stor
age, returning it to the system for other uses. Note that c&iegoes not change the valueptf in any

way; ptr still points at the block of memory allocated tmalloc earlier. Indeedfree does not change any

data in this block, so upon return frdree ptr still points at the data stored into the block by this code.
However, note that the call feeetells the system that this 256-byte block of memory is no longer needed by

the program and the system can use this region of memory for other purposdgee Tungction cannot

enforce that fact that you will never access this data again, you are simply promising that you won'’t. Of
course, the code fragment above breaks this promise; as you can see in the last two instructions above the
program fetches the valuepir and accesses the data it points at in memory.

The biggest problem with dangling pointers is that you can get away with using them a good part of the
time. As long as the system doesn'’t reuse the storage you've free’d, using a dangling pointer produces no ill
effects in your program. However, with each new cathédloc the system may decide to reuse the memory
released by that prmus call tofree When this happens, ypattempt to dereference the dangling pointer
may produce some unintended consequenties.problems range from reading data that has beswnt-
ten (by the ne, legal, use of the data storage), weowriting the ne data, to (the wrst case) werwriting
system heap management pointers (doing so will probably cause your program to Thaskdlution is
clear:never use a pointer value once yoadrthe stage associated with that pointer

Of all the problems, the fourthaffing to free allocated storage) will probablywbahe least impact on
the proper operation of your prografhe follonving code fragment demonstrates this problem:

nmal | oc( 256 );

mov( eax, ptr );

/1 Code that uses the data where ptr is pointing.
/1 This code does not free up the storage

. /1 associated with ptr.

nmal | oc( 512 );
nov( eax, ptr );

/1 At this point, there is no way to reference the original
/1 block of 256 bytes pointed at by ptr.

In this ekample the program allocates 256 bytes of storage and references this storage pgingrihe
able. At some later time, the program allocates another block of bytesvandries the alue inptr with
the address of this meblock. Note that the formesalue inptr is lost. Since this address no longests in
the program, there is noay to callfreeto return the storage for later us&s a result, this memory is no
longer &ailable to your programWhile making 256 bytes of memory inaccessible to your program may
not seem lik a big deal, imagine nothat this code is in a loop that repeatsrcand @er agin. With each
execution of the loop the program loses another 256 bytes of meAidtey a suficient number of loop iter
ations, the program wilbdaust the memoryvailable on the heapThis problem is often calledraemory
leak because the fefct is the same as though the memory bits were leaking out of your computer (yielding
less and lessvailable storage) during programeeutiort.

Memory leaks areafr less damaging than using dangling pointers. Indeed, there are omyotlems
with memory leaks: the danger of running out of heap space (which, ultinrrasglycause the program to
abort, though this is rare) and performance problems due to virtual memory Eaaensw Neertheless,
you should get in the habit ofvedys free all storage once you are done using it. Note that when yeur pro
gram quits, the operating system reclaims all storage including the data lost via memory heak$ore,
memory lost via a leak is only lost to your program, not the whole system.

The last problem with pointers is the lack of type-safe access. HLA cannot and does not enforce pointer
type checking. & example, consider the folldng program:

11. Note that the storage isn't lost from you computer; once your program quits it returns all memory (including unfree’'d
storage) to the O/S. The next time the program runs it will start with a clean slate.
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// Programto denonstrate use of
/'l lack of type checking in pointer
/'l accesses.

pr ogr am BadTypePt r Deno;
#i ncl ude( “stdlib.hhf” );

static
ptr: pointer to char;
cnt: uns32;

begi n BadTypePt r Deno;

/1 Alocate sufficient characters
/1 to hold a line of text input
/1l by the user:

nal | oc( 256 );
nov( eax, ptr );

/1 Ckay, read the text a character
// at a tine by the user:

stdout.put( “Enter a line of text: “ );
stdin. flushlnput();

mov( O, cnt );

nov( ptr, ebx );

r epeat
stdin.getc(); /! Read a character fromthe user.
mov( al, [ebx] ); I/l Store the character away.
inc( cnt ); /1 Bunp up count of characters.
inc( ebx ); // Point at next position in menory.

until ( stdin.eoln());
/1 Ckay, we've read a line of text fromthe user,
/1 now di spl ay the data:

nov( ptr, ebx );
for( nov( cnt, ecx ); ecx > 0; dec( ecx )) do

nmov( [ebx], eax );
stdout.put( “Qurrent value is $", eax, nl );
inc( ebx );

endfor;

free( ptr );

end BadTypePt r Deno;

Program 1.7  Type-Unsafe Pointer Access Example

This program reads in data from the user as charaaiigzs/and then displays the data as double w
hexadecimal alues. While a paverful feature of assembly language is that it lets you ignore data types at
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will and automatically coerce the data withouy &ffort, this paver is a tvo-edged swrd. If you mak a

mistale and access indirect data using the wrong data type, HLA and the 80x86 may not catch the mistak
and your program may produce inaccurate restiterefore, you need to takare when using pointers and
indirection in your programs that you use the data consistently with respect to data type.

1.8 Putting It All Together

This chapter contains an eclectic combination of subjects.githdwvith a discussion of the INTMUL,
BOUND, and INTO instructions that will pree useful throughout thisxe Then this chapter discusseswho
to declare constants and data types, including enumerated dataTiseshapter also introduces constant
expressions and pointer3he folloving chapters in this % will make extensie use of these concepts.
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